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 To the ReaderWelcome to Simulink®! In the last few years, Simulink has become the mostwidely used software package in academia and industry for modeling andsimulating dynamical systems.
 Simulink encourages you to try things out. You can easily build models fromscratch, or take an existing model and add to it. Simulations are interactive, soyou can change parameters “on the fly” and immediately see what happens.You have instant access to all of the analysis tools in MATLAB®, so you cantake the results and analyze and visualize them. We hope that you will get asense of the fun of modeling and simulation, through an environment thatencourages you to pose a question, model it, and see what happens.
 With Simulink, you can move beyond idealized linear models to explore morerealistic nonlinear models, factoring in friction, air resistance, gear slippage,hard stops, and the other things that describe real-world phenomena. It turnsyour computer into a lab for modeling and analyzing systems that simplywouldn’t be possible or practical otherwise, whether the behavior of anautomotive clutch system, the flutter of an airplane wing, the dynamics of apredator-prey model, or the effect of the monetary supply on the economy.
 Simulink is also practical. With thousands of engineers around the world usingit to model and solve real problems, knowledge of this tool will serve you wellthroughout your professional career.
 We hope you enjoy exploring the software.
 What Is Simulink?Simulink is a software package for modeling, simulating, and analyzingdynamical systems. It supports linear and nonlinear systems, modeled incontinuous time, sampled time, or a hybrid of the two. Systems can also bemultirate, i.e., have different parts that are sampled or updated at differentrates.
 For modeling, Simulink provides a graphical user interface (GUI) for buildingmodels as block diagrams, using click-and-drag mouse operations. With thisinterface, you can draw the models just as you would with pencil and paper (oras most textbooks depict them). This is a far cry from previous simulationpackages that require you to formulate differential equations and differenceequations in a language or program. Simulink includes a comprehensive block
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 library of sinks, sources, linear and nonlinear components, and connectors. Youcan also customize and create your own blocks. For information on creatingyour own blocks, see the separate Writing S-Functions guide.
 Models are hierarchical, so you can build models using both top-down andbottom-up approaches. You can view the system at a high level, thendouble-click on blocks to go down through the levels to see increasing levels ofmodel detail. This approach provides insight into how a model is organized andhow its parts interact.
 After you define a model, you can simulate it, using a choice of integrationmethods, either from the Simulink menus or by entering commands inMATLAB’s command window. The menus are particularly convenient forinteractive work, while the command-line approach is very useful for runninga batch of simulations (for example, if you are doing Monte Carlo simulationsor want to sweep a parameter across a range of values). Using scopes and otherdisplay blocks, you can see the simulation results while the simulation isrunning. In addition, you can change parameters and immediately see whathappens, for “what if” exploration. The simulation results can be put in theMATLAB workspace for postprocessing and visualization.
 Model analysis tools include linearization and trimming tools, which can beaccessed from the MATLAB command line, plus the many tools in MATLABand its application toolboxes. And because MATLAB and Simulink areintegrated, you can simulate, analyze, and revise your models in eitherenvironment at any point.
 How to Use This ManualBecause Simulink is graphical and interactive, we encourage you to jump rightin and try it.
 For a useful introduction that will help you start using Simulink quickly, takea look at “Running a Demo Model” in Chapter 2. Browse around the model,double-click on blocks that look interesting, and you will quickly get a sense ofhow Simulink works. If you want a quick lesson in building a model, see“Building a Simple Model” in Chapter 2.
 For a technical introduction to Simulink, see Chapter 3, “How SimulinkWorks.” This chapter introduces many key concepts that you will need tounderstand how to create and run Simulink models.

Page 22
                        
                        

1 Getting Started
 1-4
 Chapter 4, “Creating a Model” describes in detail how to build and edit a model.It also discusses how to save and print a model and provides some useful tips.
 Chapter 5, “Running a Simulation” describes how Simulink performs asimulation. It covers simulation parameters and the integration solvers usedfor simulation, including some of the strengths and weaknesses of each solverthat should help you choose the appropriate solver for your problem. It alsodiscusses multirate and hybrid systems.
 Chapter 6, “Analyzing Simulation Results” discusses Simulink and MATLABfeatures useful for viewing and analyzing simulation results.
 Chapter 7, “Using Masks to Customize Blocks” discusses methods for creatingyour own blocks and using masks to customize their appearance and use.
 Chapter 8, “Conditionally Executed Subsystems” describes subsystems whoseexecution depends on triggering signals.
 Chapter 9, “Block Reference” provides reference information for all Simulinkblocks.
 Chapter 10, “Model Construction Commands” provides reference informationfor commands you can use to create and modify a model from the MATLABcommand window or from an M-file.
 Chapter 11, “Simulink Debugger” explains how to use the Simulink debuggerto debug Simulink models. It also documents debugger commands.
 Chapter 12, “Performance Tools” explains how to use the Simulink acceleratorand other optional tools that improve the performance of Simulink models.
 Appendix A, “Model and Block Parameters” lists model and block parameters.This information is useful with the get_param and set_param commands,described in Chapter 10.
 Appendix B, “Model File Format” describes the format of the file that storesmodel information.
 Although we have tried to provide the most complete and up-to-dateinformation in this manual, some information may have changed after it wascompleted. Please check the “Known Software and Documentation Problems”in the Release Notes delivered with your Simulink system.
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 Related ProductsThe MathWorks provides several products that are especially relevant to thekinds of tasks you can perform with Simulink.
 For more information about any of these products, see either
 • The online documentation for that product, if it is loaded or if you are readingthe documentation from the CD
 • The MathWorks Web site, at www.mathworks.com; see the “products” section
 See our Web page www.mathworks.com for the latest update on new productsand capabilities. Also see the connections site www.mathworks.com/products/connections/ for third-party products compatible with Simulink.
 Note The toolboxes listed below all include functions that extend theMATLAB environment. The blocksets all include blocks that extend theSimulink environment.
 Product Description
 µ-Analysis and SynthesisToolbox
 Tools for robust control design using optimalcontrol and the structured singular value
 CDMA ReferenceBlockset
 Simulink block libraries for the design andsimulation of the IS-95A wirelesscommunications standard
 CommunicationsBlockset
 Simulink block libraries for modeling thephysical layer of communications systems
 Communications Toolbox MATLAB functions for modeling the physicallayer of communications systems
 Control System Toolbox An interactive environment for classical andmodern control system design, analysis, andmodeling

Page 24
                        
                        

1 Getting Started
 1-6
 Dials & Gauges Blockset Graphical instrumentation for monitoring andcontrolling signals and parameters inSimulink models
 DSP Blockset Simulink block libraries for the design,simulation, and prototyping of digital signalprocessing systems
 Fixed-Point Blockset Simulink blocks that model, simulate, andautomatically generate pure integer code forfixed-point applications
 Frequency DomainSystem IdentificationToolbox
 Tools for frequency domain modelidentification and validation
 Motorola DSPDeveloper's Kit
 Provides an object-oriented interface toprogram MEX-files or S-functions that call theappropriate Motorola Suite56TM DSPSimulator.
 Nonlinear ControlDesign (NCD) Blockset
 Simulink block libraries that provide atime-domain-based optimization approach tosystem design; automatically tunesparameters based on user-definedtime-domain performance constraints
 Power System Blockset Simulink block libraries for the design,simulation, and prototyping of electrical powersystems
 Real-Time WindowsTarget
 Tool that allows you to run Simulink modelsinteractively and in real time on your PC
 Real-Time Workshop® Tools that generate customizable code fromSimulink and Stateflow models for targetingreal-time systems or speeding up simulations.
 Product Description
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 Real-Time WorkshopAda Coder
 Tool that allows you to automatically generateAda 95 code. It produces the code directly fromSimulink models and automatically buildsprograms that can be run in real time in avariety of environments.
 Real-Time WorkshopProduction Coder
 Add on component for generating embeddableproduction quality code from Simulink models.Included are utilities and capabilities to verifygenerated code in a co-simulation and codegeneration interfacing options.
 RequirementsManagement Interface
 This interface helps you coordinate, track, andimplement changes in design specifications(requirements) throughout the developmentcycle.
 Robust Control Toolbox Tools for advanced robust multivariablefeedback control
 Signal ProcessingToolbox
 Tools for algorithm development, signal andlinear system analysis, and time-series datamodeling
 Simulink PerformanceTools
 Includes tools for comparing models andprofiling and accelerating the performance ofsimulations.
 Simulink ReportGenerator
 Tool for documenting information in MATLAB,Simulink, and Stateflow in multiple outputformats
 Stateflow Tool for graphical modeling and simulation ofcomplex reactive systems
 Stateflow Coder Tool for generating highly readable, efficient Ccode from Stateflow diagrams
 Product Description
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 System IdentificationToolbox
 An interactive environment for buildingaccurate, simplified models of complex systemsfrom noisy time-series data
 Developer's Kit forTexas Instruments DSP
 Lets you generate, target, and executeSimulink models on the Texas Instruments(TI) C6701 Evaluation Module (C6701 EVM).
 xPC Target Tools for adding I/O blocks to Simulink blockdiagrams, generating code with Real-TimeWorkshop, and downloading the code to asecond PC that runs the xPC Target real-timekernel. The xPC Target is ideal for rapidprototyping and hardware-in-the-loop testingof control and DSP systems.
 Product Description
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 Running a Demo ModelAn interesting demo program provided with Simulink models thethermodynamics of a house. To run this demo, follow these steps:
 1 Start MATLAB. See your MATLAB documentation if you’re not sure how todo this.
 2 Run the demo model by typing thermo in the MATLAB command window.This command starts up Simulink and creates a model window that containsthis model.
 3 Double-click the Scope block labeled Thermo Plots.
 The Scope block displays two plots labeled Indoor vs. Outdoor Temp andHeat Cost ($), respectively.
 4 To start the simulation, pull down the Simulation menu and choose theStart command (or, on Microsoft Windows, press the Start button on theSimulink toolbar). As the simulation runs, the indoor and outdoor

Page 29
                        
                        

Running a Demo Model
 2-3
 temperatures appear in the Indoor vs. Outdoor Temp plot and thecumulative heating cost appears in the Heat Cost ($) plot.
 5 To stop the simulation, choose the Stop command from the Simulationmenu (or press the Pause button on the toolbar). If you want to explore otherparts of the model, look over the suggestions in “Some Things to Try” onpage 2-4.
 6 When you’re finished running the simulation, close the model by choosingClose from the File menu.
 Description of the DemoThe demo models the thermodynamics of a house using a simple model. Thethermostat is set to 70 degrees Fahrenheit and is affected by the outsidetemperature, which varies by applying a sine wave with amplitude of 15degrees to a base temperature of 50 degrees. This simulates daily temperaturefluctuations.
 The model uses subsystems to simplify the model diagram and create reusablesystems. A subsystem is a group of blocks that is represented by a Subsystemblock. This model contains five subsystems: one named Thermostat, one namedHouse, and three Temp Convert subsystems (two convert Fahrenheit toCelsius, one converts Celsius to Fahrenheit).
 The internal and external temperatures are fed into the House subsystem,which updates the internal temperature. Double-click on the House block to seethe underlying blocks in that subsystem.
 House subsystem
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 The Thermostat subsystem models the operation of a thermostat, determiningwhen the heating system is turned on and off. Double-click on the block to seethe underlying blocks in that subsystem.
 Both the outside and inside temperatures are converted from Fahrenheit toCelsius by identical subsystems.
 When the heat is on, the heating costs are computed and displayed on the HeatCost ($) plot on the Thermo Plots Scope. The internal temperature is displayedon the Indoor Temp Scope.
 Some Things to TryHere are several things to try to see how the model responds to differentparameters:
 • Each Scope block contains one or more signal display areas and controls thatenable you to select the range of the signal displayed, zoom in on a portion ofthe signal, and perform other useful tasks. The horizontal axis representstime and the vertical axis represents the signal value. For more informationabout the Scope block, see Scope on page 9-206.
 • The Constant block labeled Set Point (at the top left of the model) sets thedesired internal temperature. Open this block and reset the value to 80degrees. See how the indoor temperature and heating costs change. Also,adjust the outside temperature (the Avg Outdoor Temp block) and see how itaffects the simulation.
 • Adjust the daily temperature variation by opening the Sine Wave blocklabeled Daily Temp Variation and changing the Amplitude parameter.
 Thermostat subsystem
 Fahrenheit to Celsius conversion (F2C)
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 What This Demo IllustratesThis demo illustrates several tasks commonly used when building models:
 • Running the simulation involves specifying parameters and starting thesimulation with the Start command, described in “Running a SimulationUsing Menu Commands” on page 5-4.
 • You can encapsulate complex groups of related blocks in a single block, calleda subsystem. See “Creating Subsystems” on page 4-65 for more information.
 • You can create a customized icon and design a dialog box for a block by usingthe masking feature, described in detail in Chapter 7, “Using Masks toCustomize Blocks.” In the thermo model, all Subsystem blocks havecustomized icons created using the masking feature.
 • Scope blocks display graphic output much as an actual oscilloscope does. SeeScope on page 9-206 for more information.
 Other Useful DemosOther demos illustrate useful modeling concepts. You can access these demosfrom the Simulink block library window:
 1 Type simulink3 in the MATLAB command window. The Simulink blocklibrary window appears.
 2 Double-click on the Demos icon. The MATLAB Demos window appears. Thiswindow contains several interesting sample models that illustrate usefulSimulink features.
 The Demos icon
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 Building a Simple ModelThis example shows you how to build a model using many of the model buildingcommands and actions you will use to build your own models. The instructionsfor building this model in this section are brief. All of the tasks are describedin more detail in the next chapter.
 The model integrates a sine wave and displays the result, along with the sinewave. The block diagram of the model looks like this.
 To create the model, first type simulink in the MATLAB command window. OnMicrosoft Windows, the Simulink Library Browser appears.
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 On UNIX, the Simulink library window appears.
 To create a new model on UNIX, select Model from the New submenu of theSimulink library window’s File menu. To create a new model on Windows,select the New Model button on the Library Browser’s toolbar.
 New Model button
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 Simulink opens a new model window.
 To create this model, you will need to copy blocks into the model from thefollowing Simulink block libraries:
 • Sources library (the Sine Wave block)
 • Sinks library (the Scope block)
 • Continuous library (the Integrator block)
 • Signals & Systems library (the Mux block)
 You can copy a Sine Wave block from the Sources library, using the LibraryBrowser (Windows only) or the Sources library window (UNIX or Windows).
 To copy the Sine Wave block from the Library Browser, first expand theLibrary Browser tree to display the blocks in the Sources library. Do this byclicking on the Sources node to display the Sources library blocks. Finally clickon the Sine Wave node to select the Sine Wave block. Here is how the LibraryBrowser should look after you have done this.
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 Now drag the Sine Wave block from the browser and drop it in the modelwindow. Simulink creates a copy of the Sine Wave block at the point where youdropped the node icon.
 To copy the Sine Wave block from the Sources library window, open the Sourceswindow by double-clicking on the Sources icon in the Simulink library window.(On Windows, you can open the Simulink library window by right-clicking theSimulink node in the Library Browser and then clicking the resulting OpenLibrary button.) Simulink displays the Sources library window.
 Simulink library
 Sources library
 Sine Wave block
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 Now drag the Sine Wave block from the Sources window to your model window.
 Copy the rest of the blocks in a similar manner from their respective librariesinto the model window. You can move a block from one place in the modelwindow to another by dragging the block. You can move a block a short distanceby selecting the block, then pressing the arrow keys.
 The Sine Wave block
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 With all the blocks copied into the model window, the model should looksomething like this.
 If you examine the block icons, you see an angle bracket on the right of the SineWave block and two on the left of the Mux block. The > symbol pointing out ofa block is an output port; if the symbol points to a block, it is an input port. Asignal travels out of an output port and into an input port of another blockthrough a connecting line. When the blocks are connected, the port symbolsdisappear.
 Now it’s time to connect the blocks. Connect the Sine Wave block to the topinput port of the Mux block. Position the pointer over the output port on theright side of the Sine Wave block. Notice that the cursor shape changes to crosshairs.
 Hold down the mouse button and move the cursor to the top input port of theMux block. Notice that the line is dashed while the mouse button is down andthat the cursor shape changes to double-lined cross hairs as it approaches theMux block.
 Output portInput port
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 Now release the mouse button. The blocks are connected. You can also connectthe line to the block by releasing the mouse button while the pointer is insidethe icon. If you do, the line is connected to the input port closest to the cursor’sposition.
 If you look again at the model at the beginning of this section (see “Building aSimple Model” on page 2-6), you’ll notice that most of the lines connect outputports of blocks to input ports of other blocks. However, one line connects a lineto the input port of another block. This line, called a branch line, connects theSine Wave output to the Integrator block, and carries the same signal thatpasses from the Sine Wave block to the Mux block.
 Drawing a branch line is slightly different from drawing the line you just drew.To weld a connection to an existing line, follow these steps:
 1 First, position the pointer on the line between the Sine Wave and the Muxblock.
 2 Press and hold down the Ctrl key (or click the right mouse button). Press themouse button, then drag the pointer to the Integrator block’s input port orover the Integrator block itself.
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 3 Release the mouse button. Simulink draws a line between the starting pointand the Integrator block’s input port.
 Finish making block connections. When you’re done, your model should looksomething like this.
 Now, open the Scope block to view the simulation output. Keeping the Scopewindow open, set up Simulink to run the simulation for 10 seconds. First, setthe simulation parameters by choosing Simulation Parameters from theSimulation menu. On the dialog box that appears, notice that the Stop timeis set to 10.0 (its default value).
 Close the Simulation Parameters dialog box by clicking on the OK button.Simulink applies the parameters and closes the dialog box.
 Stop time parameter
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 Choose Start from the Simulation menu and watch the traces of the Scopeblock’s input.
 The simulation stops when it reaches the stop time specified in the SimulationParameters dialog box or when you choose Stop from the Simulation menu.
 To save this model, choose Save from the File menu and enter a filename andlocation. That file contains the description of the model.
 To terminate Simulink and MATLAB, choose Exit MATLAB (on a MicrosoftWindows system) or Quit MATLAB (on a UNIX system). You can also typequit in the MATLAB command window. If you want to leave Simulink but notterminate MATLAB, just close all Simulink windows.
 This exercise shows you how to perform some commonly used model-buildingtasks. These and other tasks are described in more detail in Chapter 4,“Creating a Model.”
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 Setting Simulink PreferencesThe MATLAB Preferences dialog box allows you to specify default settings formany Simulink options. To display the Preferences dialog box, selectPreferences from the Simulink File menu.
 Simulink PreferencesThe Preferences dialog box allows you to specify the following Simulinkpreferences.
 Window reuseSpecifies whether Simulink uses existing windows or opens new windows todisplay a model’s subsysems (see “Window Reuse” on page 4-67).
 Model BrowserSpecifies whether Simulink displays the browser when you open a model andwhether the browser shows blocks imported from subsystems and the contentsof masked subsystems (see “The Model Browser” on page 4-99).
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 DisplaySpecifies whether to use thick lines to display nonscalar connections betweenblocks and whether to display port data types on the block diagram (see“Setting Signal Display Options” on page 4-37).
 Callback tracingSpecifies whether to display the model callbacks that Simulink invokes whensimulating a model (see “Using Callback Routines” on page 4-70).
 Simulink FontsSpecifies fonts to be used for block and line labels and diagram annotations.
 SolverSpecifies simulation solver options (see “The Solver Pane” on page 5-8).
 WorkspaceSpecifies workspace options for simulating a model (see “The Workspace I/OPane” on page 5-18).
 DiagnosticsSpecifies diagnostic options for simulating a model (see “The Diagnostics Pane”on page 5-26).
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 What Is SimulinkSimulink is a software package that enables you to model, simulate, andanalyze dynamic systems, that is, systems whose outputs and states changewith time. Simulink can be used to explore the behavior of a wide range ofreal-world systems, including electrical circuits, shock absorbers, brakingsystems, and many other electrical, mechanical, and thermodynamic systems.
 Simulating a dynamic system is a two-step process with Simulink. First, youuse Simulink’s model editor to create a model of the system to be simulated.The model graphically depicts the time-dependent mathematical relationshipsamong the system’s inputs, states, and outputs (see “Modeling DynamicSystems” on page 3-3). Then, you use Simulink to simulate the behavior of thesystem for a specified time span. Simulink uses information that you enteredinto the model to perform the simulation (see “Simulating Dynamic Systems”on page 3-9).
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 Modeling Dynamic SystemsSimulink provides a library browser that allows you to select blocks fromlibraries of standard blocks (see Chapter 9, “Block Reference”) and a graphicaleditor that allows you to draw lines connecting the blocks (see Chapter 4,“Creating a Model”). You can model virtually any real-world dynamic systemby selecting and interconnecting the appropriate Simulink blocks.
 Block DiagramsA Simulink block diagram is a pictorial model of a dynamic system. It consistsof a set of symbols, called blocks, interconnected by lines. Each block representsan elementary dynamic system that produces an ouput either continuously (acontinuous block) or at specific points in time (a discrete block). The linesrepresent connections of block inputs to block outputs. Every block in a blockdiagram is an instance of a specific type of block. The type of the blockdetermines the relationship between a block’s outputs and its inputs, states,and time. A block diagram can contain any number of instances of any type ofblock needed to model a system.
 Note The MATLAB Based Books page on the MathWorks Web site includestexts that discuss the use of block diagrams in general, and Simulink inparticular, to model dynamic systems.
 BlocksBlocks represent elementary dynamic systems that Simulink knows how tosimulate. A block comprises one or more of the following: a set of inputs, a setof states, and a set of outputs.
 A block’s output is a function of time and the block’s inputs and states (if any).The specific function that relates a block’s output to its inputs, states, and timedepends on the type of block of which the block is an instance.
 x(states)u
 (input)y
 (output)
 http://www.mathworks.com/support/books
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 StatesBlocks can have states. A state is a variable that determines a block’s outputand whose current value is a function of the previous values of the block’sstates and/or inputs. A block that has a state must store previous values of thestate to compute its current state. States are thus said to be persisent. Blockswith states are said to have memory because such blocks must store theprevious values of their states and/or inputs in order to compute the currentvalues of the states.
 The Simulink Integrator block is an example of a block that has a state. TheIntegrator block outputs the integral of the input signal from the start of thesimulation to the current time. The integral at the current time step dependson the history of Integrator block’s input. The integral therefore is a state of theIntegrator block and is, in fact, its only state. Another example of a block withstates is the Simulink Memory block. A Memory block stores the values of itsinputs at the current simulation time and outputs them at a later time. Thestates of a Memory block are the previous values of its inputs.
 The Simulink Gain block is an example of a stateless block. A Gain blockoutputs its input signal multiplied by a constant called the gain. The output ofa Gain block is determined entirely by the current value of the input and thegain, which does not vary. A Gain block therefore has no states. Otherexamples of stateless blocks include the Sum and Product blocks. The outputof these blocks is purely a function of the current values of their inputs (thesum in one case, the product in the other). Thus, these blocks have no states.
 System FunctionsEach Simulink block type is associated with a set of system functions thatspecify the time-dependent relationships among its inputs, states, and outputs.The system functions include:
 • An output function, fo, that relates the system’s outputs to its inputs, states,and time
 • An update function, fu, that relates the future values of the system’s discretestates to the current time, inputs, and states
 • A derivative function, fd, that relates the derivatives of the system’scontinuous states to time and the present values of the block’s states andinputs
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 Symbolically, the system functions may be expressed as follows
 where t is the current time, x is the block’s states, u is the block’s inputs, y isthe block’s outputs, xd is the block’s discrete derivatives, and x'c is thederivatives of the block’s continous states. During a simulation, Simulinkinvokes the system functions to compute the values of the system’s states andoutputs.
 Block ParametersKey properties of many standard blocks are parameterized. For example, thegain of Simulink’s standard Gain block is a parameter. Each parameterizedblock has a block dialog that lets you set the values of the parameters whenediting or simulating the model. You can use MATLAB expressions to specifyparameter values. Simulink evaluates the expressions before running asimulation. You can change the values of parameters during a simulation. Thisallows you to determine interactively the most suitable value for a parameter.
 A parameterized block effectively represents a family of similar blocks. Forexample, when creating a model, you can set the gain parameter of eachinstance of the Gain block separately so that each instance behaves differently.Because it allows each standard block to represent a family of blocks, blockparameterization greatly increases the modeling power of Simulink’s standardlibraries.
 Tunable ParametersMany block parameters are tunable. A tunable parameter is a parameter whosevalue can change while Simulink is executing a model. For example, the gainparameter of the Gain block is tunable. You can alter the block’s gain while asimulation is running. If a parameter is not tunable and the simulation isrunning, Simulink disables the dialog box control that sets the parameter.Simulink allows you to specify that all parameters are nontunable in your
 y fo t x u, ,( )=
 xdk 1+fu t x u, ,( )=
 x'c fd t x u, ,( )=
 xxc
 xdk
 =where
 Output function
 Update function
 Derivative function
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 model, except for those that you specify. This can speed up execution of largemodels and enable generation of faster code from your model. See “Modelparameter configuration” on page 5–30 for more information.
 Continuous Versus Discrete BlocksSimulink’s standard block set includes continuous blocks and discrete blocks.Continuous blocks respond continuously to continuously changing input.Discrete blocks, by contrast, respond to changes in input only at integralmultiples of a fixed interval called the block’s sample time. Discrete blocks holdtheir output constant between successive sample time hits. Each discrete blockincludes a sample time parameter that allows you to specify its sample rate.Examples of continuous blocks include the Constant block and the blocks inSimulink’s Continuous block library. Examples of discrete blocks include theDiscrete Pulse Generator and the blocks in the Discrete block library.
 Many Simulink blocks, for example, the Gain block, can be either continuousor discrete, depending on whether they are driven by continuous or discreteblocks. A block that can be either discrete or continuous is said to have animplicit sample rate. The implicit sample time is continuous if any of theblock’s inputs are continuous. The implicit sample time is equal to the shortestinput sample time if all the input sample times are integral multiples of theshortest time. Otherwise, the input sample time is equal to the fundamentalsample time of the inputs, where the fundamental sample time of a set ofsample times is defined as the greatest integer divisor of the set of sampletimes.
 Simulink can optionally color code a block diagram to indicate the sample timesof the blocks it contains, e.g., black (continous), magenta (constant), yellow(hybrid), red (fastest discrete), and so on. See “Mixed Continuous and DiscreteSystems” on page 3-28 for more information.
 SubsystemsSimulink allows you to model a complex system as a set of interconnectedsubsystems each of which is represented by a block diagram.You create asubsystem using Simulink’s Subsystem block and the Simulink model editor.You can embed subsystems with subsystems to any depth to create hierarchicalmodels. You can create conditionally executed subsystems that are executedonly when a transition occurs on a triggering or enabling input (see Chapter 8,“Conditionally Executed Subsystems.”).
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 Custom BlocksSimulink allows you to create libraries of custom blocks that you can then usein your models. You can create a custom block either graphically orprogrammatically. To create a custom block graphically, you draw a blockdiagram representing the block’s behavior, wrap this diagram in an instance ofSimulink’s Subsystem block, and provide the block with a parameter dialog,using Simulink’s block mask facility. To create a block programmatically, youcreate an M-file or a MEX-file that contains the block’s system functions (seeWriting S-Functions). The resulting file is called an S-function. You thenassociate the S-function with instances of Simulink’s S-function block in yourmodel. You can add a parameter dialog to your S-function block by wrapping itin a Subsystem block and adding the parameter dialog to the Subsystem block.
 SignalsSimulink uses the term signal to refer to the output values of blocks. Simulinkallows you to specify a wide range of signal attributes, including signal name,data type (e.g., 8-bit, 16-bit, or 32-bit integer), numeric type (real or complex),and dimensionality (one-dimensional or two-dimensional array). Many blockscan accept or output signals of any data or numeric type and dimensionality.Others impose restrictions on the attributes of the signals they can handle.
 Data TypesThe term data type refers to the internal representation of data on a computersystem. Simulink can handle parameters and signals of any built-in data typesupported by MATLAB, such as int8, double, and boolean (see “Working withData Types” on page 4-44). Further, Simulink defines two Simulink-specificdata types:
 • Simulink.Parameter
 • Simulink.Signal
 These Simulink-specific data types capture Simulink-specific information thatis not captured by general-purpose numeric types, such as int32. Simulinkallows you to create and use instances of Simulink data types, called dataobjects, as parameters and signals in Simulink models.
 You can extend both Simulink data types to create data types that captureinformation specific to your models.
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 Note The Simulink user interface and documentation also refers to theSimulink data types as classes to distinguish them from nonextensible datatypes, such as the built-in MATLAB types.
 SolversA Simulink model specifies the time derivatives of its continuous states but notthe values of the states themselves. Thus, when simulating a sytem, Simulinkmust compute continous states by numerically integrating their statederivatives. A variety of general-purpose numerical integration techniquesexist, each having advantages in specific applications. Simulink providesimplementations, called ordinary differential equation (ODE) solvers, of themost stable, efficient, and accurate of these numerical integration methods.You can specify the solver to use in the model or when running a simulation.
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 Simulating Dynamic SystemsSimulating a dynamic system refers to the process of computing a system’sstates and outputs over a span of time, using information provided by thesystem’s model. Simulink simulates a system when you choose Start from themodel editor’s Simulation menu, with the system’s model open.
 Simulation of the system occurs in two phases: model initialization and modelexecution.
 Model Initialization PhaseDuring the initialization phase, Simulink:
 1 Evaluates the model’s block parameter expressions to determine theirvalues.
 2 Flattens the model hierarchy by replacing virtual subsystems with theblocks that they contain (see “Atomic Versus Virtual Subsystems” onpage 3-13).
 3 Sorts the blocks into the order in which they need to be executed during theexecution phase (see “Determining Block Update Order” on page 3-11).
 4 Determines signal attributes, e.g., name, data type, numeric type, anddimesionality, not explicitly specified by the model and checks that eachblock can accept the signals connected to its inputs.
 Simulink uses a process called attribute propagation to determineunspecified attributes. This process entails propagating the attributes of asource signal to the inputs of the blocks that it drives.
 5 Determines the sample times of all blocks in the model whose sample timesyou did not explicitly specify.
 6 Allocates and initializes memory used to store the current values of eachblock’s states and outputs.
 Model Execution PhaseThe simulation now enters the model execution phase. In this phase, Simulinksuccessively computes the states and outputs of the system at intervals from
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 the simulation start time to the finish time, using information provided by themodel. The successive time points at which the states and outputs arecomputed are called time steps. The length of time between steps is called thestep size. The step size depends on the type of solver (see “Solvers” onpage 3-13) used to compute the system’s continuous states, the system’sfundamental sample time (see “Modeling and Simulating Discrete Systems” onpage 3-23), and whether the system’s continuous states have discontinuities(“Zero Crossing Detection” on page 3-14).
 At the start of the simulation, the model specifies the inital states and outputsof the system to be simulated. At each step, Simulink computes new values forthe system’s inputs, states, and outputs and updates the model to reflect thecomputed values. At the end of the simulation, the model reflects the finalvalues of the system’s inputs, states, and outputs. Simulink provides datadisplay and logging blocks. You can display and/or log intermediate results byincluding these blocks in your model.
 Processing at Each Time StepAt each time step, Simulink
 1 Updates the outputs of the models’ blocks in sorted order (see “DeterminingBlock Update Order” on page 3-11).
 Simulink computes a block’s outputs by invoking the block’s output function.Simulink passes the current time and the block’s inputs and states to theoutput function as it may require these arguments to compute the block’soutput. Simulink updates the output of a discrete block only if the currentstep is an integral multiple of the block’s sample time.
 2 Updates the states of the model’s blocks in sorted order.
 Simulink computes a block’s discrete states by invoking its discrete stateupdate function. Simulink computes a block’s continuous states bynumerically integrating the time derivatives of the continuous states. Itcomputes the time derivatives of the states by invoking the block’scontinuous derivatives function.
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 3 Optionally checks for discontinuities in the continuous states of blocks.
 Simulink uses a technique called zero crossing detection to detectdiscontinuities in continuous states. See “Zero Crossing Detection” onpage 3-14 for more information.
 4 Computes the time for the next time step.
 Simulink repeats steps 1 through 4 until the simulation stop time is reached.
 Determining Block Update OrderDuring a simulation, Simulink updates the states and outputs of a model’sblocks once per time step. The order in which the blocks are updated istherefore critical to the validity of the results. In particular, if a block’s outputsare a function of its inputs at the current time step, the block must be updatedafter the blocks that drive its inputs. Otherwise, the block’s outputs will beinvalid. The order in which blocks are stored in a model file is not necessarilythe order in which they need to be updated during a simulation. Consequently,Simulink sorts the blocks into the correct order during the model initializationphase.
 Direct Feedthrough BlocksIn order to create a valid update ordering, Simulink categorizes blocksaccording to the relationship of outputs to inputs. Blocks whose currentoutputs depend on their current inputs are called direct feedthrough blocks. Allother blocks are called nondirect-feedthrough blocks. Examples ofdirect-feedthrough blocks include the Gain, Product, and Sum blocks.Examples of nondirect-feedthrough blocks include the Integrator block (itsoutput is a function purely of its state), the Constant block (it does not have aninput), and the Memory block (its output is dependent on its input in theprevious time step).
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 Block Sorting RulesSimulink uses the following basic update rules to sort the blocks:
 • Each block must be updated before any of the direct-feedthrough blocks thatit drives.
 This rule ensures that the inputs to direct-feedthrough blocks will be validwhen they are updated.
 • Nondirect-feedthrough blocks can be updated in any order as long as they areupdated before any direct-feedthrough blocks that they drive.
 This rule can be met by putting all nondirect-feedthrough blocks at the headof the update list in any order. It thus allows Simulink to ignorenondirect-feedthrough blocks during the sorting process.
 The result of applying these rules is an update list in whichnondirect-feedthrough blocks appear at the head of the list in no particularorder followed by direct-feedthrough blocks in the order required to supplyvalid inputs to the blocks they drive.
 During the sorting process, Simulink checks for and flags the occurrence ofalgebraic loops, that is, signal loops in which an output of a direct-feedthroughblock is connected directly or indirectly to one of the block’s inputs. Such loopsseemingly create a deadlock condition since Simulink needs the input of adirect-feedthrough block in order to compute its output. However, an algebraicloop can represent a set of simultaneous algebraic equations (hence the name)where the block’s input and output are the unknowns. Further, these equationscan have valid solutions at each time step. Accordingly, Simulink assumes thatloops involving direct-feedthrough blocks do, in fact, represent a solvable set ofalgebraic equations and attempts to solve them each time the block is updatedduring a simulation. For more information, see “Algebraic Loops” on page 3-18.
 Block PrioritiesSimulink allows you to assign update priorities to blocks (see “Assigning BlockPriorities” on page 4-18). Simulink updates higher priority blocks before lowerpriority blocks. Simulink honors the priorities only if they are consistent withits block sorting rules.
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 Atomic Versus Virtual SubsystemsSubsystems can be virtual or atomic. Simulink ignores virtual subsystemboundaries when determining block update order. By contrast, Simulinkexecutes all blocks within an atomic subsystem before moving onto the nextblock. Conditionally executed subsystems are atomic. Unconditionallyexecuted subsystems are virtual by default. You can, however, designate anunconditionally executed subsystem as atomic (see Subsystem). This is usefulif you need to ensure that a subsystem is executed in its entirety before anyother block is executed.
 SolversSimulink computes the current value of a block’s continuous states bynumerically integrating the state’s derivatives. The numerical integration taskis performed by a Simulink component called a solver. Simulink allows you tochoose the solver that it uses to simulate a model. The solvers that Simulinkprovides fall into two classes: fixed-step solvers and variable-step solvers.
 Fixed-Step SolversFixed-step solvers divide the simulation timespan up into an integral numberof fixed-size intervals called time steps. Then, starting from initial estimates,at each time step, a fixed-step solver computes the value of each of the system’sstate variables at the next time step from the variable’s current value and thecurrent value of its derivatives. The accuracy of the estimation depends on thestep size, that is, the time between successive time steps. Generally, a smallerstep size produces a more accurate simulation but results in a longer executiontime because more steps are required to compute a system’s states.
 Variable Step SolversA variable step solver dynamically varies the step size to meet a specified levelof precision. Such a solver expands the step size when the state variables arechanging slowly (as indicated by the magnitude of the state derivatives) anddecreases the step size when the state variables are changing rapidly. Avariable step solver can, depending on the application, produce more accurateresults without sacrificing execution speed.
 Major Versus Minor StepsSome solvers subdivide the simulation time span into major and minor steps,where a minor time step represents a subdivision of the major time step. The
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 solver produces a result at each major time step. It use results at the minortime steps to improve the accuracy of the result at the major time step.
 Zero Crossing DetectionWhen simulating a dynamic system, Simulink checks for discontinuities in thesystem’s state variables at each time step, using a technique known as zerocrossing detection. If Simulink detects a discontinuity within the current timestep, it determines the precise time at which the discontinuity occurs and takesadditional time steps before and after the discontinuity. This section explainswhy zero crossing detection is important and how it works.
 Discontinuities in state variables often coincide with significant events in theevolution of a dynamic system. For example, the instant when a bouncing ballhits the floor coincides with a discontinuty in its position. Becausediscontinuties often indicate a significant change in a dynamic system, it isimportant to simulate points of discontinuity precisely. Otherwise, asimulation could lead to false conclusions about the behavior of the systemunder investigation. Consider, for example, a simulation of a bouncing ball. Ifthe point at which the ball hits the floor occurs between simulation steps, thesimulated ball appears to reverse position in midair. This might lead aninvestigator to false conclusions about the physics of the bouncing ball.
 To avoid such misleading conclusions, it is important that simulation stepsoccur at points of discontinuity. A simulator that relies purely on solvers todetermine simulation times cannot efficiently meet this requirement.Consider, for example, a fixed-step solver. A fixed-step solver computes thevalues of state variables at integral multiples of a fixed step size. However,there is no guarantee that a point of discontinuity will occur at an integralmultiple of the step size. You could reduce the step size to increase theprobability of hitting a discontinuity, but this would greatly increase theexecution time.
 A variable step solver appears to offer a solution. A variable step solver adjuststhe step size dynamically, increasing the step size when a variable is changingslowly and decreasing the step size when the variable changes rapidly. Arounda discontinuity, a variable changes extremely rapidly. Thus, in theory, avariable step solver should be able to hit a discontinuity precisely. The problemis that to locate a discontinuity accurately, a variable step solver must againtake many small steps, greatly slowing down the simulation.
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 How Zero Crossing Detection WorksSimulink uses a technique known as zero crossing detection to address thisproblem. With this technique, a block can register a set of zero crossingvariables with Simulink, each of which is a function of a state variable that canhave a discontinuity. The zero crossing function passes through zero from apositive or negative value when the corresponding discontinuity occurs. At theend of each simulation step, Simulink asks each block that has registered zerocrossing variables to update the variables. Simulink then checks whether anyvariable has changed sign since the last step. Such a change indicates that adiscontinuity occurred in the current time step.
 If any zero crossings are detected, Simulink interpolates between the previousand current values of each variable that changed sign to estimate the times ofthe zero crossings (e.g., discontinuities). Simulink then steps up to and overeach zero crossing in turn. In this way, Simulink avoids simulating exactly atthe discontinuity where the value of the state variable may be undefined.
 zero crossing detection enables Simulink to simulate discontinuities accuratelywithout resorting to excessively small step sizes. Many Simulink blockssupport zero crossing detection. The result is fast and accurate simulation ofall systems, including systems with discontinuities.
 Implementation DetailsAn example of a Simulink block that uses zero crossings is the Saturationblock. zero crossings detect these state events in the Saturation block:
 • The input signal reaches the upper limit.
 • The input signal leaves the upper limit.
 • The input signal reaches the lower limit.
 • The input signal leaves the lower limit.
 Simulink blocks that define their own state events are considered to haveintrinsic zero crossings. If you need explicit notification of a zero crossing event,use the Hit Crossing block. See “Blocks with Zero Crossings” on page 3-17 fora list of blocks that incorporate zero crossings.
 The detection of a state event depends on the construction of an internal zerocrossing signal. This signal is not accessible by the block diagram. For theSaturation block, the signal that is used to detect zero crossings for the upperlimit is zcSignal = UpperLimit – u, where u is the input signal.
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 Zero crossing signals have a direction attribute, which can have these values:
 • rising – a zero crossing occurs when a signal rises to or through zero, or whena signal leaves zero and becomes positive.
 • falling – a zero crossing occurs when a signal falls to or through zero, or whena signal leaves zero and becomes negative.
 • either – a zero crossing occurs if either a rising or falling condition occurs.
 For the Saturation block’s upper limit, the direction of the zero crossing iseither. This enables the entering and leaving saturation events to be detectedusing the same zero crossing signal.
 If the error tolerances are too large, it is possible for Simulink to fail to detecta zero crossing. For example, if a zero crossing occurs within a time step, butthe values at the beginning and end of the step do not indicate a sign change,the solver will step over the crossing without detecting it.
 This figure shows a signal that crosses zero. In the first instance, the integrator“steps over” the event. In the second, the solver detects the event.
 If you suspect this is happening, tighten the error tolerances to ensure that thesolver takes small enough steps. For more information, see “Error Tolerances”on page 5–13.
 Note Using the Refine option (see “Refine output” on page 5-16) will not helplocate the missed zero crossings. You should alter the maximum step size oroutput times.
 CaveatIt is possible to create models that exhibit high frequency fluctuations about adiscontinuity (chattering). Such systems typically are not physically realizable;
 notdetected
 detected
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 a mass-less spring, for example. Because chattering causes repeated detectionof zero crossings, the step sizes of the simulation become very small, essentiallyhalting the simulation.
 If you suspect that this behavior applies to your model, you can disable zerocrossings by selecting the Disable zero crossing detection option on theAdvanced pane of the Simulation Parameters dialog box (see “Zero-crossingdetection” on page 5-32). Although disabling zero crossing detection mayalleviate the symptoms of this problem, you no longer benefit from theincreased accuracy that zero crossing detection provides. A better solution is totry to identify the source of the underlying problem in the model.
 Blocks with Zero Crossings
 Block Description of Zero Crossing
 Abs One: to detect when the input signal crosses zero in eitherthe rising or falling direction.
 Backlash Two: one to detect when the upper threshold is engaged,and one to detect when the lower threshold is engaged.
 Dead Zone Two: one to detect when the dead zone is entered (the inputsignal minus the lower limit), and one to detect when thedead zone is exited (the input signal minus the upperlimit).
 HitCrossing
 One: to detect when the input crosses the threshold. Thesezero crossings are not affected by the Disable zerocrossing detection option in the Advanced pane of theSimulation Parameters dialog box.
 Integrator If the reset port is present, to detect when a reset occurs. Ifthe output is limited, there are three zero crossings: one todetect when the upper saturation limit is reached, one todetect when the lower saturation limit is reached, and oneto detect when saturation is left.
 MinMax One: for each element of the output vector, to detect whenan input signal is the new minimum or maximum
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 Algebraic LoopsSome Simulink blocks have input ports with direct feedthrough. This meansthat the output of these blocks cannot be computed without knowing the valuesof the signals entering the blocks at these input ports. Some examples of blockswith direct feedthrough inputs are:
 • The Elementary Math block
 • The Gain block
 • The Integrator block’s initial condition ports
 • The Product block
 • The State-Space block when there is a nonzero D matrix
 • The Sum block
 • The Transfer Fcn block when the numerator and denominator are of thesame order
 • The Zero-Pole block when there are as many zeros as poles
 To determine whether a block has direct feedthrough, consult theCharacteristics table that describes the block, in Chapter 9, “Block Reference.”
 Relay One: if the relay is off, to detect the switch on point. If therelay is on, to detect the switch off point.
 RelationalOperator
 One: to detect when the output changes.
 Saturation Two: one to detect when the upper limit is reached or left,and one to detect when the lower limit is reached or left.
 Sign One: to detect when the input crosses through zero.
 Step One: to detect the step time.
 Subsystem For conditionally executed subsystems: one for the enableport if present, and one for the trigger port, if present.
 Switch One: to detect when the switch condition occurs.
 Block Description of Zero Crossing (Continued)
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 An algebraic loop generally occurs when an input port with direct feedthroughis driven by the output of the same block, either directly, or by a feedback paththrough other blocks with direct feedthrough. (See “Non-algebraicDirect-Feedthrough Loops” on page 3-20 for an example of an exception to thisgeneral rule.) An example of an algebraic loop is this simple scalar loop.
 Mathematically, this loop implies that the output of the Sum block is analgebraic state z constrained to equal the first input u minus z (i.e. z = u – z).The solution of this simple loop is z = u/2, but most algebraic loops cannot besolved by inspection. It is easy to create vector algebraic loops with multiplealgebraic state variables z1, z2, etc., as shown in this model.
 The Algebraic Constraint block is a convenient way to model algebraicequations and specify initial guesses. The Algebraic Constraint blockconstrains its input signal F(z) to zero and outputs an algebraic state z. Thisblock outputs the value necessary to produce a zero at the input. The outputmust affect the input through some feedback path. You can provide an initialguess of the algebraic state value in the block’s dialog box to improve algebraicloop solver efficiency.
 A scalar algebraic loop represents a scalar algebraic equation or constraint ofthe form F(z) = 0, where z is the output of one of the blocks in the loop and thefunction F consists of the feedback path through the other blocks in the loop tothe input of the block. In the simple one-block example shown on the previous
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 page, F(z) = z – (u – z). In the vector loop example shown above, the equationsare
 z2 + z1 – 1 = 0z2 – z1 – 1 = 0
 Algebraic loops arise when a model includes an algebraic constraint F(z) = 0.This constraint may arise as a consequence of the physical interconnectivity ofthe system you are modeling, or it may arise because you are specifically tryingto model a differential/algebraic system (DAE).
 When a model contains an algebraic loop, Simulink calls a loop solving routineat each time step. The loop solver performs iterations to determine the solutionto the problem (if it can). As a result, models with algebraic loops run slowerthan models without them.
 To solve F(z) = 0, the Simulink loop solver uses Newton's method with weakline search and rank-one updates to a Jacobian matrix of partial derivatives.Although the method is robust, it is possible to create loops for which the loopsolver will not converge without a good initial guess for the algebraic states z.You can specify an initial guess for a line in an algebraic loop by placing an ICblock (which is normally used to specify an initial condition for a signal) on thatline. As shown above, another way to specify an initial guess for a line in analgebraic loop is to use an Algebraic Constraint block.
 Whenever possible, use an IC block or an Algebraic Constraint block to specifyan initial guess for the algebraic state variables in a loop.
 Non-algebraic Direct-Feedthrough LoopsThere are exceptions to the general rule that all loops comprisingdirect-feedthrough blocks are algebraic. The exceptions are:
 • Loops involving triggered subsystems
 • A loop from the output to the reset port of an integrator
 A triggered subsystem holds its outputs constant between trigger events (see“Triggered Subsystems” on page 8-8). Thus, a solver can safely use the outputfrom the system’s previous time step to compute its input at the current timestep. This is, in fact, what a solver does when it encounters a loop involving atriggered subsystem, thus eliminating the need for an algebraic loop solver.
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 Note Because a solver uses a triggered subsystem’s previous output tocompute feedback inputs, the subsystem, and any block in its feedback path,can exhibit a one sample-time delay in its output. When simulating a systemwith triggered feedback loops, Simulink displays a warning to remind you thatsuch delays can occur.
 Consider, for example, the following system.
 This system effectively solves the equation
 z = 1 + u
 where u is the value of z the last time the subsystem was triggered. The outputof the system is a staircase function as illustrated by the display on thesystem’s scope.
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 Now consider the effect of removing the trigger from the system shown in theprevious example.
 In this case, the input at the u2 port of the adder subsystem is equal to thesubsystem’s output at the current time step for every time step. Themathematical representation of this system
 z = z + 1
 reveals that it has no mathematically valid solution.
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 Modeling and Simulating Discrete SystemsSimulink has the ability to simulate discrete (sampled data) systems. Modelscan be multirate, that is, they can contain blocks that are sampled at differentrates. Models can also be hybrid, containing a mixture of discrete andcontinuous blocks.
 Discrete BlocksEach of the discrete blocks has a built-in sampler at its input, and a zero-orderhold at its output. When the discrete blocks are mixed with continuous blocks,the output of the discrete blocks between sample times is held constant. Theoutputs of the discrete blocks are updated only at times that correspond tosample hits.
 Sample TimeThe Sample time parameter sets the sample time at which a discrete block’sstates are updated. Normally, the sample time is set to a scalar variable;however, it is possible to specify an offset time (or skew) by specifying atwo-element vector in this field.
 For example, specifying the Sample time parameter as the vector [Ts,offset]sets the sample time to Ts and the offset value to offset. The discrete block isupdated on integer multiples of the sample time and offset values only
 t = n * Ts + offset
 where n is an integer and offset can be positive or negative, but less than thesample time. The offset is useful if some discrete blocks must be updated sooneror later than others.
 You cannot change the sample time of a block while a simulation is running. Ifyou want to change a block’s sample time, you must stop and restart thesimulation for the change to take effect.
 Purely Discrete SystemsPurely discrete systems can be simulated using any of the solvers; there is nodifference in the solutions. To generate output points only at the sample hits,choose one of the discrete solvers.
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 Multirate SystemsMultirate systems contain blocks that are sampled at different rates. Thesesystems can be modeled with discrete blocks or both discrete and continuousblocks. For example, consider this simple multirate discrete model.
 For this example the DTF1 Discrete Transfer Fcn block’s Sample time is set to[1 0.1], which gives it an offset of 0.1. The DTF2 Discrete Transfer Fcn block’sSample time is set to 0.7, with no offset.
 Starting the simulation (see “Running a Simulation from the Command Line”on page 5-3) and plotting the outputs using the stairs function
 [t,x,y] = sim('multirate', 3);stairs(t,y)
 produces this plot
 For the DTF1 block, which has an offset of 0.1, there is no output until t = 0.1.Because the initial conditions of the transfer functions are zero, the output ofDTF1, y(1), is zero before this time.
 Determining Step Size for Discrete SystemsSimulating a discrete system requires that the simulator take a simulationstep at every sample time hit, that is, at integral multiples of the system’sshortest sample time. Otherwise, the simulator may miss key transitions in thesystem’s states. Simulink avoids this by choosing a simulation step size to
 y(1)
 y(2)
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 ensure that steps coincide with sample time hits. The step size that Simulinkchooses depends on the system’s fundamental sample time and the type ofsolver used to simulate the system.
 The fundamental sample time of a discrete system is the greatest integraldivisor of the system’s actual sample times. For example, suppose that asystem has sample times of 0.25 and 0.5 second. The fundamental sample timein this case is 0.25 second. Suppose, instead, the sample times are 0.5 and 0.75second. In this case, the fundamental sample time is again 0.25 second.
 You can direct Simulink to use either a fixed-step or a variable-step discretesolver to solve a discrete system. A fixed-step solver sets the simulation stepsize equal to the discrete system’s fundamental sample time. A variable-stepsolver varies the step size to equal the distance between actual sample timehits. The following diagram illustrates the difference between a fixed-step anda variable-size solver.
 In the diagram, arrows indicate simulation steps and circles represent sampletime hits. As the diagram illustrates, a variable-step solver requires fewersimulation steps to simulate a system, if the fundamental sample time is lessthan any of the actual sample times of the system being simulated. On theother hand, a fixed-step solver requires less memory to implement and is fasterif one of the system’s sample times is fundamental. This can be an advantage
 0.00 0.50 0.75 1.00 1.25 1.500.25
 0.00 0.50 0.75 1.00 1.25 1.500.25
 Fixed-Step Solver
 Variable-Step Solver

Page 68
                        
                        

3 How Simulink Works
 3-26
 in applications that entail generating code from a Simulink model (using theReal-Time Workshop).
 Sample Time PropagationThe figure below illustrates a Discrete Filter block with a sample time of Tsdriving a Gain block.
 Because the Gain block’s output is simply the input multiplied by a constant,its output changes at the same rate as the filter. In other words, the Gain blockhas an effective sample rate equal to that of the filter’s sample rate. This is thefundamental mechanism behind sample time propagation in Simulink.
 Simulink sets sample times for individual blocks according to these rules:
 • Continuous blocks (e.g., Integrator, Derivative, Transfer Fcn, etc.) are, bydefinition, continuous.
 • The Constant block is, by definition, constant.
 • Discrete blocks (e.g., Zero-Order Hold, Unit Delay, Discrete Transfer Fcn,etc.) have sample times that are explicitly specified by the user on the blockdialog boxes.
 • All other blocks have implicitly defined sample times that are based on thesample times of their inputs. For instance, a Gain block that follows anIntegrator is treated as a continuous block, whereas a Gain block that followsa Zero-Order Hold is treated as a discrete block having the same sample timeas the Zero-Order Hold block.
 For blocks whose inputs have different sample times, if all sample times areinteger multiples of the fastest sample time, the block is assigned the sampletime of the fastest input. If a variable-step solver is being used, the block isassigned the continuous sample time. If a fixed-step solver is being used andthe greatest common divisor of the sample times (the fundamental sampletime) can be computed, it is used. Otherwise continuous is used.
 Under some circumstances, Simulink also backpropagates sample times tosource blocks if it can do so without affecting the output of a simulation. Forinstance, in the model below, Simulink recognizes that the Signal Generator

Page 69
                        
                        

Modeling and Simulating Discrete Systems
 3-27
 block is driving a Discrete-Time Integrator block so it assigns the SignalGenerator block and the Gain block the same sample time as the Discrete-TimeIntegrator block.
 You can verify this by selecting Sample time colors from the Simulink Formatmenu and noting that all blocks are colored red. Because the Discrete-TimeIntegrator block only looks at its input at its sample times, this change does notaffect the outcome of the simulation but does result in a performanceimprovement.
 Replacing the Discrete-Time Integrator block with a continuous Integratorblock, as shown below, and recoloring the model by choosing Update diagramfrom the Edit menu cause the Signal Generator and Gain blocks to change tocontinuous blocks, as indicated by their being colored black.
 Invariant ConstantsBlocks either have explicitly defined sample times or inherit their sampletimes from blocks that feed them or are fed by them.
 Simulink assigns Constant blocks a sample time of infinity, also referred to asa constant sample time. Other blocks have constant sample time if they receivetheir input from a Constant block and do not inherit the sample time of anotherblock. This means that the output of these blocks does not change during thesimulation unless the parameters are explicitly modified by the model user.
 For example, in this model, both the Constant and Gain blocks have constantsample time.
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 Because Simulink supports the ability to change block parameters during asimulation, all blocks, even blocks having constant sample time, must generatetheir output at the model’s effective sample time.
 Note You can determine which blocks have constant sample time by selectingSample Time Colors from the Format menu. Blocks having constant sampletime are colored magenta.
 Because of this feature, all blocks compute their output at each sample timehit, or, in the case of purely continuous systems, at every simulation step. Forblocks having constant sample time whose parameters do not change during asimulation, evaluating these blocks during the simulation is inefficient andslows down the simulation.
 You can set Simulink’s inline paramters option (see “Inline parameters” onpage 5-30) to remove all blocks having constant sample times from thesimulation “loop.” The effect of this feature is twofold. First, parameters forthese blocks cannot be changed during a simulation. Second, simulation speedis improved. The speed improvement depends on model complexity, thenumber of blocks with constant sample time, and the effective sampling rate ofthe simulation.
 Mixed Continuous and Discrete SystemsMixed continuous and discrete systems are composed of both sampled andcontinuous blocks. Such systems can be simulated using any of the integrationmethods, although certain methods are more efficient and accurate thanothers. For most mixed continuous and discrete systems, the Runge-Kuttavariable step methods, ode23 and ode45, are superior to the other methods interms of efficiency and accuracy. Due to discontinuities associated with thesample and hold of the discrete blocks, the ode15s and ode113 methods are notrecommended for mixed continuous and discrete systems.
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 Starting SimulinkTo start Simulink, you must first start MATLAB. Consult your MATLABdocumentation for more information. You can then start Simulink in two ways:
 • Click on the Simulink icon on the MATLAB toolbar.
 • Enter the simulink command at the MATLAB prompt.
 On Microsoft Windows platforms, starting Simulink displays the SimulinkLibrary Browser.
 The Library Browser displays a tree-structured view of the Simulink blocklibraries installed on your system. You can build models by copying blocks fromthe Library Browser into a model window (this procedure is described later inthis chapter).
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 On UNIX platforms, starting Simulink displays the Simulink block librarywindow.
 The Simulink library window displays icons representing the block librariesthat come with Simulink. You can create models by copying blocks from thelibrary into a model window.
 Note On Windows, you can display the Simulink library window byright-clicking the Simulink node in the Library Browser window.
 Creating a New ModelTo create a new model, click the New button on the Library Browser’s toolbar(Windows only) or choose New from the library window’s File menu and selectModel. You can move the window as you do other windows. Chapter 2, “QuickStart” describes how to build a simple model. “Libraries” on page 4–77describes how to build systems that model equations.
 Editing an Existing ModelTo edit an existing model diagram, either:
 • Click the Open button on the Library Browser’s toolbar (Windows only) orselect Open from the Simulink library window’s File menu and then chooseor enter the model filename for the model to edit.
 • Enter the name of the model (without the .mdl extension) in the MATLABcommand window. The model must be in the current directory or on the path.
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 Entering Simulink CommandsYou run Simulink and work with your model by entering commands. You canenter commands by:
 • Selecting items from the Simulink menu bar
 • Selecting items from a context-sensitive Simulink menu (Windows only)
 • Clicking buttons on the Simulink toolbar (Windows only)
 • Entering commands in the MATLAB command window
 Using the Simulink Menu Bar to Enter CommandsThe Simulink menu bar appears near the top of each model window. The menucommands apply to the contents of that window.
 Using Context-Sensitive Menus to Enter CommandsSimulink displays a context-sensitive menu when you click the right mousebutton over a model or block library window. The contents of the menu dependon whether a block is selected. If a block is selected, the menu displayscommands that apply only to the selected block. If no block is selected, themenu displays commands that apply to a model or library as a whole.
 Using the Simulink Toolbar to Enter CommandsModel windows in the Windows version of Simulink optionally display atoolbar beneath the Simulink menu bar. To display the toolbar, check theToolbar option on the Simulink View menu.
 The toolbar contains buttons corresponding to frequently used Simulinkcommands, such as those for opening, running, and closing models. You can
 Toolbar
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 run such commands by clicking on the corresponding button. For example, toopen a Simulink model, click on the button containing the open folder icon. Youcan determine which command a button executes by moving the mouse pointerover the button. A small window appears containing text that describes thebutton. The window is called a tooltip. Each button on the toolbar displays atooltip when the mouse pointer hovers over it. You can hide the toolbar byunchecking the Toolbar option on the Simulink View menu.
 Using the MATLAB Window to Enter CommandsWhen you run a simulation and analyze its results, you can enter MATLABcommands in the MATLAB command window. Running a simulation isdiscussed in Chapter 5, and analyzing simulation results is discussed inChapter 6, “Analyzing Simulation Results.”.
 Undoing a CommandYou can cancel the effects of up to 101 consecutive operations by choosing Undofrom the Edit menu. You can undo these operations:
 • Adding or deleting a block
 • Adding or deleting a line
 • Adding or deleting a model annotation
 • Editing a block name
 • Creating a subsystem
 You can reverse the effects of an Undo command by choosing Redo from theEdit menu.
 Simulink WindowsSimulink uses separate windows to display a block library browser, a blocklibrary, a model, and graphical (scope) simulation output. These windows arenot MATLAB figure windows and cannot be manipulated using HandleGraphics® commands.
 Simulink windows are sized to accommodate the most common screenresolutions available. If you have a monitor with exceptionally high or lowresolution, you may find the window sizes too small or too large. If this is thecase, resize the window and save the model to preserve the new windowdimensions.
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 Status BarThe Windows version of Simulink displays a status bar at the bottom of eachmodel and library window.
 When a simulation is running, the status bar displays the status of thesimulation, including the current simulation time and the name of the currentsolver. You can display or hide the status bar by checking or unchecking theStatus Bar option on the Simulink View menu.
 Zooming Block DiagramsSimulink allows you to enlarge or shrink the view of the block diagram in thecurrent Simulink window. To zoom a view:
 • Select Zoom In from the View menu (or type r) to enlarge the view.
 • Select Zoom Out from the View menu (or type v) to shrink the view.
 • Select Fit System to View from the View menu (or press the space bar) tofit the diagram to the view.
 • Select Normal from the View menu to view the diagram at actual size.
 By default, Simulink fits a block diagram to view when you open the diagrameither in the model browser’s content pane or in a separate window. If youchange a diagram’s zoom setting, Simulink saves the setting when you closethe diagram and restores the setting the next time you open the diagram. If youwant to restore the default behavior, choose Fit System to View from the Viewmenu the next time you open the diagram.
 Status Bar
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 Selecting ObjectsMany model building actions, such as copying a block or deleting a line, requirethat you first select one or more blocks and lines (objects).
 Selecting One ObjectTo select an object, click on it. Small black square “handles” appear at thecorners of a selected block and near the end points of a selected line. Forexample, the figure below shows a selected Sine Wave block and a selected line.
 When you select an object by clicking on it, any other selected objects becomedeselected.
 Selecting More than One ObjectYou can select more than one object either by selecting objects one at a time, byselecting objects located near each other using a bounding box, or by selectingthe entire model.
 Selecting Multiple Objects One at a TimeTo select more than one object by selecting each object individually, hold downthe Shift key and click on each object to be selected. To deselect a selectedobject, click on the object again while holding down the Shift key.
 Selecting Multiple Objects Using a Bounding BoxAn easy way to select more than one object in the same area of the window isto draw a bounding box around the objects:
 1 Define the starting corner of a bounding box by positioning the pointer atone corner of the box, then pressing and holding down the mouse button.Notice the shape of the cursor.
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 2 Drag the pointer to the opposite corner of the box. A dotted rectangleencloses the selected blocks and lines.
 3 Release the mouse button. All blocks and lines at least partially enclosed bythe bounding box are selected.
 Selecting the Entire ModelTo select all objects in the active window, choose Select All from the Editmenu. You cannot create a subsystem by selecting blocks and lines in this way.For more information, see “Creating Subsystems” on page 4–65.
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 BlocksBlocks are the elements from which Simulink models are built. You can modelvirtually any dynamic system by creating and interconnecting blocks inappropriate ways. This section discusses how to use blocks to build models ofdynamic systems.
 Block Data TipsOn Microsoft Windows, Simulink displays information about a block in apop-up window when you allow the pointer to hover over the block in thediagram view. To disable this feature or control what information a data tipincludes, select Block data tips options from the Simulink View menu.
 Virtual BlocksWhen creating models, you need to be aware that Simulink blocks fall into twobasic categories: nonvirtual and virtual blocks. Nonvirtual blocks play anactive role in the simulation of a system. If you add or remove a nonvirtualblock, you change the model’s behavior. Virtual blocks, by contrast, play noactive role in the simulation; they help organize a model graphically. SomeSimulink blocks are virtual in some circumstances and nonvirtual in others.Such blocks are called conditionally virtual blocks. The following table listsSimulink virtual and conditionally virtual blocks.
 Table 4-1: Virtual and Conditionally Virtual Blocks
 Block Name Condition Under Which Block Will Be Virtual
 Bus Selector Always virtual.
 Data Store Memory Always virtual.
 Demux Always virtual.
 Enable Port Always virtual.
 From Always virtual.
 Goto Always virtual.
 Goto Tag Visibility Always virtual.
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 Copying and Moving Blocks from One Window to AnotherAs you build your model, you often copy blocks from Simulink block libraries orother libraries or models into your model window. To do this, follow these steps:
 1 Open the appropriate block library or model window.
 2 Drag the block to copy into the target model window. To drag a block,position the cursor over the block icon, then press and hold down the mousebutton. Move the cursor into the target window, then release the mousebutton.
 You can also drag blocks from the Simulink Library Browser into a modelwindow. See “Browsing Block Libraries” on page 4-83 for more information.
 Ground Always virtual.
 Inport Virtual unless the block resides in a conditionallyexecuted subsystem and has a direct connection toan outport block.
 Mux Always virtual.
 Outport Virtual when the block resides within anysubsystem block (conditional or not), and does notreside in the root (top-level) Simulink window.
 Selector Virtual except in matrix mode.
 Subsystem Virtual except if the block is conditionally executedand/or the block’s Treat as Atomic Unit option isselected.
 Terminator Always virtual.
 Test Point Always virtual.
 Trigger Port Virtual when the outport port is not present.
 Table 4-1: Virtual and Conditionally Virtual Blocks (Continued)
 Block Name Condition Under Which Block Will Be Virtual
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 Note Simulink hides the names of Sum, Mux, Demux, and Bus Selectorblocks when you copy them from the Simulink block library to a model.This isdone to avoid unnecessarily cluttering the model diagram. (The shapes ofthese blocks clearly indicates their respective functions.)
 You can also copy blocks by using the Copy and Paste commands from the Editmenu:
 1 Select the block you want to copy.
 2 Choose Copy from the Edit menu.
 3 Make the target model window the active window.
 4 Choose Paste from the Edit menu.
 Simulink assigns a name to each copied block. If it is the first block of its typein the model, its name is the same as its name in the source window. Forexample, if you copy the Gain block from the Math library into your modelwindow, the name of the new block is Gain. If your model already contains ablock named Gain, Simulink adds a sequence number to the block name (forexample, Gain1, Gain2). You can rename blocks; see “Manipulating BlockNames” on page 4–17.
 When you copy a block, the new block inherits all the original block’s parametervalues.
 Simulink uses an invisible five-pixel grid to simplify the alignment of blocks.All blocks within a model snap to a line on the grid. You can move a blockslightly up, down, left, or right by selecting the block and pressing the arrowkeys.
 You can display the grid in the model window by typing the following commandin the MATLAB window.
 set_param('<model name>','showgrid','on')
 To change the grid spacing, type
 set_param('<model name>','gridspacing',<number of pixels>)
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 For example, to change the grid spacing to 20 pixels, type
 set_param('<model name>','gridspacing',20)
 For either of the above commands, you can also select the model, and then typegcs instead of <model name>.
 You can copy or move blocks to compatible applications (such as wordprocessing programs) using the Copy, Cut, and Paste commands. Thesecommands copy only the graphic representation of the blocks, not theirparameters.
 Moving blocks from one window to another is similar to copying blocks, exceptthat you hold down the Shift key while you select the blocks.
 You can use the Undo command from the Edit menu to remove an added block.
 Moving Blocks in a ModelTo move a single block from one place to another in a model window, drag theblock to a new location. Simulink automatically repositions lines connected tothe moved block.
 To move more than one block, including connecting lines:
 1 Select the blocks and lines. If you need information about how to select morethan one block, see “Selecting More than One Object” on page 4–7.
 2 Drag the objects to their new location and release the mouse button.
 Copying Blocks in a ModelYou can copy blocks in a model as follows. While holding down the Ctrl key,select the block with the left mouse button, then drag it to a new location. Youcan also do this by dragging the block using the right mouse button. Duplicatedblocks have the same parameter values as the original blocks. Sequencenumbers are added to the new block names.
 Block ParametersAll Simulink blocks have a common set of parameters, called block properties,that you can set (see “Common Block Parameters” on page A-7). See “BlockProperties Dialog Box” on page 4-13 for information on setting block

Page 83
                        
                        

Blocks
 4-13
 properties. In addition, many blocks have one or more block-specificparameters that you can set (see “Block-Specific Parameters” on page A-10). Bysetting these parameters, you can customize the behavior of the block to meetthe specific requirements of your model.
 Setting Block-Specific ParametersEvery block that has block-specific parameters has a dialog box that you canuse to view and set the parameters. You can display this dialog by selecting theblock in the model window and choosing BLOCK Parameters from the modelwindow’s Edit menu or from the model window’s context (right-click) menu,where BLOCK is the name of the block you selected, e.g., ConstantParameters. You can also display a block’s parameter dialog box bydouble-clicking its icon in the model or library window.
 Note This holds true for all blocks with parameter dialog boxes except for theSubsystem block. You must use the model window’s Edit menu or contextmenu to display a Subsystem block’s parameter dialog.
 For information on the parameter dialog of a specific block, see the block’sdocumentation in Chapter 9, “Block Reference.”
 You can set any block parameter, using the Simulink set_param command. Seeset_param on page 10-27 for details.
 You can use any MATLAB constant, variable, or expression that evaluates toan acceptable result when specifying the value of a parameter in a blockparameter dialog or a set_param command. You can also use variables orexpressions that evaluate to Simulink data objects as parameters (see “UsingData Objects as Parameters” on page 4-53).
 Block Properties Dialog BoxUse this dialog box to set a block’s properties, i.e., parameters that it shareswith all blocks. To display this dialog, select the block in the model window andthen select the model window’s Edit menu. The Edit menu includes an itemBLOCK Properties, where BLOCK is the name of the block you selected, e.g.,Constant Properties. Select this item to display the block’s property dialogbox.
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 The Block Properties dialog box lets you set some common block parameters.
 The dialog box contains the following fields:
 DescriptionBrief description of the block’s purpose.
 PriorityExecution priority of this block relative to other blocks in the model. See“Assigning Block Priorities” on page 4-18 for more information.
 TagA general text field that is saved with the block.
 Open functionMATLAB (M-) function to be called when a user opens this block.
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 Attributes format stringCurrent value of the block’s AttributesFormatString parameter. Thisparameter specifies which parameters to display beneath a block’s icon.Appendix A describes the parameters that a block can have. You can use theAttributesFormatString parameter to display the values of specifiedparameters beneath the block’s icon.
 The attributes format string can be any text string that has embeddedparameter names. An embedded parameter name is a parameter namepreceded by %< and followed by >, for example, %<priority>. Simulink displaysthe attributes format string beneath the block’s icon, replacing each parametername with the corresponding parameter value. You can use line-feedcharacters (\n) to display each parameter on a separate line. For example,specifying the attributes format string
 pri=%<priority>\ngain=%<Gain>
 for a Gain block displays
 If a parameter’s value is not a string or an integer, Simulink displays N/S (notsupported) for the parameter’s value. If the parameter name is invalid,Simulink displays “???”.
 Deleting BlocksTo delete one or more blocks, select the blocks to be deleted and press theDelete or Backspace key. You can also choose Clear or Cut from the Editmenu. The Cut command writes the blocks into the clipboard, which enablesyou to paste them into a model. Using the Delete or Backspace key or theClear command does not enable you to paste the block later.
 You can use the Undo command from the Edit menu to replace a deleted block.
 Changing the Orientation of BlocksBy default, signals flow through a block from left to right. Input ports are onthe left, and output ports are on the right. You can change the orientation of ablock by choosing one of these commands from the Format menu:
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 • The Flip Block command rotates the block 180 degrees.
 • The Rotate Block command rotates a block clockwise 90 degrees.
 The figure below shows how Simulink orders ports after changing theorientation of a block using the Rotate Block and Flip Block menu items. Thetext in the blocks shows their orientation.
 Resizing BlocksTo change the size of a block, select it, then drag any of its selection handles.While you hold down the mouse button, a dotted rectangle shows the new blocksize. When you release the mouse button, the block is resized.
 For example, the figure below shows a Signal Generator block being resized.The lower-right handle was selected and dragged to the cursor position. Whenthe mouse button is released, the block takes its new size. This figure shows ablock being resized.
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 Manipulating Block NamesAll block names in a model must be unique and must contain at least onecharacter. By default, block names appear below blocks whose ports are on thesides, and to the left of blocks whose ports are on the top and bottom, as thisfigure shows.
 Changing Block NamesYou can edit a block name in one of these ways:
 • To replace the block name on a Microsoft Windows or UNIX system, click onthe block name, then double-click or drag the cursor to select the entirename. Then, enter the new name.
 • To insert characters, click between two characters to position the insertionpoint, then insert text.
 • To replace characters, drag the mouse to select a range of text to replace,then enter the new text.
 When you click the pointer someplace else in the model or take any otheraction, the name is accepted or rejected. If you try to change the name of a blockto a name that already exists or to a name with no characters, Simulinkdisplays an error message.
 You can modify the font used in a block name by selecting the block, thenchoosing the Font menu item from the Format menu. Select a font from theSet Font dialog box. This procedure also changes the font of text on the blockicon.
 You can cancel edits to a block name by choosing Undo from the Edit menu.
 Note If you change the name of a library block, all links to that block willbecome unresolved.
 Changing the Location of a Block NameYou can change the location of the name of a selected block in two ways:
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 • By dragging the block name to the opposite side of the block
 • By choosing the Flip Name command from the Format menu. Thiscommand changes the location of the block name to the opposite side of theblock.
 For more information about block orientation, see “Changing the Orientationof Blocks” on page 4–15.
 Changing Whether a Block Name AppearsTo change whether the name of a selected block is displayed, choose a menuitem from the Format menu:
 • The Hide Name menu item hides a visible block name. When you select HideName, it changes to Show Name when that block is selected.
 • The Show Name menu item shows a hidden block name.
 Displaying Parameters Beneath a Block’s IconYou can cause Simulink to display one or more of a block’s parameters beneaththe block’s icon in a block diagram. You specify the parameters to be displayedin the following ways:
 • By entering an attributes format string in the Attributes format string fieldof the block’s Block Properties dialog box (see “Block Properties Dialog Box”on page 4-13)
 • By setting the value of the block’s AttributesFormatString property to theformat string, using set_param (see set_param on page 10-27)
 Disconnecting BlocksTo disconnect a block from its connecting lines, hold down the Shift key, thendrag the block to a new location.
 Assigning Block PrioritiesYou can assign evaluation priorities to nonvirtual blocks in a model. Higherpriority blocks evaluate before lower priority blocks, though not necessarilybefore blocks that have no assigned priority.
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 You can assign block priorities interactively or programmatically. To setpriorities programmatically, use the command
 set_param(b,'Priority','n')
 where b is a block path and n is any valid integer. (Negative numbers and 0 arevalid priority values.) The lower the number, the higher the priority; that is, 2is higher priority than 3. To set a block’s priority interactively, enter thepriority in the Priority field of the block’s Block Properties dialog box (see“Block Properties Dialog Box” on page 4-13).
 Simulink honors the block priorities that you specify only if they are consistentwith Simulink's block sorting algorithm (see “Determining Block UpdateOrder” on page 3-11). If the specified priorities are inconsistent, Simulinkignores the specified priority and places the block in an appropriate location inthe block execution order. If Simulink is unable to honor a block priority, itdisplays a Block Priority Violation diagnostic message (see “TheDiagnostics Pane” on page 5-26).
 Displaying Block Execution OrderTo display the execution order of blocks during simulation, select Executionorder from the Simulink Format menu. Selecting this option causes Simulinkto display a number in the top right corner of each block in a block diagram.
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 The number indicates the execution order of the block relative to other blocksin the diagram. For example, 1 indicates that the block is the first blockexecuted on every time step, 2 indicates that the block is the second blockexecuted on every time step, and so on.
 Using Drop ShadowsYou can add a drop shadow to a block by selecting the block, then choosingShow Drop Shadow from the Format menu. When you select a block with adrop shadow, the menu item changes to Hide Drop Shadow. The figure belowshows a Subsystem block with a drop shadow.
 Sample Time ColorsSimulink can color-code the blocks and lines in your model to indicate thesample rates at which the blocks operate.
 Table 4-2: Sample Time Colors
 Color Use
 Black Continuous blocks
 Magenta Constant blocks
 Yellow Hybrid (subsystems grouping blocks, or Mux or Demuxblocks grouping signals with varying sample times)
 Red Fastest discrete sample time
 Green Second fastest discrete sample time
 Blue Third fastest discrete sample time
 Light Blue Fourth fastest discrete sample time
 Dark Green Fifth fastest discrete sample time
 Orange Sixth fastest discrete sample time
 Cyan Blocks in triggered subsystems
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 To enable the sample time colors feature, select Sample Time Colors from theFormat menu.
 Simulink does not automatically recolor the model with each change you maketo it, so you must select Update Diagram from the Edit menu to explicitlyupdate the model coloration. To return to your original coloring, disable sampletime coloration by again choosing Sample Time Colors.
 When using sample time colors, the color assigned to each block depends on itssample time with respect to other sample times in the model.
 It is important to note that Mux and Demux blocks are simply groupingoperators – signals passing through them retain their timing information. Forthis reason, the lines emanating from a Demux block may have different colorsif they are driven by sources having different sample times. In this case, theMux and Demux blocks are color coded as hybrids (yellow) to indicate that theyhandle signals with multiple rates.
 Similarly, Subsystem blocks that contain blocks with differing sample timesare also colored as hybrids, because there is no single rate associated withthem. If all of the blocks within a subsystem run at a single rate, then theSubsystem block is colored according to that rate.
 Gray Fixed in minor step
 Table 4-2: Sample Time Colors (Continued)
 Color Use
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 Connecting BlocksYou can connect an output port of one block to the input port of another blockby drawing a line between the blocks. Lines represent pathways for signalsgenerated by a model to travel among blocks. See “Working with Signals” onpage 4–28 for information on signals. The rest of this section explains how todraw lines between blocks.
 Drawing a Line Between BlocksTo connect the output port of one block to the input port of another block:
 1 Position the cursor over the first block’s output port. It is not necessary toposition the cursor precisely on the port. The cursor shape changes to a crosshair.
 2 Press and hold down the mouse button.
 3 Drag the pointer to the second block’s input port. You can position the cursoron or near the port, or in the block. If you position the cursor in the block,the line is connected to the closest input port. The cursor shape changes to adouble cross hair.
 4 Release the mouse button. Simulink replaces the port symbols by aconnecting line with an arrow showing the direction of the signal flow. Youcan create lines either from output to input, or from input to output. Thearrow is drawn at the appropriate input port, and the signal is the same.
 Simulink draws connecting lines using horizontal and vertical line segments.To draw a diagonal line, hold down the Shift key while drawing the line.
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 Drawing a Branch LineA branch line is a line that starts from an existing line and carries its signal tothe input port of a block. Both the existing line and the branch line carry thesame signal. Using branch lines enables you to cause one signal to be carriedto more than one block.
 In this example, the output of the Product block goes to both the Scope blockand the To Workspace block.
 To add a branch line, follow these steps:
 1 Position the pointer on the line where you want the branch line to start.
 2 While holding down the Ctrl key, press and hold down the left mouse button.
 3 Drag the pointer to the input port of the target block, then release the mousebutton and the Ctrl key.
 You can also use the right mouse button instead of holding down the left mousebutton and the Ctrl key.
 Drawing a Line SegmentYou may want to draw a line with segments exactly where you want theminstead of where Simulink draws them. Or, you might want to draw a linebefore you copy the block to which the line is connected. You can do either bydrawing line segments.
 To draw a line segment, you draw a line that ends in an unoccupied area of thediagram. An arrow appears on the unconnected end of the line. To add anotherline segment, position the cursor over the end of the segment and draw anothersegment. Simulink draws the segments as horizontal and vertical lines. Todraw diagonal line segments, hold down the Shift key while you draw the lines.
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 Moving a Line SegmentTo move a line segment, follow these steps:
 1 Position the pointer on the segment you want to move.
 2 Press and hold down the left mouse button.
 3 Drag the pointer to the desired location.
 4 Release the mouse button.
 To move the segment connected to an input port, position the pointer over theport and drag the end of the segment to the new location. You cannot move thesegment connected to an output port.
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 Dividing a Line into SegmentsYou can divide a line segment into two segments, leaving the ends of the linein their original locations. Simulink creates line segments and a vertex thatjoins them. To divide a line into segments, follow these steps:
 1 Select the line.
 2 Position the pointer on the line where you want the vertex.
 3 While holding down the Shift key, press and hold down the mouse button.The cursor shape changes to a circle that encloses the new vertex.
 4 Drag the pointer to the desired location.
 5 Release the mouse button and the Shift key.
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 Moving a Line VertexTo move a vertex of a line, follow these steps:
 1 Position the pointer on the vertex, then press and hold down the mousebutton. The cursor changes to a circle that encloses the vertex.
 2 Drag the pointer to the desired location.
 3 Release the mouse button.
 Inserting Blocks in a LineYou can insert a block in a line by dropping the block on the line. Simulinkinserts the block for you at the point where you drop the block. The block thatyou insert can have only one input and one output.
 To insert a block in a line:
 1 Position the pointer over the block and press the left mouse button.
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 2 Drag the block over the line in which you want to insert the block.
 3 Release the mouse button to drop the block on the line. Simulink inserts theblock where you dropped it.
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 Working with SignalsThis section provides an overview of Simulink signals and explains how tospecify, display, and check the validity of signal connections.
 About SignalsSignals are the streams of values that appear at the outputs of Simulink blockswhen a model is simulated. It is useful to think of signals as traveling along thelines that connect the blocks in a model diagram. But note that the lines in aSimulink model represent logical, not physical, connections among blocks.Thus, the analogy between Simulink signals and electrical signals is notcomplete. Electrical signals, for example, take time to cross a wire. The outputof a Simulink block, by contrast, appears instantaneously at the input of theblock to which it is connected.
 Signal DimensionsSimulink blocks can output one- or two-dimensional signals. Aone-dimensional (1-D) signal consists of a stream of one-dimensional arraysoutput at a frequency of one array (vector) per simulation time step. Atwo-dimensional (2-D) signal consists of a stream of two-dimensional arraysemitted at a frequency of one 2-D array (matrix per block sample time. TheSimulink user interface and documentation generally refers to 1-D signals asvectors and 2-D signals as matrices. A one-element array is frequently referredto as a scalar. A row vector is a 2-D array that has one row. A column vector isa 2-D array that has one column.
 Simulink blocks vary in the dimensionality of the signals they can accept oroutput during simulation. Some blocks can accept or output signals of anydimensions. Some can accept or output only scalar or vector signals. Todetermine the signal dimensionality of a particular block, see the block’sdescription in Chapter 9, “Block Reference.” See “Determining Output SignalDimensions” on page 4-32 for information on what determines the dimensionsof output signals for blocks that can output nonscalar signals.
 Signal Data TypesData type refers to the format used to represent signal values internally. Thedata type of Simulink signals is double by default. However, you can createsignals of other data types. Simulink supports the same range of data types asMATLAB. See “Working with Data Types” on page 4-44 for more information.
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 Complex SignalsThe values of Simulink signals can be complex numbers. A signal whose valuesare complex numbers is called a complex signal. See “Working with ComplexSignals” on page 4-36 for information on creating and manipulating complexsignals.
 Virtual SignalsA virtual signal is a signal that represents another signal graphically.Virtualblocks, such as a Mux or Subsystem block (see “Virtual Blocks” on page 4-9),generate virtual signals. Like virtual blocks, virtual signals allow you tosimplify your model graphically. For example, using a Mux block, you canreduce a large number of nonvirtual signals (i.e., signals originating fromnonvirtual blocks) to a single virtual signal, thereby making your model easierto understand. You can think of a virtual signal as a tie-wrap that bundlestogether a number of signals.
 Virtual signals are purely graphical entities. They have no mathematical orphysical significance. Simulink ignores them when simulating a model.
 Whenever you run or update a model, Simulink determines the nonvirtualsignal(s) represented by the model’s virtual signal(s), using a procedure knownas signal propagation. When running the model, Simulink uses thecorresponding nonvirtual signal(s), determined via signal propagation, to drivethe blocks to which the virtual signals are connected. For example, in thefollowing model,
 signal s4 appears to drive Gain block G1. However, s4 is a virtual signal. Theactual signal driving Gain block G1 is signal s1. Simulink determines thisautomatically whenever you update or simulate the model.
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 Simulink’s Show Propagated Signals option (see “Signal Properties DialogBox” on page 4-39) displays the nonvirtual signals represented by virtualsignals in the labels of the virtual signals.
 Note Virtual signals can represent virtual as well as nonvirtual signals. Forexample, you can use a Mux block to combine multiple virtual and nonvirtualsignals into a single virtual signal. If during signal propagation, Simulinkdetermines that a component of a virtual signal is itself virtual, Simulinkdetermine its nonvirtual component(s), using signal propagation. This processcontinues until Simulink has determined all nonvirtual components of avirtual signal.
 Signal BusesYou can use Mux and Demux blocks operating in bus selection mode (see“Demux” on page 9-53 for information on bus selection mode) to create signalbuses.
 Signal Bus
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 A signal bus is a virtual signal that represents a set of signals. It is analogousto a bundle of wires held together by tie wraps. Simulink uses a special linestyle to display signal buses. If you select Signal Dimensions from Simulink’sFormat menu, Simulink displays the number of signal components carried bythe bus.
 Signal GlossaryThe following table summarizes the terminology used to describe signals in theSimulink user interface and documentation.
 Term Meaning
 Complex signal Signal whose values are complex numbers
 Data type Format used to represent signal values internally.See “Working with Data Types” on page 4–44 formore information.
 Matrix Two-dimensional signal array
 Real signal Signal whose values are real (as opposed tocomplex) numbers
 Scalar One-element array, i.e., a one-element, 1-D or 2-Darray
 Signal bus Signal created by a Mux or Demux block.
 Signal propagation Process used by Simulink to determine attributes ofsignals and blocks, such as data types, labels,sample time, dimensionality, and so on, that aredetermined by connectivity
 Size Number of elements that a signal contains. The sizeof a matrix (2-D) signal is generally expressed asM-by-N where M is the number of columns and N isthe number of rows making up the signal.
 Vector One-dimensional signal array
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 Determining Output Signal DimensionsIf a block can emit nonscalar signals, the dimensions of the signals that theblock outputs depends on the block’s parameters, if the block is a source block;otherwise, the output dimensions depend on the dimensions of the block’s inputand parameters.
 Determining the Output Dimensions of Source BlocksA source block is a block that has no inputs. Examples of source blocks includethe Constant block and the Sine Wave block. (See Table 9-1, Sources LibraryBlocks for a complete listing of Simulink source blocks.) The output dimensionsof a source block are the same as that of its output value parameter(s) if theblock’s Interpret Vector Parameters as 1-D parameter is off (i.e., not checkedin the block’s parameter dialog box). If the Interpret Vector Parameters as1-D parameter is on, the output dimensions equal the output value parameterdimensions except if the parameter dimensions are N-by-1 or 1-by-N. In thelatter case, the block outputs a vector signal of width N.
 As an example of how a source block’s output value parameter(s) and InterpretVector Parameters as 1-D parameter determine the dimensionality of itsoutput, consider the Constant block. This block outputs a constant signal equalto its Constant value parameter. The following table illustrates how thedimensionality of the Constant value parameter and the setting of theInterpret Vector Parameters as 1-D parameter determine the dimensionalityof the block’s output.
 Width Size of a vector signal
 Virtual signal Signal that represents another signal or set ofsignals.
 Constant Value Interpret vector parameters as 1-D
 Output
 2-D scalar off 2-D scalar
 2-D scalar on 1-D scalar
 Term Meaning

Page 103
                        
                        

Working with Signals
 4-33
 Simulink source blocks allow you to specify the dimensions of the signals thatthey output. You can therefore use them to introduce signals of variousdimensions into your model.
 Determining the Output Dimensions of Non-Source BlocksIf a block has inputs, the dimensions of its output are, after scalar expansion,the same as those of its inputs. (All inputs must have the same dimensions asdiscussed in the next section.)
 Signal and Parameter Dimension RulesWhen creating a Simulink model, you must observe the following rulesregarding signal and parameter dimensions.
 Input Signal Dimension RuleIn general, all inputs to a block must have the same dimensions.
 However, a block may have a mix of scalar and nonscalar inputs as long as allthe nonscalar inputs have the same dimensions. Simulink expands the scalarinputs to have the same dimensions as the nonscalar inputs (see “ScalarExpansion of Inputs” on page 4-35), thus preserving the general rule.
 Block Parameter Dimension RuleIn general, a block’s parameters must have the same dimensions as thecorresponding inputs.
 1-by-N matrix off 1-by-N matrix
 1-by-N matrix on N-element vector
 N-by-1 matrix off N-by-1 matrix
 N-by-1 matrix on N-element vector
 M-by-N matrix off M-by-N matrix
 M-by-N matrix on M-by-N matrix
 Constant Value Interpret vector parameters as 1-D
 Output

Page 104
                        
                        

4 Creating a Model
 4-34
 Two seeming exceptions exist to this general rule:
 • A block may have scalar parameters corresponding to nonscalar inputs. Inthis case, Simulink expands the scalar parameter to have the samedimensions as the input (see “Scalar Expansion of Parameters” onpage 4-35), thus preserving the general rule.
 • If an input is a vector, the corresponding parameter may be either an Nx1 ora 1xN matrix. In this case, Simulink applies the N matrix elements to thecorresponding elements of the input vector. This exception allows use ofMATLAB row- or column vectors, which are actually 1xN or Nx1 matrices,respectively, to specify parameters that apply to vector inputs.
 Vector or Matrix Input Conversion RulesSimulink converts vectors to row or column matrices and row or columnmatrices to vectors under the following circumstances:
 • If a vector signal is connected to an input that requires a matrix, Simulinkconverts the vector to a one-row or one-column matrix.
 • If a one-column or one-row matrix is connected to an input that requires avector, Simulink converts the matrix to a vector.
 • If the inputs to a block consist of a mixture of vectors and matrices and thematrix inputs all have one column or one row, Simulink converts the vectorsto matrices having one column or one row, respectively.
 Note You can configure Simulink to display a warning or error message if avector or matrix conversion occurs during a simulation. See “Configurationoptions” on page 5–27 for more information.
 Scalar Expansion of Inputs and ParametersScalar expansion is the conversion of a scalar value into a nonscalar array ofthe same dimensions. Many Simulink blocks support scalar expansion ofinputs and parameters. Block descriptions in Chapter 9, “Block Reference”indicate whether Simulink applies scalar expansion to a block’s inputs andparameters.
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 Scalar Expansion of InputsScalar expansion of inputs refers to the expansion of scalar inputs to match thedimensions of other nonscalar inputs or nonscalar parameters.When the inputto a block is a mix of scalar and nonscalar signals, Simulink expands the scalarinputs into nonscalar signals having the same dimensions as the othernonscalar inputs. The elements of an expanded signal equal the value of thescalar from which the signal was expanded.
 The following model illustrates scalar expansion of inputs. This model addsscalar and vector inputs. The input from block Constant1 is scalar expanded tomatch the size of the vector input from the Constant block. The input isexpanded to the vector [3 3 3].
 When a block’s output is a function of a parameter and the parameter isnonscalar, Simulink expands a scalar input to match the dimensions of theparameter. For example, Simulink expands a scalar input to a Gain block tomatch the dimensions of a nonscalar gain parameter.
 Scalar Expansion of ParametersIf a block has a nonscalar input and a corresponding parameter is a scalar,Simulink expands the scalar parameter to have the same number of elementsas the input. Each element of the expanded parameter equals the value of theoriginal scalar. Simulink then applies each element of the expanded parameterto the corresponding input element.
 This example shows that a scalar parameter (the Gain) is expanded to a vectorof identically valued elements to match the size of the block input, athree-element vector.
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 Working with Complex SignalsBy default, the values of Simulink signals are real numbers. However, modelscan create and manipulates signals that have complex numbers as values.
 You can introduce a complex-valued signal into a model in any of the followingways:
 • Load complex-valued signal data from the MATLAB workspace into themodel via a root-level inport.
 • Create a Constant block in your model and set its value to a complex number.
 • Create real signals corresponding to the real and imaginary parts of acomplex signal and then combine the parts into a complex signal, usingReal-Imag to Complex conversion block.
 You can manipulate complex signals via blocks that accept them. MostSimulink blocks accept complex signals as input. If you are not sure whether ablock accepts complex signals, refer to the documentation for the block inChapter 9, “Block Reference.”
 Checking Signal ConnectionsMany Simulink blocks have limitations on the types of signals they can accept.Before simulating a model, Simulink checks all of blocks to ensure that theycan accommodate the types of signals output by the ports to which they areconnected. If any incompatibilities exist, Simulink reports an error andterminates the simulation. To detect such errors before running a simulation,choose Update Diagram from the Simulink Edit menu. Simulink reports anyinvalid connections found in the process of updating the diagram.
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 Setting Signal Display OptionsSimulink offers the following options for displaying signal characteristics on ablock diagram.
 You can set these options via either Simulink’s Format menu or its modelcontext (right-click) menu.
 Signal NamesYou can assign names to signals by
 • editing the signal’s label
 • editing the Name field of the signal’s property dialog (see “Signal PropertiesDialog Box” on page 4-39)
 • setting the name parameter of the port or line that represents the signal,e.g.,p = get_param(gcb, 'PortHandles')l = get_param(p.Inport, 'Line')set_param(l, 'Name', 's9')
 Signal LabelsA signal’s label displays the signal’s name. A virtual signal’s label optionallydisplays the signals it represents in angle brackets. You can edit a signal’slabel, thereby changing the signal’s name.
 Signal Display Option Description
 Wide nonscalar lines Draws lines that carry vector or matrixsignal wider than lines that carry scalarsignals.
 Signal dimensions Displays the dimensions of a signal next tothe line that carries it.
 Port data types Displays the data type and signal type of asignal next to the output port that emits thesignal.
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 To create a signal label (and thereby name the signal), double-click on the linethat represents the signal. The text cursor appears. Type the name and clickanywhere outside the label to exit label editing mode.
 Note When you create a signal label, take care to double-click on the line. Ifyou click in an unoccupied area close to the line, you will create a modelannotation instead.
 Labels can appear above or below horizontal lines or line segments, and left orright of vertical lines or line segments. Labels can appear at either end, at thecenter, or in any combination of these locations.
 To move a signal label, drag the label to a new location on the line. When yourelease the mouse button, the label fixes its position near the line.
 To copy a signal label, hold down the Ctrl key while dragging the label toanother location on the line. When you release the mouse button, the labelappears in both the original and the new locations.
 To edit an existing signal label, select it:
 • To replace the label, click on the label, then double-click or drag the cursorto select the entire label. Then, enter the new label.
 • To insert characters, click between two characters to position the insertionpoint, then insert text.
 • To replace characters, drag the mouse to select a range of text to replace,then enter the new text.
 To delete all occurrences of a signal label, delete all the characters in the label.When you click outside the label, the labels are deleted. To delete a singleoccurrence of the label, hold down the Shift key while you select the label, thenpress the Delete or Backspace key.
 To change the font of a signal label, select the signal, choose Font from theFormat menu, then select a font from the Set Font dialog box.
 Displaying Signals Represented by Virtual SignalsTo display the signal(s) represented by a virtual signal, click the signal’s labeland enter an angle bracket (<) after the signal’s name. (If the signal has no
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 name, simply enter the angle bracket.) Click anywhere outside the signal’slabel. Simulink exits label editing mode and displays the signals representedby the virtual signal in brackets in the label.
 You can also display the signals represented by a virtual signal by selecting theShow Propagated Signals option on the signal’s property dialog (see “SignalProperties Dialog Box” on page 4-39).
 Setting Signal PropertiesSignals have properties. Use Simulink’s Signal Properties dialog box to viewor set a signal’s properties. To display the dialog box, select the line that carriesthe signal and choose Signal Properties from the Simulink Edit menu.
 Signal Properties Dialog BoxThe Signal Properties dialog box lets you view and edit signal properties.
 The dialog box includes the following controls.
 Signal nameName of signal.
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 Show propagated signals
 Note This option appears only for signals that originate from a virtual block.
 Show propagated signal names. You can select one of the following options:
 DescriptionEnter a description of the signal in this field.
 Document linkEnter a MATLAB expression in the field that displays documentation for thesignal. To display the documentation, click “Document Link.” For example,entering the expression
 web(['file:///' which('foo_signal.html')])
 in the field causes MATLAB’s default Web browser to displayfoo_signal.html when you click the field’s label.
 Option Description
 off Do not display signals represented by a virtual signal in thesignal’s label.
 on Display the virtual and nonvirtual signals represented by avirtual signal in the signal’s label. For example, supposethat virtual signal s1 represents a nonvirtual signal s2 anda virtual signal s3. If this option is selected, s1’s label iss1<s2, s3>.
 all Display all the nonvirtual signals that a virtual signalrepresents either directly or indirectly. For example,suppose that virtual signal s1 represents a nonvirtualsignal s2 and a virtual signal s3 and virtual signal s3represents nonvirtual signals s4 and s5. If this option isselected, s1’s label is s1<s2,s4,s5>.
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 Displayable (Test Point)Check this option to indicate that the signal can be displayed duringsimulation.
 Note The next two controls set properties used by the Real-Time Workshopto generate code from the model. You can ignore them if you are not going togenerate code from the model.
 RTW storage classSelect the storage class of this signal from the list. See the Real-Time WorkshopUser’s Guide for an explanation of the listed options.
 RTW storage type qualifierSelect the storage type of this signal from the list. See the Real-Time WorkshopUser’s Guide for more information.
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 AnnotationsAnnotations provide textual information about a model. You can add anannotation to any unoccupied area of your block diagram.
 To create a model annotation, double-click on an unoccupied area of the blockdiagram. A small rectangle appears and the cursor changes to an insertionpoint. Start typing the annotation contents. Each line is centered within therectangle that surrounds the annotation.
 To move an annotation, drag it to a new location.
 To edit an annotation, select it:
 • To replace the annotation on a Microsoft Windows or UNIX system, click onthe annotation, then double-click or drag the cursor to select it. Then, enterthe new annotation.
 • To insert characters, click between two characters to position the insertionpoint, then insert text.
 • To replace characters, drag the mouse to select a range of text to replace,then enter the new text.
 To delete an annotation, hold down the Shift key while you select theannotation, then press the Delete or Backspace key.
 To change the font of all or part of an annotation, select the text in theannotation you want to change, then choose Font from the Format menu.Select a font and size from the dialog box.
 To change the text alignment (e.g., left, center, or right) of the annotation,select the annotation and choose Text Alignment from the model window’s
 Annotations
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 Format or context menu. Then choose one of the alignment options (e.g.,Center) from the Text Alignment submenu.
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 Working with Data TypesThe term data type refers to the way in which a computer represents numbersin memory. A data type determines the amount of storage allocated to anumber, the method used to encode the number’s value as a pattern of binarydigits, and the operations available for manipulating the type. Most computersprovide a choice of data types for representing numbers, each with specificadvantages in the areas of precision, dynamic range, performance, and memoryusage. To enable you to take advantage of data typing to optimize theperformance of MATLAB programs, MATLAB allows you to specify the datatype of MATLAB variables. Simulink builds on this capability by allowing youto specify the data types of Simulink signals and block parameters.
 The ability to specify the data types of a model’s signals and block parametersis particularly useful in real-time control applications. For example, it allows aSimulink model to specify the optimal data types to use to represent signalsand block parameters in code generated from a model by automaticcode-generation tools, such as the Real-Time Workshop available from TheMathWorks. By choosing the most appropriate data types for your model’ssignals and parameters, you can dramatically increase the performance anddecrease the size of the code generated from the model.
 Simulink performs extensive checking before and during a simulation toensure that your model is typesafe, that is, that code generated from the modelwill not overflow or underflow and thus produce incorrect results. Simulinkmodels that use Simulink’s default data type (double) are inherently typesafe.Thus, if you never plan to generate code from your model or use a nondefaultdata type in your models, you can skip the remainder of this section.
 On the other hand, if you plan to generate code from your models and usenondefault data types, read the remainder of this section carefully, especiallythe section on data type rules (see “Data Typing Rules” on page 4-47). In thatway, you can avoid introducing data type errors that prevent your model fromrunning to completion or simulating at all.
 Data Types Supported by SimulinkSimulink supports all built-in MATLAB data types. The term built-in data typerefers to data types defined by MATLAB itself as opposed to data types definedby MATLAB users. Unless otherwise specified, the term data type in the
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 Simulink documentation refers to built-in data types. The following table listsMATLAB’s built-in data types.
 Besides the built-in types, Simulink defines a boolean (1 or 0) type, instancesof which are represented internally by uint8 values.
 Block Support for Data and Numeric Signal TypesAll Simulink blocks accept signals of type double by default. Some blocksprefer boolean input and others support multiple data types on their inputs.See Chapter 9, “Block Reference” for information on the data types supportedby specific blocks for parameter and input and output values. If thedocumentation for a block does not specify a data type, the block inputs oroutputs only data of type double.
 Specifying Block Parameter Data TypesWhen entering block parameters whose data type is user-specifiable, use thesyntax
 type(value)
 Name Description
 double Double-precision floating point
 single Single-precision floating point
 int8 Signed eight-bit integer
 uint8 Unsigned eight-bit integer
 int16 Signed 16-bit integer
 uint16 Unsigned 16-bit integer
 int32 Signed 32-bit integer
 uint32 Unsigned 32-bit integer
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 to specify the parameter, where type is the name of the data type and value isthe parameter value. The following examples illustrate this syntax.
 Creating Signals of a Specific Data TypeYou can introduce a signal of a specific data type into a model in any of thefollowing ways:
 • Load signal data of the desired type from the MATLAB workspace into yourmodel via a root-level inport or a From Workspace block.
 • Create a Constant block in your model and set its parameter to the desiredtype.
 • Use a Data Type Conversion block to convert a signal to the desired datatype.
 Displaying Port Data TypesTo display the data types of ports in your model, select Port Data Types fromSimulink’s Format menu. Simulink does not update the port data type displaywhen you change the data type of a diagram element. To refresh the display,type Ctrl+D.
 Data Type PropagationWhenever you start a simulation, enable display of port data types, or refreshthe port data type display, Simulink performs a processing step called datatype propagation. This step involves determining the types of signals whosetype is not otherwise specified and checking the types of signals and input portsto ensure that they do not conflict. If type conflicts arise, Simulink displays anerror dialog that specifies the signal and port whose data types conflict.Simulink also highlights the signal path that creates the type conflict.
 single(1.0) Specifies a single-precision value of 1.0
 int8(2) Specifies an eight-bit integer of value 2
 int32(3+2i) Specifies a complex value whose real andimaginary parts are 32-bit integers
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 Note You can insert typecasting (data type conversion) blocks in your modelto resolve type conflicts. See“Typecasting Signals” on page 4-48 for moreinformation.
 Data Typing RulesObserving the following rules will help you to create models that are typesafeand therefore execute without error:
 • Signal data types generally do not affect parameter data types, and viceversa.
 A significant exception to this rule is the Constant block whose output datatype is determined by the data type of its parameter.
 • If the output of a block is a function of an input and a parameter and theinput and parameter differ in type, Simulink converts the parameter to theinput type before computing the output.
 See “Typecasting Parameters” on page 4-48 for more information.
 • In general, a block outputs the data type that appears at its inputs.
 Significant exceptions include constant blocks and data type conversionblocks whose output data types are determined by block parameters.
 • Virtual blocks accept signals of any type on their inputs.
 Examples of virtual blocks include Mux and Demux blocks andunconditionally executed subsystems.
 • The elements of a signal array connected to a port of a nonvirtual block mustbe of the same data type.
 • The signals connected to the input data ports of a nonvirtual block cannotdiffer in type.
 • Control ports (for example, Enable and Trigger ports) accept any data type.
 • Solver blocks accept only double signals.
 • Connecting a nondouble signal to a block disables zero-crossing detection forthat block.
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 Enabling Strict Boolean Type CheckingBy default, Simulink detects but does not signal an error when it detects thatdouble signals are connected to blocks that prefer boolean input. This ensurescompatibility with models created by earlier versions of Simulink that supportonly double data type. You can enable strict boolean type checking byunchecking the Boolean logic signals option on the Advanced panel of theSimulation Parameters dialog box (see “The Advanced Pane” on page 5-29).
 Typecasting SignalsSimulink signals an error whenever it detects that a signal is connected to ablock that does not accept the signal’s data type. If you want to create such aconnection, you must explicitly typecast (convert) the signal to a type that theblock does accept. You can use Simulink’s Data Type Conversion block toperform such conversions (see “Data Type Conversion” on page 9-49).
 Typecasting ParametersIn general, during simulation, Simulink silently converts parameter data typesto signal data types (if they differ) when computing block outputs that are afunction of an input signal and a parameter. The following exceptions occur tothis rule:
 • If the signal data type cannot represent the parameter value, Simulink haltsthe simulation and signals an error.
 Consider, for example, the following model.
 This model uses a Gain block to amplify a constant input signal. Computingthe output of the Gain block requires computing the product of the inputsignal and the gain. Such a computation requires that the two values be ofthe same data type. However, in this case, the data type of the signal, uint8(unsigned 8-bit word), differs from the data type of the gain parameter, int32
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 (signed 32-bit integer). Thus computing the output of the gain block entailsa type conversion.
 When making such conversions, Simulink always casts the parameter typeto the signal type. Thus, in this case, Simulink must convert the Gain block’sgain value to the data type of the input signal. Simulink can make thisconversion only if the input signal’s data type (uint8) can represent the gain.In this case, Simulink can make the conversion because the gain is 255,which is within the range of the uint8 data type (0 to 255). Thus, this modelsimulates without error. However, if the gain were slightly larger (forexample, 256), Simulink would signal an out-of-range error if you attemptedto simulate the model.
 • If the signal data type can represent the parameter value but only at reducedprecision, Simulink optionally issues a warning message and continues thesimulation (see “Configuration options” on page 5-27).
 Consider, for example, the following model.
 In this example, the signal type accommodates only integer values while thegain value has a fractional component. Simulating this model causesSimulink to truncate the gain to the nearest integral value (2) and issue aloss-of-precision warning. On the other hand, if the gain were 2.0, Simulinkwould simulate the model without complaint because in this case theconversion entails no loss of precision.
 Note Conversion of an int32 parameter to a float or double can entail aloss of precision. The loss can be severe if the magnitude of the parametervalue is large. If an int32 parameter conversion does entail a loss of precision,Simulink issues a warning message.
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 Working with Data ObjectsSimulink data objects allow you to specify information about the data used ina Simulink model (i.e., signals and parameters) and to store the informationwith the data itself in the model. Simulink uses properties of data objects todetermine the tunability of parameters and the visibility of signals and togenerate code. You can use data objects to specify information important tocorrect simulation of the model, such as minimum and maximum values forparameters. Further, you can store data objects with the model. Simulink thusallows you to create self-contained models.
 Data Object ClassesA data object is an instance of another object called a data object class. A dataobject class defines the properties of its instances and methods for creating andmanipulating the instances. Simulink comes with two built-in data classes,Simulink.Parameter and Simulink.Signal, that define parameter and signaldata objects, respectively.
 Data Object PropertiesA property of a data object specifies an attribute of the data item that the objectdescribes, such as the value or storage type of the data item. Every propertyhas a name and a value. The value can be an array or a structure, dependingon the property.
 Data Object PackagesSimulink organizes classes into groups of classes called packages. Simulinkcomes with a single package named Simulink. The Simulink classes,Simulink.Parameter and Simulink.Signal, belong to the Simulink package.You can create additional packages and define classes that belong to thoseclasses.
 Qualified NamesWhen referring to a class on the MATLAB command line or in an M-fileprogram, you must specify both the name of the class and the name of theclass’s package, using the following “dot” notation
 PackageName.ClassName
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 The PackageName.ClassName notation is called the qualified name of the class.For example, the qualified name of the Simulink parameter class isSimulink.Parameter.
 Two packages can have identically named but distinct classes. For example,package A and B can both have a class named C. You can refer to these classesunambiguously on the MATLAB command line or in M-file program, using thequalified class name for each. Packages enable you to avoid naming conflictswhen creating classes. For example, you can create your own Parameter andSignal classes without fear of conflicting with the similarly named Simulinkclasses.
 Note Class and package names are case-sensitive. You cannot, for example,use A.B and a.b interchangeably to refer to the same class.
 Creating Data ObjectsYou can use either the Simulink Data Explorer or MATLAB commands tocreate Simulink data objects. See “The Simulink Data Explorer” on page 4-60for information on using the Data Explorer to create data objects.
 Use the following syntax to create a data object at the MATLAB command lineor in a program
 h = package.class(arg1, arg2, ...argn);
 where h is a MATLAB variable, package is the name of the package to whichthe class belongs, class is the name of the class, and arg1, arg2, ... argn,are optional arguments passed to the object constructor. (Constructors for theSimulink.Parameter and Simulink.Signal classes do not take arguments.)For example, to create an instance of Simulink.Parameter class, enter
 hGain = Simulink.Parameter;
 at the MATLAB command line.
 This command creates an instance of Simulink.Parameter and stores itshandle in gain.
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 Accessing Data Object PropertiesYou can use either the Simulink Data Explorer (see “The Simulink DataExplorer” on page 4-60) or MATLAB commands to get and set a data object’sproperties. See “Creating a Package” on page 4-56 for information on how touse the Data Explorer to display and set object properties.
 To access a data object’s properties at the MATLAB command line or in anM-file program, use the following notation.
 hObject.property
 where hObject is the handle to the object and property is the name of theproperty. For example, the following code
 hGain = Simulink.Parameter;hGain.Value = 5;
 creates a Simulink block parameter object and sets the value of its Valueproperty to 5. You can use dot notation recursively to access the fields ofstructure properties. For example, gain.RTWInfo.StorageClass returns theStorageClass property of the gain parameter.
 Invoking Data Object MethodsUse the syntax
 hObject.method
 or
 method(hObject)
 to invoke a data object method, where hObject is the object’s handle. Simulinkdefines the following methods for data objects.
 • get
 Returns the properties of the object as a MATLAB structure• copy
 Creates a copy of the object and returns a handle to the copy.
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 Saving and Loading Data ObjectsYou can use the MATLAB save command to save data objects in a MAT-file andthe MATLAB load command to restore them to the MATLAB workspace in thesame or a later session. Definitions of the classes of saved objects must exist onthe MATLAB path for them to be restored. If the class of a saved object acquiresnew properties after the object is saved, Simulink adds the new properties tothe restored version of the object. If the class loses properties after the object issaved, Simulink restores only the properties that remain.
 Using Data Objects in Simulink ModelsYou can use data objects in Simulink models as parameters and signals. Usingdata objects as parameters and signals allows you to specify simulation andcode generation options on an object-by-object basis.
 Using Data Objects as ParametersYou can use an instance of Simulink.Parameter class or a descendant class asa block parameter. To use a parameter object as a block parameter,
 1 Create the parameter object at the MATLAB command line or in theSimulink Data Explorer.
 2 Set the value of the object’s Value property to the value you want to specifyfor the block parameter.
 3 Set the parameter objects storage class and type properties to selecttunability (see “Creating Data Object Classes” on page 4-55) and/or codegeneration options (see the Real-Time Workshop documentation for moreinformation) .
 4 Specify the parameter object as the block parameter in the block’sparameter dialog box or in a set_param command.
 See “Creating Persistent Parameter and Signal Objects” on page 4-55 forinformation on how to create parameter objects that persist across a session.
 Using Parameter Objects to Specify Parameter TunabilityIf you want the parameter to be tunable even when the Inline parameterssimulation option is set (see “Model parameter configuration” on page 5-30), set
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 the parameter object’s RTWInfo.StorageClass property to any value but'Auto' (the default).
 gain.RTWInfo.StorageClass = 'SimulinkGlobal';
 If you set the RTWInfo.StorageClass property to any value other than Auto,you should not include the parameter in the model’s tunable parameters table(see “Model Parameter Configuration Dialog Box” on page 5-32).
 Note Simulink halts the simulation and displays an error message if itdetects a conflict between the properties of a parameter as specified by aparameter object and the properties of the parameter as specified in the ModelParameter Configuration dialog box.
 Using Data Objects as SignalsYou can use an instance of Simulink.Signal class or a descendant class tospecify signal properties. To use a data object a signal object to specify signalproperties,
 1 Create the signal data object in the model workspace.
 2 Set the storage class and type properties of the signal object to specify thevisibility of the signal (see “Using Signal Objects to Specify Test Points” onpage 4-54) and code generation options (see the Real-Time Workshopdocumentation for information on using signal properties to specify codegeneration options).
 3 Change the label of any signal that you want to have the same properties asthe signal data object to have the same name as the signal.
 See “Creating Persistent Parameter and Signal Objects” on page 4-55 forinformation on creating signal objects that persist across Simulink sessions.
 Using Signal Objects to Specify Test PointsIf you want a signal to be a test point (i.e., always available for display on afloating scope during simulation), set the RTWInfo.StorageClass property ofthe corresponding signal object to any value but auto.
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 Note Simulink halts the simulation and displays an error message if itdetects a conflict between the properties of a signal as specified by a signalobject and the properties of the parameter as specified in the SignalProperties dialog box (see “Signal Properties Dialog Box” on page 4-39).
 Creating Persistent Parameter and Signal ObjectsTo create parameter and signal objects that persist across Simulink sessions,first write a script that creates the objects or create the objects at the commandline and save them in a MAT-file (see “Saving and Loading Data Objects” onpage 4-53). Then use either the script or a load command as the PreLoadFcncallback routine for the model that uses the objects. For example, suppose yousave the data objects in a file named data_objects.mat and the model to whichthey apply is open and active. Then, entering the following command
 set_param(gcs, 'PreLoadFcn', 'load data_objects');
 at the MATLAB command line sets load data_objects as the model’s preloadfunction. This in turn causes the data objects to be loaded into the modelworkspace whenever you open the model.
 Creating Data Object ClassesCreating a new data object class entails writing M-file programs to constructand instantiate instances of the class. If you want to create a new package tocontain the class, you must also write an M-file constructor for the newpackage.
 Note The Simulink demos directory (matlabroot/toolbox/simulink/simdemos) contains a sample user-defined data object class definition calledUserDefined. You can use this class definitionas a template for creating yourown classes. You can copy and edit this sample class to create your own class.
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 Package Directory StructureYou must store the programs that define a class in a directory that has aprescribed structure.
 The directory structure must mee tthe following requirements.
 • Each package must have its own directory, called the package directory, onthe MATLAB command path. The package directory must be named@PackageName where PackageName is the name of the package.
 • The code for each class in a package must reside in a separate subdirectoryof the package directory called the class directory. The class directory mustbe named @ClassName where ClassName is the name of the new class.
 The package directory must contain an M-file program, named schema.m, thatconstructs the package. Each class directory must contain a constructor,named schema.m, and an instantiation function, named ClassName.m, whereClassName is the name of the class.
 Creating a PackageTo create a package, first create a directory named @package_name in adirectory on the MATLAB path, where @PackageName is the name of the new
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 package. Then create a M-file named schema.m in the package directory. Theschema.m file MATLAB function.
 function schema ()% Package constructor function
 schema.package('PackageName’);
 where PackageName is the name of the new package.
 Creating a ClassTo create a data object class,
 1 Create a directory named @ClassName, where ClassName is the name of thenew class, in the directory of the package in which you want the new classto reside.
 2 Create a class constructor in the class directory.
 3 Create a class instantiation function in the class directory.
 Creating a Class ConstructorMATLAB finds the constructor for a class by looking for a function namedschema in the class directory. You must therefore create this function in theclass directory of the class you are creating.The constructor creates the class byinvoking the create_user_class function (see “create_user_class” onpage 4-59) as illustrated in the following example.
 function schema()% Class constructor function.
 % Specify name of class to be created:userClass = 'UserDefined.Parameter';
 % Specify name of class from which user class is derived:deriveFromClass = 'Simulink.Parameter';
 % Call generalized constructor function for% user-defined enumerations used by this classcreate_user_enumtype('colors', {'red', 'green', 'blue'});
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 % Specify new properties to include in user class:addProperties = { 'UserMATLABArray1', 'MATLAB array', []; ... 'UserMATLABArray2', 'MATLAB array', ''; ... 'UserDouble', 'double', 0; ... 'UserInt32', 'int32', 0; ... 'UserOnOff', 'on/off', 'off'; ... 'UserString', 'string', ''; ... 'UserColorEnum', 'colors', 'red'; ... };
 % Call generalized class creation function (built-in)create_user_class(userClass, deriveFromClass, addProperties);
 Creating a Class Instantiation FunctionSimulink uses the class instantiation function to create an instance of a class.It finds the class instantiation function by looking in the class directory for anM-file that has the same name as the class. For example, if the name of theclass is Parameter, Simulink looks for an M-file named Parameter.m andcontaining a function named Parameter that returns a handle to the function.A minimal instantiation function takes no arguments and simply invokes thedefault instantiation function for the class as illustrated in the followingexample.
 function h = Parameter()% Class instantiation function.% Instantiate classh = UserDefined.Parameter;
 An instantiation function can optionally take a variable number of arguments.The function can use the optional arguments to initialize the properties of theobject as illustrated in the following example.
 function h = Parameter(varargin)% Class instantiation function.% Instantiate classh = UserDefined.Parameter;
 % Initialize property values (optional)if nargin == 1 % If only one argument provided, treat it as the "Value".
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 h.Value = varargin{1};end
 Creating Data Object PropertiesA data object class inherits the properties of its parent class. You can defineadditional properties for the class in its constructor. To do so, pass an n-by-3cell array to the class constructor function (see “create_user_class” onpage 4-59) where n is the number of properties to be specified. Each row of thearray should specify the name (e.g., 'angle'), type (e.g., 'double'), and defaultvalue of the corresponding property.
 The Simulink.Signal and Simulink.Parameter classes are likely to acquirenew properties in future releases. Consequently, when deriving classes fromthese classes, you should use property names that are not likely to conflict withnames of future properties of these classes. One approach to avoid a namingconflict is to append your company’s name to names of properties of derivedclasses.
 Data Object FunctionsSimulink provides the following functions for creating and manipulatingSimulink data objects and classes.
 create_user_class. Use this function in a class constructor file (schema.m) tocreate a new data object class. It takes three arguments
 • The qualified name of the new class (e.g., 'UserDefined.Parameter')
 • The qualified name of the parent of the new class (e.g.,'Simulink.Parameter')
 • A cell array specifying the properties of the new class (see “Creating DataObject Properties” on page 4-59)
 create_user_enumtype. Use this function in a class constructor to create anenumerated data type, that is, a data type with a specified set of valid values.You can then use the enumerated type as the type of one or more of a class’sproperties. The create_user_enumtype function takes two arguments.
 • The name of the enumerated type
 • A cell array specifying the set of values that are valid for instances of thistype
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 For example, the following code creates an enumerated type named colors.
 create_user_enumtype('colors', {'red', 'green', 'blue'});
 findpackage. Returns a handle to a package object, for example,
 h_SimulinkPackage = findpackage('Simulink');
 findclass. Returns a handle to a class, for example,
 h_SimulinkParameter = findclass(h_SimulinkPackage, 'Parameter');
 findproperty. Returns a handle to an object property, for example,
 h_ParamValue = findparameter(h_SimulinkParameter, 'Value');
 The Simulink Data ExplorerThe Simulink Data Explorer allows you to display and set the values ofvariables and data objects in the MATLAB workspace. To open the DataExplorer, choose Data explorer from the Simulink Tools menu or typeslexplr at the MATLAB prompt. The Data Explorer dialog box appears.
 The Data Explorer contains two panes. The left pane lists variables defined inthe MATLAB workspace. Use the Filter option control to specify the types ofvariables to be displayed (for example, all variables or Simulink data objectsonly). The right pane displays the value of the variable selected in the left pane.To create, rename, or delete an object, click the right mouse button in the left

Page 131
                        
                        

Working with Data Objects
 4-61
 pane. To display the fields of a property structure, click the + button next to theproperty’s name.
 To change a value, click the value. If the value is a string, edit the string. If theproperty must be set to one of a predefined set of values, the Data Explorerdisplays a drop down list displaying valid values. Select the value you want. Ifthe value is an array, the Data Explorer displays an array editor
 that allows you to set the dimensions of the array and the values of eachelement.
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 Summary of Mouse and Keyboard ActionsThese tables summarize the use of the mouse and keyboard to manipulateblocks, lines, and signal labels. LMB means press the left mouse button; CMB,the center mouse button; and RMB, the right mouse button.
 The first table lists mouse and keyboard actions that apply to blocks.
 Table 4-3: Manipulating Blocks
 Task Microsoft Windows UNIX
 Select one block LMB LMB
 Select multipleblocks
 Shift + LMB Shift + LMB; or CMBalone
 Select next block Tab Tab
 Select previousblock
 Shift + Tab Shift + Tab
 Copy block fromanother window
 Drag block Drag block
 Move block Drag block Drag block
 Duplicate block Ctrl + LMB and drag;or RMB and drag
 Ctrl + LMB and drag;or RMB and drag
 Connect blocks LMB LMB
 Disconnect block Shift + drag block Shift + drag block; orCMB and drag
 Open selectedsubsystem
 Enter Return
 Go to parent ofselected subsystem
 Esc Esc
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 The next table lists mouse and keyboard actions that apply to lines.
 The next table lists mouse and keyboard actions that apply to signal labels.
 Table 4-4: Manipulating Lines
 Task Microsoft Windows UNIX
 Select one line LMB LMB
 Select multiple lines Shift + LMB Shift + LMB; or CMBalone
 Draw branch line Ctrl + drag line; orRMB and drag line
 Ctrl + drag line; orRMB + drag line
 Route lines aroundblocks
 Shift + draw linesegments
 Shift + draw linesegments; or CMB anddraw segments
 Move line segment Drag segment Drag segment
 Move vertex Drag vertex Drag vertex
 Create linesegments
 Shift + drag line Shift + drag line; orCMB + drag line
 Table 4-5: Manipulating Signal Labels
 Action Microsoft Windows UNIX
 Create signal label Double-click on line,then type label
 Double-click on line,then type label
 Copy signal label Ctrl + drag label Ctrl + drag label
 Move signal label Drag label Drag label
 Edit signal label Click in label, then edit Click in label, then edit
 Delete signal label Shift + click on label,then press Delete
 Shift + click on label,then press Delete
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 The next table lists mouse and keyboard actions that apply to annotations.
 Table 4-6: Manipulating Annotations
 Action Microsoft Windows UNIX
 Create annotation Double-click indiagram, then type text
 Double-click indiagram, then type text
 Copy annotation Ctrl + drag label Ctrl + drag label
 Move annotation Drag label Drag label
 Edit annotation Click in text, then edit Click in text, then edit
 Delete annotation Shift + selectannotation, then pressDelete
 Shift + selectannotation, then pressDelete
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 Creating SubsystemsAs your model increases in size and complexity, you can simplify it by groupingblocks into subsystems. Using subsystems has these advantages:
 • It helps reduce the number of blocks displayed in your model window.
 • It allows you to keep functionally related blocks together.
 • It enables you to establish a hierarchical block diagram, where a Subsystemblock is on one layer and the blocks that make up the subsystem are onanother.
 You can create a subsystem in two ways:
 • Add a Subsystem block to your model, then open that block and add theblocks it contains to the subsystem window.
 • Add the blocks that make up the subsystem, then group those blocks into asubsystem.
 Creating a Subsystem by Adding the Subsystem BlockTo create a subsystem before adding the blocks it contains, add a Subsystemblock to the model, then add the blocks that make up the subsystem:
 1 Copy the Subsystem block from the Signals & Systems library into yourmodel.
 2 Open the Subsystem block by double-clicking on it.
 Simulink opens the subsystem in the current or a new model window,depending on the model window reuse mode that you have selected (see“Window Reuse” on page 4-67).
 3 In the empty Subsystem window, create the subsystem. Use Inport blocks torepresent input from outside the subsystem and Outport blocks to representexternal output. For example, the subsystem below includes a Sum block
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 and Inport and Outport blocks to represent input to and output from thesubsystem:
 Creating a Subsystem by Grouping Existing BlocksIf your model already contains the blocks you want to convert to a subsystem,you can create the subsystem by grouping those blocks:
 1 Enclose the blocks and connecting lines that you want to include in thesubsystem within a bounding box. You cannot specify the blocks to begrouped by selecting them individually or by using the Select All command.For more information, see “Selecting Multiple Objects Using a BoundingBox” on page 4–7.
 For example, this figure shows a model that represents a counter. The Sumand Unit Delay blocks are selected within a bounding box.
 When you release the mouse button, the two blocks and all the connectinglines are selected.
 2 Choose Create Subsystem from the Edit menu. Simulink replaces theselected blocks with a Subsystem block. This figure shows the model afterchoosing the Create Subsystem command (and resizing the Subsystemblock so the port labels are readable).
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 If you open the Subsystem block, Simulink displays the underlying system, asshown below. Notice that Simulink adds Inport and Outport blocks torepresent input from and output to blocks outside the subsystem.
 As with all blocks, you can change the name of the Subsystem block. Also, youcan customize the icon and dialog box for the block using the masking feature,described in Chapter 7, “Using Masks to Customize Blocks.”
 Model Navigation CommandsSubsystems allow you to create a hierarchical model comprising many layers.You can navigate this hierarchy, using the Simulink Model Browser (see“Searching and Browsing Models” on page 4-94) and/or the following modelnavigation commands.
 • Open
 The Open command opens the currently selected subsystem. To execute thecommand, choose Open from the Simulink Edit menu, type Enter, ordouble-click the subsystem.
 • Go to Parent
 The Go to Parent command displays the parent of the subsystem displayedin the current window. To execute the command, type Esc or select Go toParent from the Simulink View menu.
 Window ReuseYou can specify whether Simulink ‘s model navigation commands use thecurrent window or a new window to display a subsystem or its parent. Reusingwindows avoids cluttering your screen with windows. Creating a window foreach subsystem allows you to view subsystems side-by-side with their parentsor siblings. To specify your preference regarding window reuse, select

Page 138
                        
                        

4 Creating a Model
 4-68
 Preferences from the Simulink File menu and then select one of the followingWindow reuse type options listed in the Simulink Preferences dialog box.
 Labeling Subsystem PortsSimulink labels ports on a Subsystem block. The labels are the names of Inportand Outport blocks that connect the subsystem to blocks outside the subsystemthrough these ports.
 You can hide (or show) the port labels by
 • selecting the Subsystem block, then choosing Hide Port Labels (or ShowPort Labels) from the Format menu
 • selecting an Inport or Outport block in the subsystem and choosing HideName (or Show Name) from the Format menu
 • Checking the Show port labels option in the Subsystem block’s parameterdialog
 Reuse Type Open Action Go to Parent (Esc) Action
 none Subsystem appears in a newwindow.
 Parent window moves to thefront.
 reuse Subsystem replaces theparent in the current window.
 Parent window replacessubsystem in current window
 replace Subsystem appears in a newwindow. Parent windowdisappears.
 Parent window appears.Subsystem windowdisappears.
 mixed Subsystem appears in its ownwindow.
 Parent window rises to front.Subsystem windowdisappears.
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 This figure shows two models. The subsystem on the left contains two Inportblocks and one Outport block. The Subsystem block on the right shows thelabeled ports.
 Controlling Access to SubsystemsSimulink allows you to control user access to subsystems that reside inlibraries. In particular, you can prevent a user from viewing or modifying thecontents of a library subsystem while still allowing the user to employ thesubsystem in a model.
 To control access to a library subsystem, open the subsystem’s parameterdialog box and set its Access parameter to either ReadOnly or NoReadOrWrite.The first option allows a user to view the contents of the library subsystem andmake local copies but prevents the user from modifying the original librarycopy. The second option prevents the user from viewing the contents of,creating local copies, or modifying the permissions of the library subsystem.See Subsystem on page 9-239 for more information on subsystem accessoptions. Note that both options allow a user to use the library system in modelsby creating links (see “Libraries” on page 4-77).
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 Using Callback RoutinesYou can define MATLAB expressions that execute when the block diagram ora block is acted upon in a particular way. These expressions, called callbackroutines, are associated with block or model parameters. For example, thecallback associated with a block’s OpenFcn parameter is executed when themodel user double-clicks on that block’s name or path changes.
 To define callback routines and associate them with parameters, use theset_param command (see set_param on page 10-27).
 For example, this command evaluates the variable testvar when the userdouble-clicks on the Test block in mymodel:
 set_param('mymodel/Test', 'OpenFcn', testvar)
 You can examine the clutch system (clutch.mdl) for routines associated withmany model callbacks.
 Tracing CallbacksCallback tracing allows you to determine which callbacks Simulink invokesand in what order Simulink invokes them when you open or simulate a model.To enable callback tracking, select the Callback tracing option on theSimulink Preferences dialog box (see “Setting Simulink Preferences” onpage 2-15) or execute set_param(0, 'CallbackTracing', 'on'). This optionscauses Simulink to list callbacks in the MATLAB command window as they areinvoked.
 Model Callback ParametersThis table lists the parameters for which you can define model callbackroutines, and indicate when those callback routines are executed. Routines
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 that are executed before or after actions take place occur immediately before orafter the action.
 Block Callback ParametersThis table lists the parameters for which you can define block callbackroutines, and indicate when those callback routines are executed. Routines
 Parameter When Executed
 CloseFcn Before the block diagram is closed.
 PostLoadFcn After the model is loaded. Defining a callbackroutine for this parameter might be useful forgenerating an interface that requires that themodel has already been loaded.
 InitFcn Called at start of model simulation.
 PostSaveFcn After the model is saved.
 PreLoadFcn Before the model is loaded. Defining a callbackroutine for this parameter might be useful forloading variables used by the model.
 PreSaveFcn Before the model is saved.
 StartFcn Before the simulation starts.
 StopFcn After the simulation stops. Output is written toworkspace variables and files before the StopFcn isexecuted.
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 that are executed before or after actions take place occur immediately before orafter the action.
 Parameter When Executed
 CloseFcn When the block is closed using the close_systemcommand.
 CopyFcn After a block is copied. The callback is recursive forSubsystem blocks (that is, if you copy a Subsystemblock that contains a block for which the CopyFcnparameter is defined, the routine is also executed).The routine is also executed if an add_blockcommand is used to copy the block.
 DeleteFcn Before a block is deleted. This callback is recursivefor Subsystem blocks.
 DestroyFcn When block has been destroyed.
 InitFcn Before the block diagram is compiled and beforeblock parameters are evaluated.
 LoadFcn After the block diagram is loaded. This callback isrecursive for Subsystem blocks.
 ModelCloseFcn Before the block diagram is closed. This callback isrecursive for Subsystem blocks.
 MoveFcn When block is moved or resized.
 NameChangeFcn After a block’s name and/or path changes. When aSubsystem block’s path is changed, it recursivelycalls this function for all blocks it contains aftercalling its own NameChangeFcn routine.
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 OpenFcn When the block is opened. This parameter isgenerally used with Subsystem blocks. The routineis executed when you double-click on the block orwhen an open_system command is called with theblock as an argument. The OpenFcn parameteroverrides the normal behavior associated withopening a block, which is to display the block’sdialog box or to open the subsystem.
 ParentCloseFcn Before closing a subsystem containing the block orwhen the block is made part of a new subsystemusing the new_system command (see new_systemon page 10-22).
 PreSaveFcn Before the block diagram is saved. This callback isrecursive for Subsystem blocks.
 PostSaveFcn After the block diagram is saved. This callback isrecursive for Subsystem blocks.
 StartFcn After the block diagram is compiled and before thesimulation starts. In the case of an S-Functionblock, StartFcn executes immediately before thefirst execution of the block’s mdlProcessParametersfunction. See “Overview of the C MEX S-FunctionRoutines” in Chapter 3 of Writing S-Functions formore information.
 StopFcn At any termination of the simulation. In the case ofan S-Function block, StopFcn executes after theblock’s mdlTerminate function executes. See“Overview of the C MEX S-Function Routines” inChapter 3 of Writing S-Functions for moreinformation.
 UndoDeleteFcn When a block delete is undone.
 Parameter When Executed
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 Parameter When Executed
 CloseFcn When the block is closed using the close_systemcommand.
 CopyFcn After a block is copied. The callback is recursive forSubsystem blocks (that is, if you copy a Subsystemblock that contains a block for which the CopyFcnparameter is defined, the routine is also executed).The routine is also executed if an add_blockcommand is used to copy the block.
 DeleteFcn Before a block is deleted. This callback is recursivefor Subsystem blocks.
 DestroyFcn When block has been destroyed.
 InitFcn Before the block diagram is compiled and beforeblock parameters are evaluated.
 LoadFcn After the block diagram is loaded. This callback isrecursive for Subsystem blocks.
 ModelCloseFcn Before the block diagram is closed. This callback isrecursive for Subsystem blocks.
 MoveFcn When block is moved or resized.
 NameChangeFcn After a block’s name and/or path changes. When aSubsystem block’s path is changed, it recursivelycalls this function for all blocks it contains aftercalling its own NameChangeFcn routine.
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 OpenFcn When the block is opened. This parameter isgenerally used with Subsystem blocks. The routineis executed when you double-click on the block orwhen an open_system command is called with theblock as an argument. The OpenFcn parameteroverrides the normal behavior associated withopening a block, which is to display the block’sdialog box or to open the subsystem.
 ParentCloseFcn Before closing a subsystem containing the block orwhen the block is made part of a new subsystemusing the new_system command (see new_systemon page 10-22).
 PreSaveFcn Before the block diagram is saved. This callback isrecursive for Subsystem blocks.
 PostSaveFcn After the block diagram is saved. This callback isrecursive for Subsystem blocks.
 StartFcn After the block diagram is compiled and before thesimulation starts. In the case of an S-Functionblock, StartFcn executes immediately before thefirst execution of the block’s mdlProcessParametersfunction. See “Overview of the C MEX S-FunctionRoutines” in Chapter 3 of Writing S-Functions formore information.
 StopFcn At any termination of the simulation. In the case ofan S-Function block, StopFcn executes after theblock’s mdlTerminate function executes. See“Overview of the C MEX S-Function Routines” inChapter 3 of Writing S-Functions for moreinformation.
 UndoDeleteFcn When a block delete is undone.
 Parameter When Executed

Page 146
                        
                        

4 Creating a Model
 4-76
 Tips for Building ModelsHere are some model-building hints you might find useful:
 • Memory issues
 In general, the more memory, the better Simulink performs.
 • Using hierarchy
 More complex models often benefit from adding the hierarchy of subsystemsto the model. Grouping blocks simplifies the top level of the model and canmake it easier to read and understand the model. For more information, see“Creating Subsystems” on page 4–65. The Model Browser (see “The ModelBrowser” on page 4-99) provides useful information about complex models.
 • Cleaning up models
 Well organized and documented models are easier to read and understand.Signal labels and model annotations can help describe what is happening ina model. For more information, see “Signal Names” on page 4–37 and“Drawing a Line Between Blocks” on page 4–22.
 • Modeling strategies
 If several of your models tend to use the same blocks, you might find it easierto save these blocks in a model. Then, when you build new models, just openthis model and copy the commonly used blocks from it. You can create a blocklibrary by placing a collection of blocks into a system and saving the system.You can then access the system by typing its name in the MATLAB commandwindow.
 Generally, when building a model, design it first on paper, then build it usingthe computer. Then, when you start putting the blocks together into a model,add the blocks to the model window before adding the lines that connectthem. This way, you can reduce how often you need to open block libraries.

Page 147
                        
                        

Libraries
 4-77
 LibrariesLibraries enable users to copy blocks into their models from external librariesand automatically update the copied blocks when the source blocks change.Using libraries allows users who develop their own block libraries, or who usethose provided by others (such as blocksets), to ensure that their modelsautomatically include the most recent versions of these blocks.
 TerminologyIt is important to understand the terminology used with this feature.
 Library – A collection of library blocks. A library must be explicitly createdusing New Library from the File menu.
 Library block – A block in a library.
 Reference block – A copy of a library block.
 Link – The connection between the reference block and its library block thatallows Simulink to update the reference block when the library block changes.
 Copy – The operation that creates a reference block from either a library blockor another reference block.
 This figure illustrates this terminology.
 Creating a LibraryTo create a library, select Library from the New submenu of the File menu.Simulink displays a new window, labeled Library: untitled. If an untitledwindow already appears, a sequence number is appended.
 You can create a library from the command line using this command.
 new_system('newlib', 'Library')
 link
 copylibraryblock
 referenceblock
 Library (Source) Model or Library (Destination)
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 This command creates a new library named 'newlib'. To display the library,use the open_system command. These commands are described in Chapter 10,“Model Construction Commands.”.
 The library must be named (saved) before you can copy blocks from it.
 Modifying a LibraryWhen you open a library, it is automatically locked and you cannot modify itscontents. To unlock the library, select Unlock Library from the Edit menu.Closing the library window locks the library.
 Creating a Library LinkTo create a link to a library block in a model, copy the block’s icon from thelibrary to the model (see “Copying and Moving Blocks from One Window toAnother” on page 4-10) or by dragging the block from the Library Browser (see“Browsing Block Libraries” on page 4-83) into the model window.
 When you copy a library block into a model or another library, Simulink createsa link to the library block. The reference block is a copy of the library block. Youcan change the values of the reference block’s parameters but you cannot maskthe block or, if it is masked, edit the mask. Also, you cannot set callbackparameters for a reference block. If the link is to a subsystem, you can modifythe contents of the reference subsystem (see “Modifying a Linked Subsystem”on page 4-79).
 The library and reference blocks are linked by name; that is, the reference blockis linked to the specific block and library whose names are in effect at the timethe copy is made.
 If Simulink is unable to find either the library block or the source library onyour MATLAB path when it attempts to update the reference block, the linkbecomes unresolved. Simulink issues an error message and displays theseblocks using red dashed lines. The error message is
 Failed to find block "source-block-name" in library "source-library-name"referenced by block"reference-block-path".
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 The unresolved reference block is displayed like this (colored red).
 To fix a bad link, you must either:
 • Delete the unlinked reference block and copy the library block back into yourmodel.
 • Add the directory that contains the required library to the MATLAB pathand select Update Diagram from the Edit menu.
 • Double-click on the reference block. On the dialog box that appears, correctthe pathname and click on Apply or Close.
 Disabling Library LinksSimulink allows you to disable linked blocks in a model. Simulink ignoresdisabled links when simulating a model. To disable a link, select the link,choose Link options from the model window’s Edit or context menu, thenchoose Disable link. To restore a disabled link, choose Restore link from theLink Options menu.
 Modifying a Linked SubsystemSimulink allows you to modify subsystems that are library links. If yourmodifications alter the structure of the subsystem, you must disable the linkfrom the reference block to the library block . If you attempt to modify thestructure of a subsystem link, Simulink prompts you to disable the link.Examples of structural modifications include adding or deleting a block or lineor change the number of ports on a block. Examples of nonstructural changesinclude changes to parameter values that do not affect the structure of thesubsystem.
 Propagating Link ModificationsSimulink allows a model to have active links with nonstructural but notstructural changes. If you restore a link that has structural changes, Simulinkprompts you to either propagate or discard the changes. If you choose topropogate the changes, Simulink updates the library block with the changes
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 made in the reference block. If you choose to discard the changes, Simulinkreplaces the modified reference block with the original library block. In eithercase, the end result is that the reference block is an exact copy of the libraryblock.
 If you restore a link with nonstructural changes, Simulink enables the linkwithout prompting you to propagate or discard the changes. If you want topropagate or discard the changes at a later time, select the reference block,choose Link options from the model window’s Edit or context menu, thenchoose Propagate/Discard changes. If you want to view the nonstructuralparameter differences between a reference block and its corresponding libraryblock, choose View changes from the Link options menu.
 Updating a Linked BlockSimulink updates out-of-date reference blocks in a model or library at thesetimes:
 • When the model or library is loaded
 • When you select Update Diagram from the Edit menu or run the simulation
 • When you query the LinkStatus parameter of a block using the get_paramcommand (see “Library Link Status” on page 4-81)
 • When you use the find_system command
 Breaking a Link to a Library BlockYou can break the link between a reference block and its library block to causethe reference block to become a simple copy of the library block, unlinked to thelibrary block. Changes to the library block no longer affect the block. Breakinglinks to library blocks enables you to transport a model as a stand-alone model,without the libraries.
 To break the link between a reference block and its library block, first disablethe block. Then select the block and choose Break Library Link from the Linkoptions menu. You can also break the link between a reference block and itslibrary block from the command line by changing the value of the LinkStatusparameter to 'none' using this command.
 set_param('refblock', 'LinkStatus', 'none')
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 You can save a system and break all links between reference blocks and libraryblocks using this command.
 save_system('sys', 'newname', 'BreakLinks')
 Finding the Library Block for a Reference BlockTo find the source library and block linked to a reference block, select thereference block, then choose Go To Library Link from the Link optionssubmenu of the model window’s Edit or context menu. If the library is open,Simulink selects the library block (displaying selection handles on the block)and makes the source library the active window. If the library is not open,Simulink opens it and selects the library block.
 Library Link StatusAll blocks have a LinkStatus parameter that indicates whether the block is areference block. The parameter can have these values.
 Status Description
 none Block is not a reference block.
 resolved Link is resolved.
 unresolved Link is unresolved.
 implicit Block is within a linked block.
 inactive Link is disabled.
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 Displaying Library LinksSimulink optionally displays an arrow in the bottom left corner of each iconthat represents a library link in a model.
 This arrow allows you to tell at a glance whether an icon represents a link to alibrary block or a local instance of a block. To enable display of library links,select Library Link Display from the model window’s Format menu and thenselect either User (displays only links to user libraries) or All (displays alllinks).
 The color of the link arrow indicates the status of the link.
 Getting Information About Library BlocksUse the libinfo command to get information about reference blocks in asystem. The format for the command is
 libdata = libinfo(sys)
 where sys is the name of the system. The command returns a structure of sizen-by-1, where n is the number of library blocks in sys. Each element of thestructure has four fields:
 • Block, the block path
 Color Status
 Black Active link
 Grey Inactive link
 Red Active and modified
 library link
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 • Library, the library name
 • ReferenceBlock, the reference block path
 • LinkStatus, the link status, either 'resolved' or 'unresolved'
 Browsing Block LibrariesThe Library Browser lets you quickly locate and copy library blocks into amodel. To display the Library Browser, click the Library Browser button inthe toolbar of the MATLAB desktop or Simulink model window or typesimulink at the MATLAB command line.
 Note The Library Browser is available only on Microsoft Windows platforms.
 The Library Browser contains three panes.
 Tree Pane Icon Pane
 Documentation Pane
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 The tree pane displays all the block libraries installed on your system. The iconpane displays the icons of the blocks that reside in the library currently seletedin the tree pane. The documentation pane displays documentation for the blockselected in the icon pane.
 You can locate blocks either by navigating the Library Browser’s library treeor by using the Library Browser’s search facility.
 Navigating the Library TreeThe library tree displays a list of all the block libraries installed on the system.You can view or hide the contents of libraries by expanding or collapsing thetree using the mouse or keyboard. To expand/collapse the tree, click the +/-buttons next to library entries or select an entry and press the +/- or right/leftarrow key on your keyboard. Use the up/down arrow keys to move up or downthe tree.
 Searching LibrariesTo find a particular block, enter the block’s name in the edit field next to theLibrary Browser’s Find button and then click the Find button.
 Opening a LibraryTo open a library, right-click the library’s entry in the browser. Simulinkdisplays an Open Library button. Select the Open Library button to open thelibrary.
 Creating and Opening ModelsTo create a model, select the New button on the Library Browser’s toolbar. Toopen an existing model, select the Open button on the toolbar.
 Copying BlocksTo copy a block from the Library Browser into a model, select the block in thebrowser, drag the selected block into the model window, and drop it where youwant to create the copy.
 Displaying Help on a BlockTo display help on a block, right-click the block in the Library Browser andselect the button that subsequently pops up.
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 Pinning the Library Browser To keep the Library Browser above all other windows on your desktop, selectthe PushPin button on the browser’s toolbar.
 Adding Libraries to the Library BrowserIf you want a library that you have created to appear in the Library Browser,you must create an slblocks.m file that describes the library in the directorythat contains it. The easiest way to create an slblocks.m file is to use anexisting slblocks.m file as a template. You can find all existing slblocks.mfiles on your system by typing
 which('slblocks.m', '-all')
 at the MATLAB command prompt. Copy any of the displayed files to yourlibrary’s directory. Then, open the copy, edit it, following the instructionsincluded in the file, and save the result. Finally, add your library’s directory tothe MATLAB path, if necessary. The next time you open the Library Browser,your library should appear among the libraries displayed in the browser.
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 Modeling EquationsOne of the most confusing issues for new Simulink users is how to modelequations. Here are some examples that may improve your understanding ofhow to model equations.
 Converting Celsius to FahrenheitTo model the equation that converts Celsius temperature to Fahrenheit
 TF = 9/5(TC) + 32
 First, consider the blocks needed to build the model:
 • A Ramp block to input the temperature signal, from the Sources library
 • A Constant block to define a constant of 32, also from the Sources library
 • A Gain block to multiply the input signal by 9/5, from the Math library
 • A Sum block to add the two quantities, also from the Math library
 • A Scope block to display the output, from the Sinks library
 Next, gather the blocks into your model window.
 Assign parameter values to the Gain and Constant blocks by opening(double-clicking on) each block and entering the appropriate value. Then, clickon the Close button to apply the value and close the dialog box.
 Now, connect the blocks.
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 The Ramp block inputs Celsius temperature. Open that block and change theInitial output parameter to 0. The Gain block multiplies that temperature bythe constant 9/5. The Sum block adds the value 32 to the result and outputs theFahrenheit temperature.
 Open the Scope block to view the output. Now, choose Start from theSimulation menu to run the simulation. The simulation will run for 10seconds.
 Modeling a Simple Continuous SystemTo model the differential equation,
 where u(t) is a square wave with an amplitude of 1 and a frequency of 1rad/sec. The Integrator block integrates its input, x′, to produce x. Other blocksneeded in this model include a Gain block and a Sum block. To generate asquare wave, use a Signal Generator block and select the Square Wave formbut change the default units to radians/sec. Again, view the output using aScope block. Gather the blocks and define the gain.
 In this model, to reverse the direction of the Gain block, select the block, thenuse the Flip Block command from the Format menu. Also, to create the branchline from the output of the Integrator block to the Gain block, hold down theCtrl key while drawing the line. For more information, see “Drawing a BranchLine” on page 4–23. Now you can connect all the blocks.
 An important concept in this model is the loop that includes the Sum block, theIntegrator block, and the Gain block. In this equation, x is the output of theIntegrator block. It is also the input to the blocks that compute x′, on which itis based. This relationship is implemented using a loop.
 x′ t( ) 2x t( )– u t( )+=
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 The Scope displays x at each time step. For a simulation lasting 10 seconds, theoutput looks like this.
 The equation you modeled in this example can also be expressed as a transferfunction. The model uses the Transfer Fcn block, which accepts u as input andoutputs x. So, the block implements x/u. If you substitute sx for x′ in the aboveequation, you get
 Solving for x gives
 or,
 The Transfer Fcn block uses parameters to specify the numerator anddenominator coefficients. In this case, the numerator is 1 and the denominatoris s+2. Specify both terms as vectors of coefficients of successively decreasingpowers of s. In this case the numerator is [1] (or just 1) and the denominatoris [1 2]. The model now becomes quite simple.
 The results of this simulation are identical to those of the previous model.
 sx 2x– u+=
 x u s 2+( )⁄=
 x u⁄ 1 s 2+( )⁄=
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 Saving a ModelYou can save a model by choosing either the Save or Save As command fromthe File menu. Simulink saves the model by generating a specially formattedfile called the model file (with the .mdl extension) that contains the blockdiagram and block properties. The format of the model file is described inAppendix B, “Model File Format.”
 If you are saving a model for the first time, use the Save command to providea name and location to the model file. Model file names must start with a letterand can contain no more than 31 letters, numbers, and underscores.
 If you are saving a model whose model file was previously saved, use the Savecommand to replace the file’s contents or the Save As command to save themodel with a new name or location.
 Simulink follows this procedure while saving a model:
 1 If the mdl file for the model already exists, it is renamed as a temporary file.
 2 Simulink executes all block PreSaveFcn callback routines, then executes theblock diagram’s PreSaveFcn callback routine.
 3 Simulink writes the model file to a new file using the same name and anextension of mdl.
 4 Simulink executes all block PostSaveFcn callback routines, then executesthe block diagram’s PostSaveFcn callback routine.
 5 Simulink deletes the temporary file.
 If an error occurs during this process, Simulink renames the temporary file tothe name of the original model file, writes the current version of the model to afile with an .err extension, and issues an error message. Simulink performssteps 2 through 4 even if an error occurs in an earlier step.
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 Printing a Block DiagramYou can print a block diagram by selecting Print from the File menu (on aMicrosoft Windows system) or by using the print command in the MATLABcommand window (on all platforms).
 On a Microsoft Windows system, the Print menu item prints the block diagramin the current window.
 Print Dialog BoxWhen you select the Print menu item, the Print dialog box appears. The Printdialog box enables you to selectively print systems within your model. Usingthe dialog box, you can:
 • Print the current system only
 • Print the current system and all systems above it in the model hierarchy
 • Print the current system and all systems below it in the model hierarchy,with the option of looking into the contents of masked and library blocks
 • Print all systems in the model, with the option of looking into the contents ofmasked and library blocks
 • Print an overlay frame on each diagram
 The portion of the Print dialog box that supports selective printing is similaron supported platforms. This figure shows how it looks on a Microsoft Windowssystem. In this figure, only the current system is to be printed.
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 When you select either the Current system and below or All systems option,two check boxes become enabled. In this figure, All systems is selected.
 Selecting the Look Under Mask Dialog check box prints the contents ofmasked subsystems when encountered at or below the level of the currentblock. When printing all systems, the top-level system is considered the currentblock so Simulink looks under any masked blocks encountered.
 Selecting the Expand Unique Library Links check box prints the contents oflibrary blocks when those blocks are systems. Only one copy is printedregardless of how many copies of the block are contained in the model. For moreinformation about libraries, see “Libraries” on page 4-77.
 The print log lists the blocks and systems printed. To print the print log, selectthe Include Print Log check box.
 Selecting the Frame check box prints a title block frame on each diagram.Enter the path to the title block frame in the adjacent edit box. You can createa customized title block frame, using MATLAB’s frame editor. See frameeditin the online MATLAB reference for information on using the frame editor tocreate title block frames.
 Print CommandThe format of the print command is
 print –ssys –device filename
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 sys is the name of the system to be printed. The system name must be precededby the s switch identifier and is the only required argument. sys must be openor must have been open during the current session. If the system namecontains spaces or takes more than one line, you need to specify the name as astring. See the examples below.
 device specifies a device type. For a list and description of device types, seeUsing MATLAB Graphics.
 filename is the PostScript file to which the output is saved. If filename exists,it is replaced. If filename does not include an extension, an appropriate one isappended.
 For example, this command prints a system named untitled.
 print –suntitled
 This command prints the contents of a subsystem named Sub1 in the currentsystem.
 print –sSub1
 This command prints the contents of a subsystem named Requisite Friction.
 print (['–sRequisite Friction'])
 The next example prints a system named Friction Model, a subsystem whosename appears on two lines. The first command assigns the newline characterto a variable; the second prints the system.
 cr = sprintf('\n');print (['–sFriction' cr 'Model'])
 To print the currently selected subsystem, enter
 print(['-s', gcb])
 Specifying Paper Size and OrientationSimulink lets you specify the type and orientation of the paper used to print amodel diagram. You can do this on all platforms by setting the model’sPaperType and PaperOrientation properties, respectively (see “Model andBlock Parameters” on page A-1), using the set_param command. You can setthe paper orientation alone, using MATLAB’s orient command. On Windows,
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 the Print and Printer Setup dialog boxes lets you set the page type andorientation properties as well.
 Positioning and Sizing a DiagramYou can use a model’s PaperPositionMode and PaperPosition parameters toposition and size the model’s diagram on the printed page. The value of thePaperPosition parameter is a vector of form [left bottom width height].The first two elements specify the bottom left corner of a rectangular area onthe page, measured from the page’s bottom left corner. The last two elementsspecify the width and height of the rectangle. When the model’sPaperPositionMode is manual, Simulink positions (and scales, if necessary)the model’s diagram to fit inside the specified print rectangle. For example, thefollowing commands
 vdpset_param(‘vdp’, ‘PaperType’, ‘usletter’)set_param('vdp', 'PaperOrientation', 'landscape')set_param(‘vdp’, ‘PaperPositionMode’, ‘manual’)set_param(‘vdp’, ‘PaperPosition’, [0.5 0.5 4 4])print -svdp
 print the block diagram of the vdp sample model in the lower left corner of aU.S. letter-size page in landscape orientation.
 If PaperPositionMode is auto, Simulink centers the model diagram on theprinted page, scaling the diagram, if necessary, to fit the page.
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 Searching and Browsing ModelsSimulink provides you with tools for searching and browsing models. These canbe useful when you need to view or modify an object but do not know where itis located.
 Searching for ObjectsTo find a block, signal, state, or other object in a model, select Find fromSimulink’s Edit menu. Simulink displays the Find dialog box.

Page 165
                        
                        

Searching and Browsing Models
 4-95
 To find an object with the Find dialog box, first use the Filter options (see“Filter Options” on page 4-96) and Search criteria (see “Search Criteria” onpage 4-96) panels to specify the characteristics of the object you want to find.Next, if you have more than one system or subystem open, select the system orsubsystem where you want the search to begin from the Start in system list.Finally, select the Find button. Simulink searches the selected system forobjects that meet the criteria you have specified. Any objects that satisfy thecriteria appear in the results panel at the bottom of the Find dialog box.
 You can display an object by double-clicking its entry in the search results list.Simulink opens the system or subsystem that contains the object (if necessary)and highlights and selects the object. To sort the results list, click any of thebuttons at the top of each column. For example, to sort the results by objecttype, click the Type button. Clicking a button once sorts the list in ascendingorder, clicking it twice sorts it in descending order. To display an object’sparameters or properties, select the object in the list. Then press the rightmouse button and select Parameter or Properties from the resulting contextmenu.
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 Filter OptionsThe Filter options panel allows you to specify what kinds of objects to look forand where to search for them.
 Object type list. The object type list lists the types of objects that the Simulinkcan find. By unchecking a type, you can exclude it from the Finder’s search.
 Look inside masked subsystem. Checking this option causes Simulink to look forobjects inside of masked subsystems.
 Look inside linked systems. Checking this option causes Simulink to look forobjects inside subsystems linked to libraries.
 Search CriteriaThe Search criteria panel allows you to specify the criteria that objects mustmeet to satisfy your search request.
 Basic. The Basic panel allows you to search for objects whose name and,optionally, dialog parameters match a specified text string. Enter the searchtext in the panel’s Find what field. To display previous search text, select thedropdown list button next to the Find what field. To reenter text, click it in thedropdown list. Check Search block dialog parameters if you want dialogparameters to be included in the search.
 Object type list
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 Advanced. The Advanced panel allows you to specify a set of as many as sevenproperties that an object must have to satisfy your search request.
 To specify a property, type its name in one of the cells in the Property columnof the Advanced pane or select the property from the cell’s property list. Todisplay the list, select the down arrow button next to the cell. Next enter thevalue of the property in the Value column next to the property name. When youenter a property name, the Finder checks the check box next to the propertyname in the Select column. This indicates that the property is to be includedin the search. If you want to exclude the property, uncheck the check box.
 Match case. Check this option if you want Simulink to consider case whenmatching search text against the value of an object property.
 Other match options. Next to the Match case option is a list that specifies othermatch options that you can select.
 • Match whole word
 Specifies a match if the property value and the search text are identicalexcept possibly for case.
 • Contains word
 Specifies a match if a property value includes the search text.
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 • Regular expression
 Specifies that the search text should be treated as a regular expression whenmatched against property values. The following characters have specialmeanings when they appear in a regular expression.
 Character Meaning
 ^ Matches start of string.
 $ Matches end of string.
 . Matches any character.
 \ Escape character. Causes the next character to have itsordinary meaning. For example, the regular expression \..matches .a and .2 and any other wo-character string thatbegins with a period.
 * Matches zero or more instances of the preceding character.For example, ba* matches b, ba, baa, etc.
 + Matches one or more instances of the preceding character.For example, ba+ matches ba, baa, etc.
 [] Indicates a set of characters that can match the currentcharacter. A hyphen can be used to indicate a range ofcharacters. For example, [a-zA-Z0-9_]+ matches foo_bar1but not foo$bar. A ^ indicates a match when the currentcharacter is not one of the following characters. Forexample, [^0-9] matches any character that is not a digit.
 \w Matches a word character (same as [a-z_A-Z0-9]).
 \W Matches a nonword character (same as [^a-z_A-Z0-9]).
 \d Matches a digit (same as [0-9]).
 \D Matches a nondigit (same as [^0-9]).
 \s Matches white space (same as [ \t\r\n\f]).
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 The Model BrowserThe Model Browser enables you to:
 • Navigate a model hierarchically
 • Open systems in a model directly
 • Determine the blocks contained in a model
 • Use your source control system to manage the model. Refer to “Interfacingwith Source Control Systems” in the MATLAB documentation.
 The browser operates differently on Microsoft Windows and UNIX platforms.
 Using the Model Browser on WindowsTo display the Model Browser, select Model Browser from the Simulink Viewmenu. The model window splits into two panes. The left pane displays thebrowser, a tree-structured view of the block diagram displayed in the rightpane.
 Note The Browser initially visible preference causes Simulink to openmodels by default in the Model Browser. To set this preference, selectPreferences from the Simulink File menu.
 \S Matches nonwhite space (same as [^ \t\r\n\f]).
 \<WORD\> Matches WORD where WORD is any string of word characterssurrounded by white space.
 Character Meaning
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 The top entry in the tree view corresponds to your model. A button next to themodel name allows you to expand or contract the tree view. The expanded viewshows the model’s subsystems. A button next to a subsystem indicates that thesubsystem itself contains subsystems. You can use the button to list thesubsystem’s children. To view the block diagram of the model or any subsystemdisplayed in the tree view, select the subsystem. You can use either the mouseor the keyboard to navigate quickly to any subsystem in the tree view.
 Navigating with the Mouse. Click any subsystem visible in the tree view to selectit. Click the + button next to any subsystem to list the subsystems that itcontains. Click the button again to contract the entry.
 Navigating with the Keyboard. Use the up/down arrows to move the currentselection up or down the tree view. Use the left/right arrow or +/- keys on yournumeric keypad to expand an entry that contains subsystems.
 Showing Library Links. The Model Browser can include or omit library links fromthe tree view of a model. Use the Simulink Preferences dialog box to specifywhether to display library links by default. To toggle display of library links,
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 select Show library links from the Model browser options submenu of theSimulink View menu.
 Showing Masked Subsystems. The Model Browser can include or omit maskedsubsystems from the tree view. If the tree view includes masked subsystems,selecting a masked subsystem in the tree view displays its block diagram in thediagram view. Use the Simulink Preferences dialog box to specify whether todisplay masked subsystems by default. To toggle display of maskedsubsystems, select Look under masks from the Model browser optionssubmenu of the Simulink View menu.
 Using the Model Browser on UNIXTo open the Model Browser, select Show Browser from the File menu. TheModel Browser window appears, displaying information about the currentmodel. This figure shows the Model Browser window displaying the contents ofthe clutch system.
 Contents of the Browser WindowThe Model Browser window consists of:
 • The systems list. The list on the left contains the current system and thesubsystems it contains, with the current system selected.
 Currentsystem andsubsystemsit contains
 Blocks inthe selectedsystem
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 • The blocks list. The list on the right contains the names of blocks in theselected system. Initially, this window displays blocks in the top-levelsystem.
 • The File menu, which contains the Print, Close Model, and Close Browsermenu items.
 • The Options menu, which contains the menu items Open System, LookInto System, Display Alphabetical/Hierarchical List, Expand All, LookUnder Mask Dialog, and Expand Library Links.
 • The Options check boxes and buttons Look Under [M]ask Dialog andExpand [L]ibrary Links check boxes, and Open System and Look IntoSystem buttons. By default, Simulink does not display contents of maskedblocks and blocks that are library links. These check boxes enable you tooverride the default.
 • The block type of the selected block.
 • Dialog box buttons Help, Print, and Close.
 Interpreting List ContentsSimulink identifies masked blocks, reference blocks, blocks with definedOpenFcn parameters, and systems that contain subsystems using thesesymbols before a block or system name:
 • A plus sign (+) before a system name in the systems list indicates that thesystem is expandable, which means that it has systems beneath it.Double-click on the system name to expand the list and display its contentsin the blocks list. When a system is expanded, a minus sign (–) appearsbefore its name.
 • [M] indicates that the block is masked, having either a mask dialog box or amask workspace. For more information about masking, see Chapter 7,“Using Masks to Customize Blocks.”
 • [L] indicates that the block is a reference block. For more information, see“Connecting Blocks” on page 4-22.
 • [O] indicates that an open function (OpenFcn) callback is defined for theblock. For more information about block callbacks, see “Using CallbackRoutines” on page 4-70.
 • [S] indicates that the system is a Stateflow block.

Page 173
                        
                        

Searching and Browsing Models
 4-103
 Opening a SystemYou can open any block or system whose name appears in the blocks list. Toopen a system:
 1 In the systems list, select by single-clicking on the name of the parentsystem that contains the system you want to open. The parent system’scontents appear in the blocks list.
 2 Depending on whether the system is masked, linked to a library block, orhas an open function callback, you open it as follows:
 - If the system has no symbol to its left, double-click on its name or select itsname and click on the Open System button.
 - If the system has an [M] or [O] before its name, select the system name andclick on the Look Into System button.
 Looking into a Masked System or a Linked BlockBy default, the Model Browser considers masked systems (identified by [M])and linked blocks (identified by [L]) as blocks and not subsystems. If you clickon Open System while a masked system or linked block is selected, the ModelBrowser displays the system or block’s dialog box (Open System works thesame way as double-clicking on the block in a block diagram). Similarly, if theblock’s OpenFcn callback parameter is defined, clicking on Open System whilethat block is selected executes the callback function.
 You can direct the Model Browser to look beyond the dialog box or callbackfunction by selecting the block in the blocks list, then clicking on Look IntoSystem. The Model Browser displays the underlying system or block.
 Displaying List Contents AlphabeticallyBy default, the systems list indicates the hierarchy of the model. Systems thatcontain systems are preceded with a plus sign (+). When those systems areexpanded, the Model Browser displays a minus sign (–) before their names. Todisplay systems alphabetically, select the Display Alphabetical List menuitem on the Options menu.
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 Managing Model VersionsSimulink has features that help you to manage multiple versions of a model.
 • As you edit a model, Simulink generates version control information aboutthe model, including a version number, who created and last updated themodel, and an optional change history. Simulink saves the automaticallygenerated version control information with the model. See “Version ControlProperties” on page 4-111 for more information.
 • The Simulink Model Parameters dialog box lets you edit some of the versioncontrol information stored in the model and select various version controloptions (see “Model Properties Dialog” on page 4–106).
 • The Simulink Model Info block lets you display version control information,including information maintained by an external version control system, asan annotation block in a model diagram (see “Model Info” on page 9-162).
 • Simulink version control parameters let you access version controlinformation from the MATLAB command line or an M-file.
 • The Source Control submenu of the Simulink File menu allows you to checkmodels into and out of your your source control system. See “Interfacing withSource Control Systems,” in the MATLAB documentation for moreinformation.
 Specifying the Current UserWhen you create or updates a model, Simulink logs your name in the model forversion control purposes. Simulink assumes that your name is specified by atleast one of the following environment variables: USER, USERNAME, LOGIN, orLOGNAME. If your system does not define any of these variables, Simulink doesnot update the user name in the model.
 UNIX systems define the USER environment variable and set its value to thename you use to log on to your system. Thus, if you are using a UNIX system,you do not have to do anything to enable Simulink to identify you as the currentuser. Windows systems, on the other hand, may define some or none of the“user name” environment variables that Simulink expects, depending on theversion of Windows installed on your system and whether it is connected to anetwork. Use the MATLAB command getenv to determine which of theenvironment variables is defined. For example, enter
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 getenv('user')
 at the MATLAB command line to determine whether the USER environmentvariable exists on your Windows system. If not, you must set it yourself. OnWindows 95 and 98, set the value by entering the following line
 set user=yourname
 in your system’s autoexec.bat file, where yourname is the name by which youwant to be identified in a model file. Save the file autoexec.bat and rebootyour computer for the changes to take effect.
 Note The autoexec.bat file typically is found in the c:\ directory on yoursystem’s hard disk.
 On Windows NT, use the Environment pane of the Windows NT SystemProperties dialog box to set the USER environment variable (if it is not alreadydefined).
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 To display the System Properties dialog box, select Start->Settings->ControlPanel to open the Control Panel. Double-click the System icon. To set the USERvariable, type USER in the Variable field and type your login name in the Valuefield. Click Set to save the new environment variable. Then click OK to closethe dialog box.
 Model Properties DialogThe Model Properties dialog box allows you to edit some version controlparameters and set some related options. To display the dialog box, chooseModel Properties from the Simulink File menu.
 Model Properties PaneThe Model Properties pane lets you edit the following version controlparameters.
 Creator. Name of the person who created this model. Simulink sets thisproperty to the value of the USER environment variable when you create themodel. Edit this field to change the value.
 Created. Date and time this model was created.
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 Model description. Description of the model.
 Options PaneThe Options pane lets you indicate a configuration manager and specifyversion control information formats.
 Configuration manager. Identifies the external configuration manager used tomanage this model. Selecting a configuration manager from the list allows youto include information from the configuration manager in a Model Info blockfor annotation. Setting this option does not determine or activate configurationmanagement for the model. The default Configuration manager setting isDefault(none), indicating that information for a Model Info block is notavailable from a configuration management system. See “Model Info” onpage 9-162 for more information.
 Model version format. Format used to display the model version number in theModel Properties pane and in Model Info blocks. The value of this parametercan be any text string. The text string can include occurrences of the tag%<AutoIncrement:#> where # is an integer. Simulink replaces the tag with an
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 integer when displaying the model’s version number. For example, it displaysthe tag
 1.%<AutoIncrement:2>
 as
 1.2
 Simulink increments # by 1 when saving the model. For example, when yousave the model,
 1.%<1.%<AutoIncrement:2>
 becomes
 1.%<1.%<AutoIncrement:3>
 and Simulink reports the model version number as 1.3.
 “Modified by” format. Format used to display the Last modified by value in theHistory pane, in the history log, and in Model Info blocks. The value of thisfield can be any string. The string can include the tag %<Auto>. Simulinkreplaces occurrences of this tag with the current value of the USER environmentvariable.
 “Modified date” format. Format used to display the Last modified date in theHistory pane, in the history log, and in Model Info blocks. The value of thisfield can be any string. The string can contain the tag %<Auto>. Simulinkreplaces occurrences of this tag with the current date and time.
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 History PaneThe History pane allows you to enable, view, and edit this model’s changehistory.
 Last modified by. Name of the person who last modified this model. Simulink setsthe value of this parameter to the value of the USER environment variable whenyou save a model. You cannot edit this field.
 Last modified date. Date that this model was last modified. Simulink sets thevalue of this parameter to the system date and time when you save a model.You cannot edit this field.
 Modified history update. Specifies whether to prompt a user for a comment whenthis model is saved. If you choose Prompt for Comments When Save, Simulinkprompts you for a comment to store in the model. You would typically use thecomment to document changes you made to the model in the current session.Simulink stores the previous value of this parameter in the model’s changehistory. See “Creating a Model Change History” on page 4–110 for moreinformation.
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 Modified history. History of modifications of this model. Simulink compiles thehistory from comments entered by users when they update the model. You canedit the history at any time by clicking Edit.
 Creating a Model Change HistorySimulink allows you to create and store a record of changes to a model in themodel itself. Simulink compiles the history automatically from comments thatyou or other users enter when they save changes to a model.
 Logging ChangesTo start a change history, select Prompt for Comments When Save for theModified history update option from the History pane on the SimulinkModel Properties dialog box. The next time you save the model, Simulinkdisplays a Log Change dialog box.
 To add an item to the model’s change history, enter the item in the ModifiedComments edit field and click Save. If you do not want to enter an item for thissession, clear the Include “Modified Contents” in “Modified History” option.To discontinue change logging, clear the Show this dialog box next timewhen save option.
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 Editing the Change HistoryTo edit the change history for a model, click the Edit button on the Historypane of the Simulink Model Properties dialog box. Simulink displays themodel’s history in a Modification History dialog box.
 Edit the history displayed in the dialog and select Apply or OK to save thechanges.
 Version Control PropertiesSimulink stores version control information as model parameters in a model.You can access this information from the MATLAB command line or from anM-file, using the Simulink get_param command. The following table describesthe model parameters used by Simulink to store version control information.
 Property Description
 Created Date created.
 Creator Name of the person who created this model.
 ModifiedBy Person who last modified this model.
 ModifiedByFormat Format of the ModifiedBy parameter. Valuecan be an string. The string can include thetag %<Auto>. Simulink replaces the tag withthe current value of the USER environmentvariable.
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 ModifiedDate Date modified.
 ModifiedDateFormat Format of the ModifiedDate parameter.Value can be any string. The string caninclude the tag %<Auto>. Simulink replacesthe tag with the current date and timewhen saving the model.
 ModifiedComment Comment entered by user who last updatedthis model.
 ModifiedHistory History of changes to this model.
 ModelVersion Version number.
 ModelVersionFormat Format of model version number. Can beany string. The string can contain the tag%<AutoIncrement:#> where # is an integer.Simulink replaces the tag with # whendisplaying the version number. Itincrements # when saving the model.
 Description Description of model.
 LastModificationDate Date last modified.
 Property Description
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 Ending a Simulink SessionTerminate a Simulink session by closing all Simulink windows.
 Terminate a MATLAB session by choosing one of these commands from theFile menu:
 • On a Microsoft Windows system: Exit MATLAB
 • On a UNIX system: Quit MATLAB
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 IntroductionYou can run a simulation either by using Simulink menu commands or byentering commands in the MATLAB command window.
 Many users use menu commands while they develop and refine their models,then enter commands in the MATLAB command window to run the simulationin “batch” mode.
 Using Menu CommandsRunning a simulation using menu commands is easy and interactive. Thesecommands let you select an ordinary differential equation (ODE) solver anddefine simulation parameters without having to remember command syntax.An important advantage is that you can perform certain operationsinteractively while a simulation is running:
 • You can modify many simulation parameters, including the stop time, thesolver, and the maximum step size.
 • You can change the solver.
 • You can simulate another system at the same time.
 • You can click on a line to see the signal carried on that line on a floating(unconnected) Scope or Display block.
 • You can modify the parameters of a block, as long as you do not cause achange in:
 - The number of states, inputs, or outputs
 - The sample time
 - The number of zero crossings
 - The vector length of any block parameters
 - The length of the internal block work vectors
 You cannot make changes to the structure of the model, such as adding ordeleting lines or blocks, during a simulation. If you need to make these kindsof changes, you need to stop the simulation, make the change, then start thesimulation again to see the results of the change.
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 Running a Simulation from the Command LineRunning a simulation from the command line allows you to change simulationand block parameters iteratively. For more information, see “Running aSimulation from the Command Line” on page 5–36.
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 Running a Simulation Using Menu CommandsThis section discusses how to use Simulink menu commands and theSimulation Parameters dialog box to run a simulation.
 Setting Simulation Parameters and Choosing the SolverYou set the simulation parameters and select the solver by choosingParameters from the Simulation menu. Simulink displays the SimulationParameters dialog box, which uses three “panes” to manage simulationparameters:
 • The Solver pane allows you to set the start and stop times, choose the solverand specify solver parameters, and choose some output options.
 • The Workspace I/O pane manages input from and output to the MATLABworkspace.
 • The Diagnostics pane allows you to select the level of warning messagesdisplayed during a simulation.
 Each pane of the dialog box, including the parameters you set on the pane, isdiscussed in detail in “The Simulation Parameters Dialog Box” on page 5–8.
 You can specify parameters as valid MATLAB expressions, consisting ofconstants, workspace variable names, MATLAB functions, and mathematicaloperators.
 Applying the Simulation ParametersAfter you have set the simulation parameters and selected the solver, you areready to apply them to your model. Press the Apply button on the bottom of thedialog box to apply the parameters to the model. To apply the parameters andclose the dialog box, press the Close button.
 Starting the SimulationAfter you have applied the solver and simulation parameters to your model,you are ready to run the simulation. Select Start from the Simulation menu torun the simulation. You can also use the keyboard shortcut, Ctrl+T. When youselect Start, the menu item changes to Stop.
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 Your computer beeps to signal the completion of the simulation.
 Note A common mistake that new Simulink users make is to start asimulation while the Simulink block library is the active window. Make sureyour model window is the active window before starting a simulation.
 To stop a simulation, choose Stop from the Simulation menu. The keyboardshortcut for stopping a simulation is Ctrl+T, the same as for starting asimulation.
 You can suspend a running simulation by choosing Pause from the Simulationmenu. When you select Pause, the menu item changes to Continue. Youproceed with a suspended simulation by choosing Continue.
 If the model includes any blocks that write output to a file or to the workspace,or if you select output options on the Simulation Parameters dialog box,Simulink writes the data when the simulation is terminated or suspended.
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 Simulation Diagnostics Dialog BoxIf errors occur during a simulation, Simulink halts the simulation and displaysthe errors in the Simulation Diagnostics dialog box.
 The dialog box has two panes. The upper pane consist of columns that displaythe following information for each error.
 Message. Message type (for example, block error, warning, log)
 Source. Name of the model element (for example, a block) that caused the error.
 Fullpath. Path of the element that caused the error.
 Summary. Error message abbreviated to fit in the column.
 Reported by. Component that reported the error (for example, Simulink,Stateflow, Real-Time Workshop, etc.).
 Double-click to display error source.
 Click to display error source.
 Click to display error message.
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 The lower pane initially contains the full content of the first error messagelisted in the top pane. You can display the content of other messages bysingle-clicking on their entries in the upper pane.
 In addition to displaying the Simulation Diagnostics dialog box, Simulinkalso opens (if necessary) the diagram that contains the error source andhighlights the source.
 You can similarly display other error sources by double-clicking on thecorresponding error message in the top pane, by double-clicking on the name ofthe error source in the error message (highlighted in blue), or by selecting theOpen button on the dialog box.
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 The Simulation Parameters Dialog BoxThis section discusses the simulation parameters, which you specify either onthe Simulation Parameters dialog box or using the sim (see sim on page 5-37)and simset (see simset on page 5-41) commands. Parameters are described asthey appear on the dialog box panes.
 This table summarizes the actions performed by the dialog box buttons thatappear on the bottom of each dialog box pane.
 The Solver PaneThe Solver pane appears when you first choose Parameters from theSimulation menu or when you select the Solver tab.
 The Solver pane allows you to:
 • Set the simulation start and stop times
 • Choose the solver and specify its parameters
 • Select output options
 Table 5-1: Simulation Parameters Dialog Box Buttons
 Button Action
 OK Applies the parameter values and closes the dialog box. Duringa simulation, the parameter values are applied immediately.
 Cancel Changes the parameter values back to the values they hadwhen the dialog box was most recently opened and closes thedialog box.
 Help Displays help text for the dialog box pane.
 Apply Applies the current parameter values and keeps the dialog boxopen. During a simulation, the parameter values are appliedimmediately.
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 Simulation TimeYou can change the start time and stop time for the simulation by entering newvalues in the Start time and Stop time fields. The default start time is 0.0seconds and the default stop time is 10.0 seconds.
 Simulation time and actual clock time are not the same. For example, runninga simulation for 10 seconds will usually not take 10 seconds. The amount oftime it takes to run a simulation depends on many factors, including themodel’s complexity, the solver’s step sizes, and the computer’s clock speed.
 SolversSimulation of Simulink models involves the numerical integration of sets ofordinary differential equations (ODEs). Simulink provides a number of solversfor the simulation of such equations. Because of the diversity of dynamicsystem behavior, some solvers may be more efficient than others at solving aparticular problem. To obtain accurate and fast results, take care whenchoosing the solver and setting parameters.
 You can choose between variable-step and fixed-step solvers. Variable-stepsolvers can modify their step sizes during the simulation. They provide errorcontrol and zero crossing detection. Fixed-step solvers take the same step sizeduring the simulation. They provide no error control and do not locate zerocrossings. For a thorough discussion of solvers, see the MATLABdocumentation.
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 Default solvers. If you do not choose a solver, Simulink chooses one based onwhether your model has states:
 • If the model has continuous states, ode45 is used. ode45 is an excellentgeneral purpose solver. However, if you know that your system is stiff and ifode45 is not providing acceptable results, try ode15s. For a definition of stiff,see the note at the end of the section “Variable-step solvers” on page 5-10.
 • If the model has no continuous states, Simulink uses the variable-step solvercalled discrete and displays a message indicating that it is not using ode45.Simulink also provides a fixed-step solver called discrete. This model showsthe difference between the two discrete solvers.
 With sample times of 0.5 and 0.75, the fundamental sample time for themodel is 0.25 second. The difference between the variable-step and thefixed-step discrete solvers is the time vector that each generates.
 The fixed-step discrete solver generates this time vector.[0.0 0.25 0.5 0.75 1.0 1.25 ...]
 The variable-step discrete solver generates this time vector.[0.0 0.5 0.75 1.0 1.5 2.0 2.25 ...]
 The step size of the fixed-step discrete solver is the fundamental sampletime. The variable-step discrete solver takes the largest possible steps.
 Variable-step solvers. You can choose these variable-step solvers: ode45, ode23,ode113, ode15s, ode23s, and discrete. The default is ode45 for systems withstates, or discrete for systems with no states:
 • ode45 is based on an explicit Runge-Kutta (4,5) formula, theDormand-Prince pair. It is a one-step solver; that is, in computing y(tn), itneeds only the solution at the immediately preceding time point, y(tn–1). Ingeneral, ode45 is the best solver to apply as a “first try” for most problems.
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 • ode23 is also based on an explicit Runge-Kutta (2,3) pair of Bogacki andShampine. It may be more efficient than ode45 at crude tolerances and in thepresence of mild stiffness. ode23 is a one-step solver.
 • ode113 is a variable order Adams-Bashforth-Moulton PECE solver. It may bemore efficient than ode45 at stringent tolerances. ode113 is a multistepsolver; that is, it normally needs the solutions at several preceding timepoints to compute the current solution.
 • ode15s is a variable order solver based on the numerical differentiationformulas (NDFs). These are related to but are more efficient than thebackward differentiation formulas, BDFs (also known as Gear’s method).Like ode113, ode15s is a multistep method solver. If you suspect that aproblem is stiff or if ode45 failed or was very inefficient, try ode15s.
 • ode23s is based on a modified Rosenbrock formula of order 2. Because it is aone-step solver, it may be more efficient than ode15s at crude tolerances. Itcan solve some kinds of stiff problems for which ode15s is not effective.
 • ode23t is an implementation of the trapezoidal rule using a “free”interpolant. Use this solver if the problem is only moderately stiff and youneed a solution without numerical damping.
 • ode23tb is an implementation of TR-BDF2, an implicit Runge-Kutta formulawith a first stage that is a trapezoidal rule step and a second stage that is abackward differentiation formula of order two. By construction, the sameiteration matrix is used in evaluating both stages. Like ode23s, this solvermay be more efficient than ode15s at crude tolerances.
 • discrete (variable-step) is the solver Simulink chooses when it detects thatyour model has no continuous states.
 Note For a stiff problem, solutions can change on a time scale that is veryshort compared to the interval of integration, but the solution of interestchanges on a much longer time scale. Methods not designed for stiff problemsare ineffective on intervals where the solution changes slowly because theyuse time steps small enough to resolve the fastest possible change. Jacobianmatrices are generated numerically for ode15s and ode23s. For moreinformation, see Shampine, L. F., Numerical Solution of Ordinary DifferentialEquations, Chapman & Hall, 1994.
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 Fixed-step solvers. You can choose these fixed-step solvers: ode5, ode4, ode3,ode2, ode1, and discrete:
 • ode5 is the fixed-step version of ode45, the Dormand-Prince formula.
 • ode4 is RK4, the fourth-order Runge-Kutta formula.
 • ode3 is the fixed-step version of ode23, the Bogacki-Shampine formula.
 • ode2 is Heun’s method, also known as the improved Euler formula.
 • ode1 is Euler’s method.
 • discrete (fixed-step) is a fixed-step solver that performs no integration. It issuitable for models having no states and for which zero crossing detectionand error control are not important.
 If you think your simulation may be providing unsatisfactory results, see“Improving Simulation Performance and Accuracy” on page 5–34.
 Solver OptionsThe default solver parameters provide accurate and efficient results for mostproblems. In some cases, however, tuning the parameters can improveperformance. (For more information about tuning these parameters, see“Improving Simulation Performance and Accuracy” on page 5–34). You cantune the selected solver by changing parameter values on the Solver pane.
 Step SizesFor variable-step solvers, you can set the maximum and suggested initial stepsize parameters. By default, these parameters are automatically determined,indicated by the value auto.
 For fixed-step solvers, you can set the fixed step size. The default is also auto.
 Maximum step size. The Max step size parameter controls the largest time stepthe solver can take. The default is determined from the start and stop times.
 Generally, the default maximum step size is sufficient. If you are concernedabout the solver missing significant behavior, change the parameter to preventthe solver from taking too large a step. If the time span of the simulation is verylong, the default step size may be too large for the solver to find the solution.
 hmax
 tstop tstart–
 50--------------------------------=
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 Also, if your model contains periodic or nearly periodic behavior and you knowthe period, set the maximum step size to some fraction (such as 1/4) of thatperiod.
 In general, for more output points, change the refine factor, not the maximumstep size. For more information, see “Refine output” on page 5–16.
 Initial step size. By default, the solvers select an initial step size by examiningthe derivatives of the states at the start time. If the first step size is too large,the solver may step over important behavior. The initial step size parameter isa suggested first step size. The solver tries this step size but reduces it if errorcriteria are not satisfied.
 Minimum step size. Specifies the smallest time step the solver can take. If thesolver needs to take a smaller step to meet error tolerances, it issues a warningindicating the current effective relative tolerance. This parameter can be eithera real number greater than zero or a two-element vector where the firstelement is the minimum step size and the second element is the maximumnumber of minimum step size warnings to be issued before issuing an error.Setting the second element to zero results in an error the first time the solvermust take a step smaller than the specified minimum. This is equivalent tochanging the minimum step size violation diagnostic to error on theDiagnostics panel. Setting the second element to -1 results in an unlimitednumber of warnings. This is also the default if the input is a scalar. The defaultvalues for this parameter are a minimum step size on the order of machineprecision and an unlimited number of warnings.
 Error TolerancesThe solvers use standard local error control techniques to monitor the error ateach time step. During each time step, the solvers compute the state values atthe end of the step and also determine the local error, the estimated error ofthese state values. They then compare the local error to the acceptable error,which is a function of the relative tolerance (rtol) and absolute tolerance (atol).If the error is greater than the acceptable error for any state, the solver reducesthe step size and tries again:
 • Relative tolerance measures the error relative to the size of each state. Therelative tolerance represents a percentage of the state’s value. The default,1e-3, means that the computed state will be accurate to within 0.1%.
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 • Absolute tolerance is a threshold error value. This tolerance represents theacceptable error as the value of the measured state approaches zero.
 The error for the ith state, ei, is required to satisfy
 The following figure shows a plot of a state and the regions in which theacceptable error is determined by the relative tolerance and the absolutetolerance.
 If you specify auto (the default), Simulink sets the absolute tolerance for eachstate initially to 1e-6. As the simulation progresses, Simulink resets theabsolute tolerance for each state to the maximum value that the state hasassumed thus far times the relative tolerance for that state. Thus, if a stategoes from 0 to 1 and reltol is 1e-3, then by the end of the simulation theabstol is set to 1e-3 also. If a state goes from 0 to 1000, then the abstol is setto 1.
 If the computed setting is not suitable, you can determine an appropriatesetting yourself. You might have to run a simulation more than once todetermine an appropriate value for the absolute tolerance. If the magnitudesof the states vary widely, it might be appropriate to specify different absolutetolerance values for different states. You can do this on the Integrator block’sdialog box.
 The Maximum Order for ode15sThe ode15s solver is based on NDF formulas of order one through five.Although the higher order formulas are more accurate, they are less stable. Ifyour model is stiff and requires more stability, reduce the maximum order to 2
 ei max rtol xi atoli,×( )≤
 atol
 rtol*|x|Region in which rtol determines acceptable error
 Region in which atol determines acceptable error
 Sta
 te
 Time
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 (the highest order for which the NDF formula is A-stable). When you choose theode15s solver, the dialog box displays this parameter.
 As an alternative, you might try using the ode23s solver, which is a fixed-step,lower order (and A-stable) solver.
 Multitasking OptionsIf you select a fixed-step solver, the Solver pane of the SimulationParameters dialog box displays a Mode options list. The list allows you toselect one of the following simulation modes.
 MultiTasking. This mode issues an error if it detects an illegal sample ratetransition between blocks, that is, a direct connection between blocks operatingat different sample rates. In real-time multitasking systems, illegal samplerate transitions between tasks can result in a task’s output not being availablewhen needed by another task. By checking for such transitions, multitaskingmode helps you to create valid models of real-world multitasking systems,where sections of your model represent concurrent tasks.
 Use rate transition blocks to eliminate illegal rate transitions from your model.Simulink provides two such blocks: Unit Delay (see Unit Delay on page 9-267)and Zero-Order Hold (see Zero-Order Hold on page 9-275). To eliminate anillegal slow-to-fast transition, insert a Unit Delay block running at the slowrate between the slow output port and the fast input port. To eliminate anillegal fast-to-slow transition, insert a Zero-Order Hold block running at theslow rate between the fast output port and the slow input port. For moreinformation, see Chapter 7, “Models with Multiple Sample Rates,” in theReal-Time Workshop Users Guide.
 SingleTasking. This mode does not check for sample rate transitions amongblocks. This mode is useful when you are modeling a single-tasking system. Insuch systems, task synchronization is not an issue.
 Auto. This option causes Simulink to use single-tasking mode if all blocksoperate at the same rate and multitasking mode if the model contains blocksoperating at different rates.
 Output OptionsThe Output options area of the dialog box enables you to control how muchoutput the simulation generates. You can choose from three options:
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 • Refine output
 • Produce additional output
 • Produce specified output only
 Refine output. The Refine output choice provides additional output points whenthe simulation output is too coarse. This parameter provides an integernumber of output points between time steps; for example, a refine factor of 2provides output midway between the time steps, as well as at the steps. Thedefault refine factor is 1.
 To get smoother output, it is much faster to change the refine factor instead ofreducing the step size. When the refine factor is changed, the solvers generateadditional points by evaluating a continuous extension formula at those points.Changing the refine factor does not change the steps used by the solver.
 The refine factor applies to variable-step solvers and is most useful when usingode45. The ode45 solver is capable of taking large steps; when graphingsimulation output, you may find that output from this solver is not sufficientlysmooth. If this is the case, run the simulation again with a larger refine factor.A value of 4 should provide much smoother results.
 Note This option will not help the solver to locate zero crossings (see “ZeroCrossing Detection” on page 3-14).
 Produce additional output. The Produce additional output choice enables you tospecify directly those additional times at which the solver generates output.When you select this option, Simulink displays an Ouput Times field on theSolver pane. Enter a MATLAB expression in this field that evaluates to anadditional time or a vector of additional times. The additional output isproduced using a continuous extension formula at the additional times. Unlikethe refine factor, this option changes the simulation step size so that time stepscoincide with the times that you have specified for additional output.
 Produce specified output only. The Produce specified output only choice providessimulation output only at the specified output times. This option changes thesimulation step size so that time steps coincide with the times that you havespecified for producing output. This choice is useful when comparing differentsimulations to ensure that the simulations produce output at the same times.
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 Comparing Output options. A sample simulation generates output at these times.
 0, 2.5, 5, 8.5, 10
 Choosing Refine output and specifying a refine factor of 2 generates output atthese times.
 0, 1.25, 2.5, 3.75, 5, 6.75, 8.5, 9.25, 10
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 Choosing the Produce additional output option and specifying [0:10]generates output at these times
 0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10
 and perhaps at additional times, depending on the step-size chosen by thevariable-step solver.
 Choosing the Produce Specified Output Only option and specifying [0:10]generates output at these times.
 0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10
 In general, you should specify output points as integers times a fundamentalstep size, e.g.,
 [1:100]*0.01
 is more accurate than
 [1:0.01:100]
 The Workspace I/O PaneYou can direct simulation output to workspace variables and get input andinitial states from the workspace. On the Simulation Parameters dialog box,select the Workspace I/O tab. This pane appears.
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 Loading Input from the Base WorkspaceSimulink can apply input from a model’s base workspace to the model’stop-level inports during a simulation run. To specify this option, check theInput box in the Load from workspace area of the Workspace I/O pane.Then, enter an external input specification (see below) in the adjacent edit boxand select Apply.
 The external (i.e., from workspace) input can take any of the following forms.
 Array. To use this format, check Input in the Load from workspace pane andselect the Matrix option from the Format list on the Workspace I/O pane.Selecting this option causes Simulink to evaluate the expression next to theInput check box and use the result as the input to the model.
 The expression must evaluate to a real (noncomplex) matrix of data typedouble. The first column of the matrix must be a vector of times in ascendingorder. The remaining columns specify input values. In particular, each columnrepresents the input for a different Inport block signal (in sequential order) andeach row is the input value for the corresponding time point. Simulink linearlyinterpolates or extrapolates input values as necessary, if the Interpolate dataoption is selected for the corresponding inport (see “Interpolate data” onpage 9-122).
 The total number of columns of the input matrix must equal n + 1, where n isthe total number of signals entering the model’s inports.
 The default input expression for a model is [t,u] and the default input formatis Matrix. So if you define t and u in the base workspace, you need only checkthe Input option to input data from the model’s base workspace. For example,suppose that a model has two inports, one of which accepts two signals and theother of which accepts one signal. Also, suppose that the base workspacedefines u and t as follows.
 t = (0:0.1:1)';u = [sin(t), cos(t), 4*cos(t)];
 Note The matrix input format allows you to load only real (noncomplex)scalar or vector data of type double. Use the structure format to inputcomplex data, matrix (2-D) data, and/or data types other than double.
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 Structure with time. Simulink can read data from the workspace in the form of astructure whose name is specified in the Input text field. The input structuremust have two top-level fields: time and signals. The time field contains acolumn vector of the simulation times. The signals field contains an array ofsubstructures, each of which corresponds to a model input port.
 Each signals substructure must contain two fields named values anddimensions, respectively. The values field must contain an array of inputs forthe corresponding input port where each input corresponds to a time pointspecified by the time field. The dimensions field specifies the dimension(s) ofthe input. If each input is a scalar or vector (1-D array) value, the dimensionsfield must be a scalar value that specifies the length of the vector (1 for ascalar). If each input is a matrix (2-D array), the dimensions field must be atwo-element vector whose first element specifies the number of rows in thematrix and whose second element specifies the number of columns.
 If the inputs for a port are scalar or vector values, the values field must be anM-by-N array where M is the number of time points specified by the time fieldand N is the length of each vector value. For example, the following code createsan input structure for loading 11 time samples of a two-element signal vectorof type int8 into a model with a single input port.
 a.time = (0:0.1:1)';c1 = int8([0:1:10]');c2 = int8([0:10:100]');a.signals(1).values = [c1 c2];a.signals(1).dimensions = 2;
 To load this data into the model’s inport, you would check the Input option onthe Workspace I/O pane and enter a in the input expression field.
 If the inputs for a port are matrices (2-D arrays), the values field must be an Mx N-by-T array where M and N are the dimensions of each matrix input and T isthe number of time points. For example, suppose that you want to input 51time samples of a 4-by-5 matrix signal into one of your model’s input ports.Then, the corresponding dimensions field of the workspace structure mustequal [4 5] and the values array must have the dimensions 4-by-5-by-51.
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 As another example, consider the following model, which has two inputs.
 Suppose that you want to input a sine wave into the first port and a cosine waveinto the second port. To do this, define a vector, a, as follows in the baseworkspace.
 a.time = (0:0.1:1)';a.signals(1).values = sin(a.time);a.signals(1).dimensions = 1;a.signals(2).values = cos(a.time);a.signals(2).dimensions = 1;
 Then, check the Input box for this model, enter a in the adjacent text field, andselect StructureWithTime as the I/O format.
 Note Simulink can read back simulation data saved to the workspace in theStructure with time output format. See “Structure with time” on page 5-23for more information.
 Structure. The structure format is the same as the Structure with time formatexcept that time field is empty. For example, in the preceding example, youcould set the time field as follows.
 a.time = []
 In this case, Simulink reads the input for the first time step from the firstelement of an inport’s value array, the value for the second time step from thesecond element of the value array, etc.
 Note Simulink can read back simulation data saved to the workspace in theStructure output format. See “Structure” on page 5-24 for more information.

Page 206
                        
                        

5 Running a Simulation
 5-22
 Per-Port Structures. This format consists of a separate structure-with-time orstructure-without-time for each port. Each port’s input data structure has onlyone signals field. To specify this option, enter the names of the structures inthe Input text field as a comma-separated list in1, in2, ..., inN, where in1is the data for your model’s first port, in2 for the second inport, and so on.
 Time Expression. The time expression can be any MATLAB expression thatevaluates to a row vector equal in length to the number of signals entering themodel’s inports. For example, suppose that a model has one vector inport thataccepts two signals. Furthermore, suppose that timefcn is a user-definedfunction that returns a row vector two elements long. The following are validinput time expressions for such a model.
 '[3*sin(t), cos(2*t)]'
 '4*timefcn(w*t)+7'
 Simulink evaluates the expression at each step of the simulation, applying theresulting values to the model’s inports. Note that Simulink defines the variablet when it runs the simulation. Also, you can omit the time variable inexpressions for functions of one variable. For example, Simulink interprets theexpression sin as sin(t).
 Saving Output to the WorkspaceYou can specify return variables by selecting the Time, States, and/or Outputcheck boxes in the Save to workspace area of this dialog box pane. Specifyingreturn variables causes Simulink to write values for the time, state, and outputtrajectories (as many as are selected) into the workspace.
 To assign values to different variables, specify those variable names in the fieldto the right of the check boxes. To write output to more than one variable,specify the variable names in a comma-separated list. Simulink saves thesimulation times in the vector specified in the Save to Workspace area.
 Note Simulink saves the output to the workspace at the base sample rate ofthe model. Use a To Workspace block if you want to save output at a differentsample rate (see “To Workspace” on page 9-251).
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 The Save options area enables you to specify the format and restrict theamount of output saved.
 Format options for model states and outputs are listed below.
 Array. If you select this option, Simulink saves a model’s states and outputs ina state and output array, respectively.
 The state matrix has the name specified in the Save to Workspace area (forexample, xout). Each row of the state matrix corresponds to a time sample ofthe model’s states. Each column corresponds to an element of a state. Forexample, suppose that your model has two continuous states, each of which isa two-element vector. Then the first two elements of each row of the statematrix contains a time sample of the first state vector. The last two elementsof each row contain a time sample of the second state vector.
 The model output matrix has the name specified in the Save to Workspacearea (for example, yout). Each column corresponds to a model outport, eachrow to the outputs at a specific time.
 Note You can use array format to save your model’s outputs and states only ifthe outputs are either all scalars or all vectors (or all matrices for states), areeither all real or all complex, and are all of the same data type. Use theStructure or StructureWithTime output formats (see the following) if yourmodel’s outputs and states do not meet these conditions.
 Structure with time. If you select this format, Simulink saves the model’s statesand outputs in structures having the names specified in the Save toWorkspace area (for example, xout and yout).
 The structure used to save outputs has two top-level fields: time and signals.The time field contains a vector of the simulation times. The signals fieldcontains an array of substructures, each of which corresponds to a modeloutport. Each substructure has four fields: values, dimensions, label, andblockName. The values field contains the outputs for the correspondingoutport. If the outputs are scalars or vectors, the values field is a matrix eachof whose rows represents an output at the time specified by the correspondingelement of the time vector. If the outputs are matrix (2-D) values, the valuesfield is a 3-D array of dimensions M-by-N-by-T where M-by-N is the dimensions
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 of the output signal and T is the number of output samples. If T = 1, MATLABdrops the last dimension. Therefore, the value field will be an M-by-N matrix.The dimensions field specifies the dimensions of the output signal. The labelfield specifies the label of the signal connected to the outport or the type of state(continuous or discrete). The blockName field specifies the name of thecorresponding outport or block with states.
 The structure used to save states has a similar organization. The statesstructure has two top-level fields: time and signals. The time field contains avector of the simulation times. The signals field contains an array ofsubstructures, each of which corresponds to one of the model’s states. Eachsignals structure has four fields: values, dimension, label, and blockName.The values field contains time samples of a state of the block specified by theblockName field. The label field for built-in blocks indicates the type of state:either CSTATE (continuous state) or DSTATE (discrete state). For S-Functionblocks, the label contains whatever name is assigned to the state by theS-Function block.
 The time samples of a state are stored in the values field as a matrix of values.Each row corresponds to a time sample. Each element of a row corresponds toan element of the state. If the state is a matrix, the matrix is stored in thevalues array in column-major order. For example, suppose that the modelincludes a 2-by-2 matrix state and that Simulink logs 51 samples of the stateduring a simulation run . Then the values field for this state would contain a51-by-4 matrix where each row corresponds to a time sample of the state andwhere the first two elements of each row corresponds to the first column of thesample and the last two elements corresponds to the second column of thesample.
 Structure. This format is the same as the preceding except that Simulink doesnot store simulation times in the time field of the saved structure.
 Per-Port Structures. This format consists of a separate structure-with-time orstructure-without-time for each output port. Each output data structure hasonly one signals field. To specify this option, enter the names of the structuresin the Output text field as a comma-separated list out1, out2, ..., outN,where out1 is the data for your model’s first port, out2 for the second inport,and so on.
 To set a limit on the number of data samples saved, select the check box labeledLimit data points to last and specify the number of samples to save. To apply
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 a decimation factor, enter a value in the field to the right of the Decimationlabel. For example, a value of 2 saves every other point generated.
 Loading and Saving StatesInitial conditions, which are applied to the system at the start of thesimulation, are generally set in the blocks. You can override initial conditionsset in the blocks by specifying them in the States area of this pane.
 You can also save the final states for the current simulation run and applythem to a subsequent simulation run. This feature might be useful when youwant to save a steady-state solution and restart the simulation at that knownstate. The states are saved in the format that you select in the Save optionsarea of the Workspace I/O pane.
 To save the final states (the values of the states at the termination of thesimulation), select the Final State check box and enter a variable in theadjacent edit field.
 To load states, select the Initial State check box and specify the name of avariable that contains the initial state values. This variable can be a matrix ora structure of the same form as is used to save final states. This allowsSimulink to set the initial states for the current session to the final states savedin previous session, using the Structure or Structure with time format.
 If the check box is not selected or the state array is empty ([]), Simulink usesthe initial conditions defined in the blocks.
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 The Diagnostics PaneYou can indicate the desired action for many types of events or conditions thatcan be encountered during a simulation by selecting the Diagnostics tab on theSimulation Parameters dialog box. This dialog box appears.
 The dialog box includes the following options.
 Consistency CheckingConsistency checking is a debugging tool that validates certain assumptionsmade by Simulink’s ODE solvers. Its main use is to make sure that S-functionsadhere to the same rules as Simulink built-in blocks. Because consistencychecking results in a significant decrease in performance (up to 40%), it shouldgenerally be set to off. Use consistency checking to validate your S-functionsand to help you determine the cause of unexpected simulation results.
 To perform efficient integration, Simulink saves (caches) certain values fromone time step for use in the next time step. For example, the derivatives at theend of a time step can generally be reused at the start of the next time step. Thesolvers take advantage of this to avoid redundant derivative calculations.
 Another purpose of consistency checking is to ensure that blocks produceconstant output when called with a given value of t (time). This is importantfor the stiff solvers (ode23s and ode15s) because, while calculating theJacobian, the block’s output functions may be called many times at the samevalue of t.
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 When consistency checking is enabled, Simulink recomputes the appropriatevalues and compares them to the cached values. If the values are not the same,a consistency error occurs. Simulink compares computed values for thesequantities:
 • Outputs
 • Zero crossings
 • Derivatives
 • States
 Bounds CheckingThis option causes Simulink to check whether a block writes outside thememory allocated to it during simulation. Typically this can happen only ifyour model includes a user-written S-function that has a bug. If enabled, thischeck is performed for every block in the model every time the block isexecuted. As a result, enabling this option slows down model executionconsiderably. Thus, to avoid slowing down model execution needlessly, youshould enable the option only if you suspect that your model contains auser-written S-function that has a bug. See Writing S-Functions for moreinformation on using this option.
 Configuration optionsThis control lists abnormal types of events that can occur during execution ofthe model For each event type, you can choose whether you want no message,a warning message, or an error message. A warning message does notterminate a simulation, but an error message does.
 Event Description
 -1 sample time in source
 A source block (e.g., a Sine Wave block) specifies asample time of -1.
 Algebraic loop Simulink detected an algebraic loop whilesimulating the model. See “Algebraic Loops” onpage 3–18 for more information.
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 Check for singular matrix
 The Product block detected a singular matrix whileinverting one of its inputs in matrix multiplicationmode (see Product on page 9-178).
 Data overflow The value of a signal or parameter is too large to berepresented by the signal or parameter’s data type.See “Working with Data Types” on page 4-44 formore information.
 int32 to float conversion
 A 32-bit integer value was converted to afloating-point value. Such a conversion can resultin a loss of precision. See “Working with DataTypes” on page 4-44 for more information.
 Min step size violation
 The next simulation step is smaller than minimumstep size specified for the model. This can occur ifthe specified error tolerance for the model requiresa step size smaller than the specified minimumstep size. See “Step Sizes” on page 5–12 and “ErrorTolerances” on page 5–13 for more information.
 Multitask rate transition
 An invalid rate transition occurred between twoblocks operating in multitasking mode (see“Multitasking Options” on page 5-15).
 S-function upgrades needed
 A block was encountered that has not beenupgraded to use features of the current release.
 Signal label mismatch
 The simulation encountered virtual signals thathave a common source signal but different labels(see “Virtual Signals” on page 4–29).
 SingleTask rate transition
 A rate transition occurred between two blocksoperating in single-tasking mode (see“Multitasking Options” on page 5-15).
 Unconnected block input
 Model contains a block with an unconnected input.
 Event Description (Continued)
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 The Advanced PaneThe Advanced pane allows you to set various options that affect simulationperformance.
 Unconnected block output
 Model contains a block with an unconnectedoutput.
 Unconnected line Model contains an unconnected line.
 Unneeded type conversions
 A data type conversion block is used where no typeconversion is necessary. See Data Type Conversionon page 9-49 for more information.
 Vector/Matrix conversion
 A vector-to-matrix or matrix-to-vector conversionoccurred at a block input (see “Vector or MatrixInput Conversion Rules” on page 4–34).
 Block Priority Violation
 Simulink detected a block priority specificationerror while simulating the model.
 Event Description (Continued)
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 Model parameter configuration
 Inline parameters. By default you can modify (“tune”) many block parametersduring simulation (see “Tunable Parameters” on page 3–5). Selecting thisoption makes all parameters nontunable except those that you specify. Makingparameters nontunable enables Simulink to treat them as constants, therebyspeeding up simulation. Using the Model Parameter Configuration dialogbox (see “Model Parameter Configuration Dialog Box” on page 5-32) to specifythe parameters you want to remain tunable when this option is selected. Todisplay the dialog, select the adjacent Configure button.
 When this option is selected, the only parameters that you can change duringsimulation are parameters that meet the following conditions:
 • The value of the parameter must be a variable defined in the MATLABworkspace.
 • The parameter must be specified as global (tunable) in the ModelParameter Configuration dialog box.
 To tune a parameter that meets these conditions, change the value of thecorresponding workspace variable and choose Update Diagram (Ctrl+D) fromthe Simulink Edit menu.
 If you select this option, Simulink moves constant signals out of the simulationloop. This speeds up the simulation.
 Optimizations
 Block reduction. Replaces a group of blocks with a synthesized block, therebyspeeding up execution of the model.
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 Boolean logic signals. Causes blocks that accept Boolean signals to requireBoolean signals. If this option is off, blocks that accept inputs of type booleanalso accept inputs of type double. For example, consider the following model.
 This model connects signals of type double to a Logical Operator block, whichaccepts inputs of type boolean. If Boolean logic signals option is on, thismodel generates an error when executed. If Boolean logic signals option is off,this model runs without error.
 Note This option allows the current version of Simulink to run models thatwere created by earlier versions of Simulink that supported only signals oftype double.
 Parameter pooling. This option is used for code generation (see the Real-TimeWorkshop documentation for more information). Leave this option on if you arenot doing code generation.
 Signal storage reuse. Causes Simulink to reuse memory buffers allocated to storeblock input and output signals. If this option is off, Simulink allocates aseparate memory buffer for each block’s outputs. This can substantiallyincrease the amount of memory required to simulate large models. So youshould select this option only when you need to debug a model. In particular,you should disable signal storage reuse if you need to:
 • Debug a C-MEX S-function
 • Use a floating Scope or Display block to inspect signals in a model that youare debugging
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 Simulink opens an error dialog if Signal storage reuse is enabled and youattempt to use a floating Scope or Display block to display a signal whosebuffer has been reused.
 Zero-crossing detection. Enables zero crossing detection during variable-stepsimulation of the model. For most models, this speeds up simulation byenabling the solver to take larger time steps. If a model has extreme dynamicchanges, disabling this option can speed up the simulation but can alsodecrease the accuracy of simulation results. See “Zero Crossing Detection” onpage 3–14 for more information.
 Model Parameter Configuration Dialog BoxThe Model Parameter Configuration dialog box allows you to override theInline parameters option (see “Model parameter configuration” on page 5–30)for selected parameters.
 The dialog box has the following controls.
 Source list. Displays a list of workspace variables. The options are:
 • MATLAB workspace
 List all variables in the MATLAB workspace that have numeric values.
 • Referenced workspace variables
 List only those variables referenced by the model.
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 Refresh list. Updates the source list. Click on this button if you have added avariable to the workspace since the last time the list was displayed.
 Add to table. Adds the variable(s) selected in the source list to the adjacent tableof tunable parameters.
 New. Defines a new parameter and adds it to the list of tunable parameters.Use this button to create tunable parameters that are not yet defined in theMATLAB workspace.
 Note This option does not create the corresponding variable in the MATLABworkspace. You must create the variable yourself.
 Storage Class. Used for code generation. See the Real-Time Workshopdocumentation for more information.
 Storage type qualifier. Used for code generation. See the Real-Time Workshopdocumentation for more information.
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 Improving Simulation Performance and AccuracySimulation performance and accuracy can be affected by many things,including the model design and choice of simulation parameters.
 The solvers handle most model simulations accurately and efficiently withtheir default parameter values. However, some models will yield better resultsif you adjust solver and simulation parameters. Also, if you know informationabout your model’s behavior, your simulation results can be improved if youprovide this information to the solver.
 Speeding Up the SimulationSlow simulation speed can have many causes. Here are a few:
 • Your model includes a MATLAB Fcn block. When a model includes aMATLAB Fcn block, the MATLAB interpreter is called at each time step,drastically slowing down the simulation. Use the built-in Fcn block orElementary Math block whenever possible.
 • Your model includes an M-file S-function. M-file S-functions also cause theMATLAB interpreter to be called at each time step. Consider eitherconverting the S-function to a subsystem or to a C-MEX file S-function.
 • Your model includes a Memory block. Using a Memory block causes thevariable-order solvers (ode15s and ode113) to be reset back to order 1 at eachtime step.
 • The maximum step size is too small. If you changed the maximum step size,try running the simulation again with the default value (auto).
 • Did you ask for too much accuracy? The default relative tolerance (0.1%accuracy) is usually sufficient. For models with states that go to zero, if theabsolute tolerance parameter is too small, the simulation may take too manysteps around the near-zero state values. See the discussion of error in “ErrorTolerances” on page 5–13.
 • The time scale may be too long. Reduce the time interval.
 • The problem may be stiff but you’re using a nonstiff solver. Try using ode15s.
 • The model uses sample times that are not multiples of each other. Mixingsample times that are not multiples of each other causes the solver to takesmall enough steps to ensure sample time hits for all sample times.
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 • The model contains an algebraic loop. The solutions to algebraic loops areiteratively computed at every time step. Therefore, they severely degradeperformance. For more information, see “Algebraic Loops” on page 3-18.
 • Your model feeds a Random Number block into an Integrator block. Forcontinuous systems, use the Band-Limited White Noise block in the Sourceslibrary.
 Improving Simulation AccuracyTo check your simulation accuracy, run the simulation over a reasonable timespan. Then, reduce either the relative tolerance to 1e-4 (the default is 1e-3) orthe absolute tolerance and run it again. Compare the results of bothsimulations. If the results are not significantly different, you can feel confidentthat the solution has converged.
 If the simulation misses significant behavior at its start, reduce the initial stepsize to ensure that the simulation does not “step over” the significant behavior.
 If the simulation results become unstable over time:
 • Your system may be unstable.
 • If you are using ode15s, you may need to restrict the maximum order to 2(the maximum order for which the solver is A-stable) or try using the ode23ssolver.
 If the simulation results do not appear to be accurate:
 • For a model that has states whose values approach zero, if the absolutetolerance parameter is too large, the simulation will take too few stepsaround areas of near-zero state values. Reduce this parameter value oradjust it for individual states in the Integrator dialog box.
 • If reducing the absolute tolerances do not sufficiently improve the accuracy,reduce the size of the relative tolerance parameter to reduce the acceptableerror and force smaller step sizes and more steps.
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 Running a Simulation from the Command LineEntering simulation commands in the MATLAB command window or from anM-file enables you to run unattended simulations. You can perform MonteCarlo analysis by changing the parameters randomly and executingsimulations in a loop. You can run a simulation from the command line usingthe sim command or the set_param command. Both are described below.
 Using the sim CommandThe full syntax of the command that runs the simulation is
 [t,x,y] = sim(model, timespan, options, ut);
 Only the model parameter is required. Parameters not supplied on thecommand are taken from the Simulation Parameters dialog box settings.
 For detailed syntax for the sim command, see sim on page 5-37. The optionsparameter is a structure that supplies additional simulation parameters,including the solver name and error tolerances. You define parameters in theoptions structure using the simset command (see simset on page 5-41). Thesimulation parameters are discussed in “The Simulation Parameters DialogBox” on page 5-8.
 Using the set_param CommandYou can use the set_param command to start, stop, pause, or continue asimulation, or update a block diagram. Similarly, you can use the get_paramcommand to check the status of a simulation. The format of the set_paramcommand for this use is
 set_param('sys', 'SimulationCommand', 'cmd')
 where 'sys' is the name of the system and 'cmd' is 'start', 'stop', 'pause','continue', or 'update'.
 The format of the get_param command for this use is
 get_param('sys', 'SimulationStatus')
 Simulink returns 'stopped', 'initializing', 'running', 'paused','terminating', and 'external' (used with Real-Time Workshop).
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 5simPurpose Simulate a dynamic system.
 Syntax [t,x,y] = sim(model,timespan,options,ut);[t,x,y1, y2, ..., yn] = sim(model,timespan,options,ut);
 Description The sim command executes a Simulink model, using all simulation parameterdialog settings including Workspace I/O options.
 You can supply a null ([ ]) matrix for any right-side argument except the first(the model name). The sim command uses default values for unspecifiedarguments and arguments specified as null matrices. The default values arethe values specified by the model. You can set optional simulation parameters,using the sim command’s options argument. Parameters set in this wayoverride parameters specified by the model.
 If you do not specify the left side arguments, the command logs the simulationdata specified by the Workspace I/O pane of the Simulation parametersdialog box (see “The Workspace I/O Pane” on page 5-18).
 If you want to simulate a continuous system, you must specify the solverparameter, using simset (see simset on page 5-41). The solver defaults toVariableStepDiscrete for purely discrete models.
 Arguments t Returns the simulation’s time vector.
 x Returns the simulation’s state matrix consisting of continuousstates followed by discrete states.
 y Returns the simulation’s output matrix. Each column containsthe output of a root-level Outport block, in port number order. Ifany Outport block has a vector input, its output takes theappropriate number of columns.
 y1,...,yn Each yi returns the output of the corresponding root-levelOutport block for a model that has n such blocks.
 model Name of a block diagram.
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 Examples This command simulates the Van der Pol equations, using the vdp model thatcomes with Simulink. The command uses all default parameters.
 [t,x,y] = sim('vdp')
 This command simulates the Van der Pol equations, using the parametervalues associated with the vdp model, but defines a value for the Refineparameter.
 [t,x,y] = sim('vdp', [], simset('Refine',2));
 This command simulates the Van der Pol equations for 1,000 seconds, savingthe last 100 rows of the return variables. The simulation outputs values for tand y only, but saves the final state vector in a variable called xFinal.
 [t,x,y] = sim('vdp', 1000, simset('MaxRows', 100,'OutputVariables', 'ty', 'FinalStateName', 'xFinal'));
 See Also simset, simget
 timespan Simulation start and stop time. Specify as one of these:tFinal to specify the stop time. The start time is 0.[tStart tFinal] to specify the start and stop times.[tStart OutputTimes tFinal] to specify the start and stoptimes and time points to be returned in t. Generally, t willinclude more time points. OutputTimes is equivalent tochoosing Produce additional output on the dialog box.
 options Optional simulation parameters specified as a structurecreated by the simset command (see simset on page 5-41).
 ut Optional external inputs to top-level Inport blocks. ut can be aa MATLAB function (expressed as a string) that specifies theinput u = UT(t) at each simulation time step, a table of inputvalues versus time for all input ports, or a comma-separatedlist of tables, ut1, ut2, ..., each of which corresponds to a specificport. Tabular input for all ports may be in the form of aMATLAB array or a structure. Tabular input for individualports must be in the form of a structure. See “Loading Inputfrom the Base Workspace” on page 5-19 for a description of thearray and structure input formats.
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 5simplotPurpose Plot simulation data in a figure window.
 Syntax simplot(data);simplot(time, data);
 Description The simplot command plots output from a simulation in a Handle Graphicsfigure window. The plot looks like the display on the screen of a Scope block.Plotting the output on a figure window allows you to annotate and print theoutput.
 Arguments data Data produced by one of Simulink’s output blocks ( for example,a root-level Outport block or a To Workspace block) or in one ofthe output formats used by those blocks: Array, Structure,Structure with time (see “The Workspace I/O Pane” on page5-18).
 time The vector of sample times produced by an output block whenyou have selected Array or Structure as the simulation’soutput format. The simplot command ignores this argument ifthe format of the data is Structure with time.
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 Examples The following sequence of commands
 vdpset_param(gcs, 'SaveOutput', 'on')set_param(gcs, ‘SaveFormat’, ‘StructureWithTime’)sim(gcs)simplot(yout)
 plots the output of the vdp demo model on a figure window as follows.
 See Also sim, set_param
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 5simsetPurpose Create or edit simulation parameters and solver properties for the simcommand.
 Syntax options = simset(property, value, ...);options = simset(old_opstruct, property, value, ...);options = simset(old_opstruct, new_opstruct);simset
 Description The simset command creates a structure called options, in which the namedsimulation parameters and solver properties have the specified values. Allunspecified parameters and properties take their default values. It is onlynecessary to enter enough leading characters to uniquely identify theparameter or property. Case is ignored for parameters and properties.
 options = simset(property, value, ...) sets the values of the namedproperties and stores the structure in options.
 options = simset(old_opstruct, property, value, ...) modifies thenamed properties in old_opstruct, an existing structure.
 options = simset(old_opstruct, new_opstruct) combines two existingoptions structures, old_opstruct and new_opstruct, into options. Anyproperties defined in new_opstruct overwrite the same properties defined inold_opstruct.
 simsetwith no input arguments displays all property names and their possiblevalues.
 You cannot obtain or set values of these properties and parameters using theget_param and set_param commands.
 Parameters AbsTol positive scalar {1e-6}
 Absolute error tolerance. This scalar applies to all elements of the state vector.AbsTol applies only to the variable-step solvers.
 Decimation positive integer {1}
 Decimation for output variables. Decimation factor applied to the returnvariables t, x, and y. A decimation factor of 1 returns every data logging timepoint, a decimation factor of 2 returns every other data logging time point, etc.
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 DstWorkspace base | {current} | parent
 Where to assign variables. This property specifies the workspace in which toassign any variables defined as return variables or as output variables on theTo Workspace block.
 FinalStateName string {''}
 Name of final states variable. This property specifies the name of a variableinto which Simulink saves the model’s states at the end of the simulation.
 FixedStep positive scalar
 Fixed step size. This property applies only to the fixed-step solvers. If the modelcontains discrete components, the default is the fundamental sample time;otherwise, the default is one-fiftieth of the simulation interval.
 InitialState vector {[]}
 Initial continuous and discrete states. The initial state vector consists of thecontinuous states (if any) followed by the discrete states (if any). InitialStatesupersedes the initial states specified in the model. The default, an emptymatrix, causes the initial state values specified in the model to be used.
 InitialStep positive scalar {auto}
 Suggested initial step size. This property applies only to the variable-stepsolvers. The solvers try a step size of InitialStep first. By default, the solversdetermine an initial step size automatically.
 MaxOrder 1 | 2 | 3 | 4 | {5}
 Maximum order of ode15s. This property applies only to ode15s.
 MaxDataPoints nonnegative integer {0}
 Limit number of output data points. This property limits the number of datapoints returned in t, x, and y to the last MaxDataPoints data logging timepoints. If specified as 0, the default, no limit is imposed.
 MaxStep positive scalar {auto}
 Upper bound on the step size. This property applies only to the variable-stepsolvers and defaults to one-fiftieth of the simulation interval.
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 OutputPoints {specified} | all
 Determine output points. When set to specified, the solver produces outputst, x, and y only at the times specified in timespan. When set to all, t, x, and yalso include the time steps taken by the solver.
 OutputVariables {txy} | tx | ty | xy | t | x | y
 Set output variables. If 't', 'x', or 'y' is missing from the property string, thesolver produces an empty matrix in the corresponding output t, x, or y.
 Refine positive integer {1}
 Output refine factor. This property increases the number of output points bythe specified factor, producing smoother output. Refine applies only to thevariable-step solvers. It is ignored if output times are specified.
 RelTol positive scalar {1e-3}
 Relative error tolerance. This property applies to all elements of the statevector. The estimated error in each integration step satisfies
 e(i) <= max(RelTol*abs(x(i)),AbsTol(i))
 This property applies only to the variable-step solvers and defaults to 1e-3,which corresponds to accuracy within 0.1%.
 Solver VariableStepDiscrete |ode45 | ode23 | ode113 | ode15s | ode23s |FixedStepDiscrete |ode5 | ode4 | ode3 | ode2 | ode1
 Method to advance time. This property specifies which solver is used to advancetime.
 SrcWorkspace {base} | current | parent
 Where to evaluate expressions. This property specifies the workspace in whichto evaluate MATLAB expressions defined in the model.
 Trace 'minstep', 'siminfo', 'compile' {''}
 Tracing facilities. This property enables simulation tracing facilities (specifyone or more as a comma-separated list):
 • The 'minstep' trace flag specifies that simulation will stop when thesolution changes so abruptly that the variable-step solvers cannot take astep and satisfy the error tolerances. By default, Simulink issues a warningmessage and continues the simulation.
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 • The 'siminfo' trace flag provides a short summary of the simulationparameters in effect at the start of simulation.
 • The 'compile' trace flag displays the compilation phases of a block diagrammodel.
 ZeroCross {on} | off
 Enable/disable location of zero crossings. This property applies only to thevariable-step solvers. If set to off, variable-step solvers will not detect zerocrossings for blocks having intrinsic zero crossing detection. The solvers adjusttheir step sizes only to satisfy error tolerance.
 Examples This command creates an options structure called myopts that defines valuesfor the MaxDataPoints and Refine parameters, using default values for otherparameters.
 myopts = simset('MaxDataPoints', 100, 'Refine', 2);
 This command simulates the vdpmodel for 10 seconds and uses the parametersdefined in myopts.
 [t,x,y] = sim('vdp', 10, myopts);
 See Also sim, simget
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 5simgetPurpose Get options structure properties and parameters.
 Syntax struct = simget(model)value = simget(model, property)value = simget(OptionStructure, property)
 Description The simget command gets simulation parameter and solver property values forthe specified Simulink model. If a parameter or property is defined using avariable name, simget returns the variable’s value, not its name. If thevariable does not exist in the workspace, Simulink issues an error message.
 struct = simget(model) returns the current options structure for thespecified Simulink model. The options structure is defined using the sim andsimset commands.
 value = simget(model, property) extracts the value of the named simulationparameter or solver property from the model.
 value = simget(OptionStructure, property) extracts the value of thenamed simulation parameter or solver property from OptionStructure,returning an empty matrix if the value is not specified in the structure.property can be a cell array containing the list of parameter and propertynames of interest. If a cell array is used, the output is also a cell array.
 You need to enter only as many leading characters of a property name as arenecessary to uniquely identify it. Case is ignored for property names.
 Examples This command retrieves the options structure for the vdp model.
 options = simget('vdp');
 This command retrieves the value of the Refine property for the vdp model.
 refine = simget('vdp', 'Refine');
 See Also sim, simset
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 Viewing Output TrajectoriesOutput trajectories from Simulink can be plotted using one of three methods:
 • Feeding a signal into either a Scope or an XY Graph block
 • Writing output to return variables and using MATLAB plotting commands
 • Writing output to the workspace using To Workspace blocks and plotting theresults using MATLAB plotting commands
 Using the Scope BlockYou can use display output trajectories on a Scope block during a simulation.This simple model shows an example of the use of the Scope block.
 The display on the Scope shows the output trajectory. The Scope block enablesyou to zoom in on an area of interest or save the data to the workspace.
 The XY Graph block enables you to plot one signal against another.
 These blocks are described in Chapter 9, “Block Reference.”
 Using Return VariablesBy returning time and output histories, you can use MATLAB plottingcommands to display and annotate the output trajectories.
 The block labeled Out is an Outport block from the Signals & Systems library.The output trajectory, yout, is returned by the integration solver. For moreinformation, see “The Workspace I/O Pane” on page 5-18.
 You can also run this simulation from the Simulation menu by specifyingvariables for the time, output, and states on the Workspace I/O page of theSimulation Parameters dialog box. You can then plot these results using
 plot(tout,yout)
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 Using the To Workspace BlockThe To Workspace block can be used to return output trajectories to theMATLAB workspace. The model below illustrates this use.
 The variables y and t appear in the workspace when the simulation iscomplete. The time vector is stored by feeding a Clock block into a ToWorkspace block. The time vector can also be acquired by entering a variablename for the time on the Workspace I/O pane of the Simulation Parametersdialog box for menu-driven simulations, or by returning it using the simcommand (see “The Workspace I/O Pane” on page 5-18 for more information).
 The To Workspace block can accept an array input, with each input element’strajectory stored in the resulting workspace variable.
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 LinearizationSimulink provides the linmod and dlinmod functions to extract linear modelsin the form of the state-space matrices A, B, C, and D. State-space matricesdescribe the linear input-output relationship as
 where x, u, and y are state, input, and output vectors, respectively. Forexample, the following model is called lmod.
 To extract the linear model of this Simulink system, enter this command.
 [A,B,C,D] = linmod('lmod')A =
 -2 -1 -11 0 00 1 -1
 B =100
 C =0 1 00 0 -1
 D =01
 Inputs and outputs must be defined using Inport and Outport blocks from theSignals & Systems library. Source and sink blocks do not act as inputs and
 x· Ax Bu+=
 y Cx Du+=
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 outputs. Inport blocks can be used in conjunction with source blocks using aSum block. Once the data is in the state-space form or converted to an LTIobject, you can apply functions in the Control System Toolbox for furtheranalysis:
 • Conversion to an LTI objectsys = ss(A,B,C,D);
 • Bode phase and magnitude frequency plotbode(A,B,C,D) or bode(sys)
 • Linearized time responsestep(A,B,C,D) or step(sys)impulse(A,B,C,D) or impulse(sys)lsim(A,B,C,D,u,t) or lsim(sys,u,t)
 Other functions in the Control System Toolbox and Robust Control Toolbox canbe used for linear control system design.
 When the model is nonlinear, an operating point may be chosen at which toextract the linearized model. The nonlinear model is also sensitive to theperturbation sizes at which the model is extracted. These must be selected tobalance the trade-off between truncation and roundoff error. Extra argumentsto linmod specify the operating point and perturbation points.
 [A,B,C,D] = linmod('sys', x, u, pert, xpert, upert)
 For discrete systems or mixed continuous and discrete systems, use thefunction dlinmod for linearization. This has the same calling syntax as linmodexcept that the second right-hand argument must contain a sample time atwhich to perform the linearization. For more information, see linfun on page6-9.
 Using linmod to linearize a model that contains Derivative or Transport Delayblocks can be troublesome. Before linearizing, replace these blocks withspecially designed blocks that avoid the problems. These blocks are in theSimulink Extras library in the Linearization sublibrary. You access the Extraslibrary by opening the Blocksets & Toolboxes icon:
 • For the Derivative block, use the Switched derivative for linearization.
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 • For the Transport Delay block, use the Switched transport delay forlinearization. (Using this block requires that you have the Control SystemToolbox.)
 When using a Derivative block, you can also try to incorporate the derivativeterm in other blocks. For example, if you have a Derivative block in series witha Transfer Fcn block, it is better implemented (although this is not alwayspossible) with a single Transfer Fcn block of the form
 In this example, the blocks on the left of this figure can be replaced by the blockon the right.
 ss a+------------
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 Equilibrium Point DeterminationThe Simulink trim function determines steady-state equilibrium points.Consider, for example, this model, called lmod.
 You can use the trim function to find the values of the input and the states thatset both outputs to 1. First, make initial guesses for the state variables (x) andinput values (u), then set the desired value for the output (y).
 x = [0; 0; 0];u = 0;y = [1; 1];
 Use index variables to indicate which variables are fixed and which can vary.
 ix = []; % Don't fix any of the statesiu = []; % Don't fix the inputiy = [1;2]; % Fix both output 1 and output 2
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 Invoking trim returns the solution. Your results may differ due to roundofferror.
 [x,u,y,dx] = trim('lmod',x,u,y,ix,iu,iy)
 x =0.00001.00001.0000
 u =2
 y =1.00001.0000
 dx =1.0e–015 *-0.2220-0.02270.3331
 Note that there may be no solution to equilibrium point problems. If that is thecase, trim returns a solution that minimizes the maximum deviation from thedesired result after first trying to set the derivatives to zero. For a descriptionof the trim syntax, see trim on page 6-12.
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 6linfunPurpose Extract the linear state-space model of a system around an operating point.
 Syntax [A,B,C,D] = linfun('sys', x, u)[num,den] = linfun('sys', x, u)sys_struc = linfun('sys', x, u)
 Arguments
 Description linmod obtains linear models from systems of ordinary differential equationsdescribed as Simulink models. linmod returns the linear model in state-spaceform, A, B, C, D, which describes the linearized input-output relationship.
 Inputs and outputs are denoted in Simulink block diagrams using Inport andOutport blocks.
 [A,B,C,D] = linmod('sys', x, u) obtains the linearized model of sys aroundan operating point with the specified state variables x and the input u. If youomit x and u, the default values are zero.
 [num,den] = linfun('sys', x, u) returns the linearized model in transferfunction form.
 sys_struc = linfun('sys', x, u) returns a structure that contains thelinearized model, including state names, input and output names, andinformation about the operating point.
 Discrete-Time System LinearizationThe function dlinmod can linearize discrete, multirate, and hybrid continuousand discrete systems at any given sampling time. Use the same calling syntaxfor dlinmod as for linmod, but insert the sample time at which to perform thelinearization as the second argument. For example,
 linfun linmod, dlinmod, or linmod2.
 sys The name of the Simulink system from which the linear modelis to be extracted.
 x and u The state and the input vectors. If specified, they set theoperating point at which the linear model is to be extracted.
 x· Ax Bu+=y Cx Du+=
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 [Ad,Bd,Cd,Dd] = dlinmod('sys', Ts, x, u);
 produces a discrete state-space model at the sampling time Ts and theoperating point given by the state vector x and input vector u. To obtain acontinuous model approximation of a discrete system, set Ts to 0.
 For systems composed of linear, multirate, discrete, and continuous blocks,dlinmod produces linear models having identical frequency and time responses(for constant inputs) at the converted sampling time Ts, provided that:
 • Ts is an integer multiple of all the sampling times in the system.
 • The system is stable.
 For systems that do not meet the first condition, in general the linearization isa time-varying system, which cannot be represented with the [A,B,C,D]state-space model that dlinmod returns.
 Computing the eigenvalues of the linearized matrix Ad provides an indicationof the stability of the system. The system is stable if Ts>0 and the eigenvaluesare within the unit circle, as determined by this statement.
 all(abs(eig(Ad))) < 1
 Likewise, the system is stable if Ts = 0 and the eigenvalues are in the left halfplane, as determined by this statement.
 all(real(eig(Ad))) < 0
 When the system is unstable and the sample time is not an integer multiple ofthe other sampling times, dlinmod produces Ad and Bd matrices, which may becomplex. The eigenvalues of the Ad matrix in this case still, however, provide agood indication of stability.
 You can use dlinmod to convert the sample times of a system to other values orto convert a linear discrete system to a continuous system or vice versa.
 The frequency response of a continuous or discrete system can be found byusing the bode command.
 Notes By default, the system time is set to zero. For systems that are dependent ontime, you can set the variable pert to a two-element vector, where the secondelement is used to set the value of t at which to obtain the linear model..
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 The ordering of the states from the nonlinear model to the linear model ismaintained. For Simulink systems, a string variable that contains the blockname associated with each state can be obtained using
 [sizes,x0,xstring] = sys
 where xstring is a vector of strings whose ith row is the block name associatedwith the ith state. Inputs and outputs are numbered sequentially on thediagram.
 For single-input multi-output systems, you can convert to transfer functionform using the routine ss2tf or to zero-pole form using ss2zp. You can alsoconvert the linearized models to LTI objects using ss. This function producesan LTI object in state-space form that can be further converted to transferfunction or zero-pole-gain form using tf or zpk.
 Linearizing a model that contains Derivative or Transport Delay blocks can betroublesome. For more information, see “Linearization” on page 6-4.
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 6trimPurpose Find a trim point of a dynamic system.
 Syntax [x,u,y,dx] = trim('sys')[x,u,y,dx] = trim('sys',x0,u0,y0)[x,u,y,dx] = trim('sys',x0,u0,y0,ix,iu,iy)[x,u,y,dx] = trim('sys',x0,u0,y0,ix,iu,iy,dx0,idx)[x,u,y,dx] = trim('sys',x0,u0,y0,ix,iu,iy,dx0,idx,options)[x,u,y,dx] = trim('sys',x0,u0,y0,ix,iu,iy,dx0,idx,options,t)[x,u,y,dx,options] = trim('sys',...)
 Description A trim point, also known as an equilibrium point, is a point in the parameterspace of a dynamic system where the system is in a steady state. For example,a trim point of an aircraft is a setting of its controls that causes the aircraft tofly straight and level. Mathematically, a trim point is a point where thesystem’s state derivatives equal zero. trim starts from an initial point andsearches, using a sequential quadratic programming algorithm, until it findsthe nearest trim point. You must supply the initial point implicitly or explicitly.If trim cannot find a trim point, it returns the point encountered in its searchwhere the state derivatives are closest to zero in a min-max sense; that is, itreturns the point that minimizes the maximum deviation from zero of thederivatives. trim can find trim points that meet specific input, output, or stateconditions and points where a system is changing in a specified manner, thatis, points where the system’s state derivatives equal specific, nonzero values.
 [x,u,y] = trim('sys') finds the equilibrium point nearest to the system’sinitial state x0. Specifically, trim finds the equilibrium point that minimizesthe maximum absolute value of [x–x0,u,y]. If trim cannot find an equilibriumpoint near the system’s initial state, it returns the point where the system isnearest to equilibrium. Specifically, it returns the point that minimizesabs(dx–0). You can obtain x0 using this command.
 [sizes,x0,xstr] = sys([],[],[],0)
 [x,u,y] = trim('sys',x0,u0,y0) finds the trim point nearest to x0, u0, y0,that is, the point that minimizes the maximum value of
 abs([x–x0; u–u0; y–y0])
 The command
 trim('sys', x0, u0, y0, ix, iu, iy)
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 finds the trim point closest to x0, u0, y0 that satisfies a specified set of state,input, and/or output conditions. The integer vectors ix, iu, and iy select thevalues in x0, u0, and y0 that must be satisfied. If trim cannot find anequilibrium point that satisfies the specified set of conditions exactly, it returnsthe nearest point that satisfies the conditions, namely
 abs([x(ix)-x0(ix); u(iu)-u0(iu); y(iy)-y0(iy)])
 Use the syntax
 [x,u,y,dx] = trim('sys', x0, u0, y0, ix, iu, iy, dx0, idx)
 to find specific nonequilibrium points, that is, points where the system’s statederivatives have some specified, nonzero value. Here, dx0 specifies the statederivative values at the search’s starting point and idx selects the values indx0 that the search must satisfy exactly.
 The optional options argument is an array of optimization parameters thattrim passes to the optimization function that it uses to find trim points. Theoptimization function, in turn, uses this array to control the optimizationprocess and to return information about the process. trim returns the optionsarray at the end of the search process. By exposing the underlying optimizationprocess in this way, trim allows you to monitor and fine-tune the search fortrim points.
 Five of the optimization array elements are particularly useful for finding trimpoints. The following table describes how each element affects the search for atrim point.
 No. Default Description
 1 0 Specifies display options. 0 specifies no display; 1specifies tabular output; -1 suppresses warningmessages.
 2 0.0001 Precision the computed trim point must attain toterminate the search.
 3 0.0001 Precision the trim search goal function must attain toterminate the search.
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 See the Optimization Toolbox User’s Guide for a detailed description of theoptions array.
 Examples Consider a linear state-space model
 The A, B, C, and D matrices are as follows in a system called sys.
 A = [-0.09 -0.01; 1 0];B = [ 0 -7; 0 -2];C = [ 0 2; 1 -5];D = [-3 0; 1 0];
 Example 1 To find an equilibrium point, use
 [x,u,y,dx,options] = trim('sys')
 x =00
 u =0
 y =00
 dx =00
 4 0.0001 Precision the state derivatives must attain to terminatethe search.
 10 N/A Returns the number of iterations used to find a trimpoint.
 No. Default Description (Continued)
 x· Ax Bu+=
 y Cx Du+=
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 The number of iterations taken is
 options(10)ans =
 7
 Example 2 To find an equilibrium point near x = [1;1], u = [1;1], enter
 x0 = [1;1];u0 = [1;1];[x,u,y,dx,options] = trim('sys', x0, u0);
 x = 1.0e–11 ∗-0.1167-0.1167
 u = 0.3333 0.0000
 y =-1.0000 0.3333
 dx = 1.0e–11 ∗ 0.4214 0.0003
 The number of iterations taken is
 options(10)ans =
 25
 Example 3 To find an equilibrium point with the outputs fixed to 1, use
 y = [1;1];iy = [1;2];[x,u,y,dx] = trim('sys', [], [], y, [], [], iy)
 x = 0.0009-0.3075
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 u =-0.5383 0.0004
 y = 1.0000 1.0000
 dx = 1.0e-16 ∗-0.0173 0.2396
 Example 4 To find an equilibrium point with the outputs fixed to 1 and the derivatives setto 0 and 1, use
 y = [1;1];iy = [1;2];dx = [0;1];idx = [1;2];[x,u,y,dx,options] = trim('sys',[],[],y,[],[],iy,dx,idx)
 x = 0.9752-0.0827
 u =-0.3884-0.0124
 y = 1.0000 1.0000
 dx = 0.0000 1.0000
 The number of iterations taken is
 options(10)ans =
 13
 Limitations The trim point found by trim starting from any given initial point is only a localvalue. Other, more suitable trim points may exist. Thus, if you want to find the
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 most suitable trim point for a particular application, it is important to try anumber of initial guesses for x, u, and y.
 Algorithm trim uses a sequential quadratic programming algorithm to find trim points.See the Optimization Toolbox User’s Guide for a description of this algorithm.
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 IntroductionMasking is a powerful Simulink feature that enables you to customize thedialog box and icon for a subsystem. With masking, you can:
 • Simplify the use of your model by replacing many dialog boxes in asubsystem with a single one. Instead of requiring the user of the model toopen each block and enter parameter values, those parameter values can beentered on the mask dialog box and passed to the blocks in the maskedsubsystem.
 • Provide a more descriptive and helpful user interface by defining a dialog boxwith your own block description, parameter field labels, and help text.
 • Define commands that compute variables whose values depend on blockparameters.
 • Create a block icon that depicts the subsystem’s purpose.
 • Prevent unintended modification of subsystems by hiding their contentsbehind a customized interface.
 • Create dynamic dialogs.
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 A Sample Masked SubsystemThis simple subsystem models the equation for a line, y = mx + b.
 Ordinarily, when you double-click on a Subsystem block, the Subsystem blockopens, displaying its blocks in a separate window. The mx + b subsystemcontains a Gain block, named Slope, whose Gain parameter is specified as m,and a Constant block, named Intercept, whose Constant value parameter isspecified as b. These parameters represent the slope and intercept of a line.
 This example creates a custom dialog box and icon for the subsystem. Onedialog box contains prompts for both the slope and the intercept. After youcreate the mask, double-click on the Subsystem block to open the mask dialogbox. The mask dialog box and icon look like this.
 A user enters values for Slope and Intercept into the mask dialog box.Simulink makes these values available to all the blocks in the underlyingsubsystem. Masking this subsystem creates a self-contained functional unitwith its own application-specific parameters, Slope and Intercept. The maskmaps these mask parameters to the generic parameters of the underlyingblocks. The complexity of the subsystem is encapsulated by a new interfacethat has the look and feel of a built-in Simulink block.
 The mask dialog box
 The block icon
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 To create a mask for this subsystem, you need to:
 • Specify the prompts for the mask dialog box parameters. In this example, themask dialog box has prompts for the slope and intercept.
 • Specify the variable name used to store the value of each parameter.
 • Enter the documentation of the block, consisting of the block description andthe block help text.
 • Specify the drawing command that creates the block icon.
 • Specify the commands that provide the variables needed by the drawingcommand (there are none in this example).
 Creating Mask Dialog Box PromptsTo create the mask for this subsystem, select the Subsystem block and chooseMask Subsystem from the Edit menu.
 The mask dialog box shown at the beginning of this section is created largelyon the Initialization pane of the Mask Editor. For this sample model, the panelooks like this.
 Parameter fields: prompts, types, and variables that hold the values entered by the user
 The commands that define variables used by the icon drawing command or by blocks in the masked subsystem
 Where you enter and edit the parameter field characteristics
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 The Mask Editor enables you to specify these attributes of a mask parameter:
 • The prompt – the text label that describes the parameter
 • The control type – the style of user interface control that determines howparameter values are entered or selected
 • The variable – the name of the variable that will store the parameter value
 Generally, it is convenient to refer to masked parameters by their prompts. Inthis example, the parameter associated with slope is referred to as the Slopeparameter, and the parameter associated with intercept is referred to as theIntercept parameter.
 The slope and intercept are defined as edit controls. This means that the usertypes values into edit fields in the mask dialog box. These values are stored invariables in the mask workspace (see “The Mask Workspace” on page 7-14).Masked blocks can access variables only in the mask workspace. In thisexample, the value entered for the slope is assigned to the variable m. The Slopeblock in the masked subsystem gets the value for the slope parameter from themask workspace. This figure shows how the slope parameter definitions in theMask Editor map to the actual mask dialog box parameters.
 After you have created the mask parameters for slope and intercept, press theOK button. Then, double-click on the Subsystem block to open the newlyconstructed dialog box. Enter 3 for the Slope and 2 for the Interceptparameter.
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 Creating the Block Description and Help TextThe mask type, block description, and help text are defined on theDocumentation pane. For this sample masked block, the pane looks like this.
 Creating the Block IconSo far, we have created a customized dialog box for the mx + b subsystem.However, the Subsystem block still displays the generic Simulink subsystemicon. An appropriate icon for this masked block is a plot that indicates the slopeof the line. For a slope of 3, that icon looks like this.
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 The block icon is defined on the Icon pane. For this block, the Icon pane lookslike this.
 The drawing command plots a line from (0,0) to (1,m). If the slope is negative,Simulink shifts the line up by 1 to keep it within the visible drawing area of theblock.
 The drawing commands have access to all of the variables in the maskworkspace. As you enter different values of slope, the icon updates the slope ofthe plotted line.
 Select Normalized as the Drawing coordinates parameter, located at thebottom of the list of icon properties, to specify that the icon be drawn in a framewhose bottom-left corner is (0,0) and whose top-right corner is (1,1). See“Displaying Graphics on the Block Icon” on page 7-19 for more information.
 Drawing commands
 Icon properties
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 The Mask Editor: An OverviewTo mask a subsystem (you can only mask Subsystem blocks), select theSubsystem block, then choose Mask Subsystem from the Edit menu. TheMask Editor appears. The Mask Editor consists of three panes, each handlinga different aspect of the mask:
 • The Initialization pane enables you to define and describe mask dialog boxparameter prompts, name the variables associated with the parameters, andspecify initialization commands.
 • The Icon pane enables you to define the block icon.
 • The Documentation pane enables you to define the mask type and specifythe block description and the block help.
 Five buttons appear along the bottom of the Mask Editor:
 • The OK button applies the mask settings on all panes and closes the MaskEditor.
 • The Cancel button closes the Mask Editor without applying any changesmade since you last pressed the Apply button.
 • The Unmask button deactivates the mask and closes the Mask Editor. Themask information is retained so that the mask can be reactivated. Toreactivate the mask, select the block and choose Create Mask. The MaskEditor opens, displaying the previous settings. The inactive maskinformation is discarded when the model is closed and cannot be recovered.
 • The Help button displays the contents of this chapter.
 • The Apply button creates or changes the mask using the information thatappears on all masking panes. The Mask Editor remains open.
 To see the system under the mask without unmasking it, select the Subsystemblock, then choose Look Under Mask from the Edit menu. This commandopens the subsystem. The block’s mask is not affected.
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 The Initialization PaneThe mask interface enables a user of a masked system to enter parametervalues for blocks within the masked system. You create the mask interface bydefining prompts for parameter values on the Initialization pane. TheInitialization pane for the mx+b sample masked system looks like this.
 Prompts and Associated VariablesA prompt provides information that helps the user enter or select a value for ablock parameter. Prompts appear on the mask dialog box in the order theyappear in the Prompt list.
 When you define a prompt, you also specify the variable that is to store theparameter value, choose the style of control for the prompt, and indicate howthe value is to be stored in the variable.
 If the Assignment type is Evaluate, the value entered by the user is evaluatedby MATLAB before it is assigned to the variable. If the type is Literal, thevalue entered by the user is not evaluated, but is assigned to the variable as astring.
 List of prompts
 Full description of each parameter prompt
 Initialization commands
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 For example, if the user enters the string gain in an edit field and theAssignment type is Evaluate, the string gain is evaluated by MATLAB andthe result is assigned to the variable. If the type is Literal, the string is notevaluated by MATLAB so the variable contains the string 'gain'.
 If you need both the string entered as well as the evaluated value, chooseLiteral. Then use the MATLAB eval command in the initialization commands.For example, if LitVal is the string 'gain', then to obtain the evaluated value,use the command
 value = eval(LitVal)
 In general, most parameters use an Assignment type of Evaluate.
 Creating the First PromptTo create the first prompt in the list, enter the prompt in the Prompt field, thevariable that is to contain the parameter value in the Variable field, andchoose a control style and an assignment type.
 Inserting a PromptTo insert a prompt in the list:
 1 Select the prompt that appears immediately below where you want to insertthe new prompt and click on the Add button to the left of the prompt list.
 2 Enter the text for the prompt in the Prompt field. Enter the variable that isto hold the parameter value in the Variable field.
 Editing a PromptTo edit an existing prompt:
 1 Select the prompt in the list. The prompt, variable name, control style, andassignment type appear in the fields below the list.
 2 Edit the appropriate value. When you click the mouse outside the field orpress the Enter or Return key, Simulink updates the prompt.
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 Deleting a PromptTo delete a prompt from the list:
 1 Select the prompt you want to delete.
 2 Click on the Delete button to the left of the prompt list.
 Moving a PromptTo move a prompt in the list:
 1 Select the prompt you want to move.
 2 To move the prompt up one position in the prompt list, click on the Upbutton to the left of the prompt list. To move the prompt down one position,click on the Down button.
 Control TypesSimulink enables you to choose how parameter values are entered or selected.You can create three styles of controls: edit fields, check boxes, and pop-upcontrols. For example, this figure shows the parameter area of a mask dialogbox which uses all three styles of controls (with the pop-up control open).
 Defining an Edit ControlAn edit field enables the user to enter a parameter value by typing it into afield. This figure shows how the prompt for the sample edit control was defined.
 Edit control
 Check box control
 Pop-up control
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 The value of the variable associated with the parameter (freq) is determinedby the Assignment type defined for the prompt.
 Defining a Check Box ControlA check box enables the user to choose between two alternatives by selecting ordeselecting a check box. This figure shows how the sample check box control isdefined.
 The value of the variable associated with the parameter (label) depends onwhether the check box is selected and the Assignment type defined for theprompt.
 Defining a Pop-Up ControlA popup enables the user to choose a parameter value from a list of possiblevalues. You specify the list in the Popup strings field, separating items with avertical line (|). This figure shows how the sample pop-up control is defined.
 Assignment Value
 Evaluate The result of evaluating the expression entered in the field.
 Literal The actual string entered in the field.
 Check Box Evaluated Value Literal Value
 Checked 1 'on'
 Not checked 0 'off'
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 The value of the variable associated with the parameter (color) depends on theitem selected from the pop-up list and the Assignment type defined for theprompt.
 Default Values for Masked Block ParametersTo change default parameter values in a masked library block, follow thesesteps:
 1 Unlock the library.
 2 Open the block to access its dialog box, fill in the desired default values, andclose the dialog box.
 3 Save the library.
 When the block is copied into a model and opened, the default values appear onthe block’s dialog box.
 For more information, see “Libraries” on page 4–77.
 Tunable ParametersA tunable parameter is a parameter that a user can modify at runtime. Whenyou create a mask, all its parameters are tunable. You can subsequentlydisable or re-enable tuning of any of a mask’s parameters via theMaskTunableValues parameter. The value of this parameter is a cell array ofstrings, each of which corresponds to one of a masked block’s parameters. Thefirst cell corresponds to the first parameter, the second cell to the secondparameter, and so on. If a parameter is tunable, the value of the correspondingcell is on; otherwise, the value is off. To enable or disable tuning of aparameter, first get the cell array, using get_param. Then, set the
 Assignment Value
 Evaluate The index of the value selected from the list, starting with1. For example, if the third item is selected, the parametervalue is 3.
 Literal A string that is the value selected. If the third item isselected, the parameter value is 'green'.
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 corresponding cell to on or off and reset the MaskTunableValues parameterusing set_param. For example, the following commands disable tuning of thefirst parameter of the currently selected masked block.
 ca = get_param(gcb, 'MaskTunableValues');ca(1) = 'off'set_param(gcb, 'MaskTunableValues’, ca)
 After changing a block’s tunable parameters, make the changes permanent bysaving the block.
 Initialization CommandsInitialization commands define variables that reside in the mask workspace.These variables can be used by all initialization commands defined for themask, by blocks in the masked subsystem, and by commands that draw theblock icon (drawing commands).
 Simulink executes the initialization commands when:
 • The model is loaded.
 • The simulation is started or the block diagram is updated.
 • The masked block is rotated.
 • The block’s icon needs to be redrawn and the plot commands depend onvariables defined in the initialization commands.
 Initialization commands are valid MATLAB expressions, consisting ofMATLAB functions, operators, and variables defined in the mask workspace.Initialization commands cannot access base workspace variables. Terminateinitialization commands with a semicolon to avoid echoing results to thecommand window.
 The Mask WorkspaceSimulink creates a local workspace, called a mask workspace, when either ofthe following occurs:
 • The mask contains initialization commands.
 • The mask defines prompts and associates variables with those prompts.
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 The contents of a mask workspace include the variables associated with themask’s parameters and variables defined by initialization commands.
 In the mx + b example, described earlier in this chapter, the Mask Editorexplicitly creates m and b in the mask workspace by associating a variable witha mask parameter. The figure below shows the mapping of values entered inthe mask dialog box to variables in the mask workspace (indicated by the solidline) and the access of those variables by the underlying blocks (indicated bythe dashed line).
 Mask workspaces are analogous to the local workspaces used by M-filefunctions. You can think of the expressions entered into the dialog boxes of theunderlying blocks and the initialization commands entered on the Mask Editoras lines of an M-file function. Using this analogy, the local workspace for this“function” is the mask workspace.
 Masked subsystems create a hierarchy of workspaces. The workspace of amasked block is a subspace of the model workspace and of the workspaces ofany blocks that contain the masked block. A masked block can access allvariables that are uniquely defined in its workspace hierarchy. The blocks in amasked subsystem can similarly access any uniquely defined variable in themasked subsystem’s workspace hierarchy.
 m
 b
 MaskWorkspace
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 If a variable is defined in more than one place in the hierarchy, the maskedblock can access only the most local definition. For example, suppose thatmodel M contains masked subsystem A, which contains masked subsystem B.Further suppose that B refers to a variable x that exists in both A’s and M’sworkspaces. In this case, the reference resolves to the value of x in A’sworkspace.
 Note A masked block’s initialization code can access only variables defined inthe masked block’s local workspace.
 Debugging Initialization CommandsYou can debug initialization commands in these ways:
 • Specify an initialization command without a terminating semicolon to echoits results to the command window.
 • Place a keyboard command in the initialization commands to stop executionand give control to the keyboard. For more information, see the help text forthe keyboard command.
 • Enter either of these commands in the MATLAB command window.
 dbstop if errordbstop if warning
 If an error occurs in the initialization commands, execution stops and youcan examine the mask workspace. For more information, see the help text forthe dbstop command.
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 The Icon PaneThe Icon pane enables you to customize the masked block’s icon. You create acustom icon by specifying commands in the Drawing commands field. You cancreate icons that show descriptive text, state equations, images, and graphics.This figure shows the Icon pane.
 Drawing commands have access to all variables in the mask workspace.
 Drawing commands can display text, one or more plots, or show a transferfunction. If you enter more than one command, the results of the commands aredrawn on the icon in the order the commands appear.
 Displaying Text on the Block IconTo display text on the icon, enter one of these drawing commands.
 disp('text') or disp(variablename)
 text(x, y, 'text') text(x, y, stringvariablename)
 The mask type
 Commands that draw the block icon
 Parameters that control the icon appearance
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 text(x, y, text, 'horizontalAlignment', halign, 'verticalAlignment', valign)
 fprintf('text') or fprintf('format', variablename)
 port_label(port_type, port_number, label)
 The disp command displays text or the contents of variablename centered onthe icon.
 The text command places a character string (text or the contents ofstringvariablename) at a location specified by the point (x,y). The unitsdepend on the Drawing coordinates parameter. For more information, see“Controlling Icon Properties” on page 7–22.
 You can optionally specify the horizontal and/or vertical alignment of the textrelative to the point (x, y) in the text command. For example, the command
 text(0.5, 0.5, 'foobar', 'horizontalAlignment', 'center')
 centers foobar in the icon.
 The text command offers the following horizontal alignment options.
 The text command offers the following vertical alignment options.
 Option Aligns
 left The left end of the text at the specified point
 right The right end of the text at the specified point
 center The center of the text at the specified point
 Option Aligns
 base The baseline of the text at the specified point
 bottom The bottom line of the text at the specified point
 middle The midline of the text at the specified point
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 The fprintf command displays formatted text centered on the icon and candisplay text along with the contents of variablename.
 Note While these commands are identical in name to their correspondingMATLAB functions, they provide only the functionality described above.
 To display more than one line of text, use \n to indicate a line break. Forexample, the figure below shows two samples of the disp command.
 The port_label command lets you specify the labels of ports displayed on theicon. The command’s syntax is
 port_label(port_type, port_number, label)
 where port_type is either 'input' or 'output', port_number is an integer,and label is a string specifying the port’s label. For example, the command
 port_label('input', 1, 'a')
 defines a as the label of input port 1.
 Displaying Graphics on the Block IconYou can display plots on your masked block icon by entering one or more plotcommands. You can use these forms of the plot command.
 plot(Y);plot(X1,Y1,X2,Y2,...);
 plot(Y) plots, for a vector Y, each element against its index. If Y is a matrix, itplots each column of the matrix as though it were a vector.
 cap The capitals line of the text at the specified point
 top The top of the text at the specified point
 Option Aligns
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 plot(X1,Y1,X2,Y2,...) plots the vectors Y1 against X1, Y2 against X2, and soon. Vector pairs must be the same length and the list must consist of an evennumber of vectors.
 For example, this command generates the plot that appears on the icon for theRamp block, in the Sources library. The icon appears below the command.
 plot([0 1 5], [0 0 4])
 Plot commands can include NaN and inf values. When NaNs or infs areencountered, Simulink stops drawing, then begins redrawing at the nextnumbers that are not NaN or inf.
 The appearance of the plot on the icon depends on the value of the Drawingcoordinates parameter. For more information, see “Controlling IconProperties” on page 7–22.
 Simulink displays three question marks (? ? ?) in the block icon and issueswarnings in these situations:
 • When the values for the parameters used in the drawing commands are notyet defined (for example, when the mask is first created and values have notyet been entered into the mask dialog box)
 • When a masked block parameter or drawing command is entered incorrectly
 Displaying Images on MasksThe masked dialog functions, image and patch, enable you to displaybitmapped images and draw patches on masked block icons.
 image(a) displays the image a where a is an M by N by 3 array of RGB values.You can use the MATLAB commands, imread and ind2rgb, to read and convertbitmap files to the necessary matrix format. For example,
 image(imread('icon.tif'))
 reads the icon image from a TIFF file named icon.tif in the MATLAB path.
 image(a, [x, y, w, h]) creates the image at the specified position relative tothe lower left corner of the mask.
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 image(a, [x, y, w, h], rotation) allows you to specify whether the imagerotates ('on’) or remains stationary ('off') as the icon rotates. The default is'off’.
 patch(x, y) creates a solid patch having the shape specified by the coordinatevectors x and y. The patch’s color is the current foreground color.
 patch(x, y, [r g b]) creates a solid patch of the color specified by the vector[r g b], where r is the red component, g the green, and b the blue. Forexample,
 patch([0 .5 1], [0 1 0], [1 0 0])
 creates a red triangle on the mask’s icon.
 Displaying a Transfer Function on the Block IconTo display a transfer function equation in the block icon, enter the followingcommand in the Drawing commands field.
 dpoly(num, den)dpoly(num, den, 'character')
 num and den are vectors of transfer function numerator and denominatorcoefficients, typically defined using initialization commands. The equation isexpressed in terms of the specified character. The default is s. When the iconis drawn, the initialization commands are executed and the resulting equationis drawn on the icon:
 • To display a continuous transfer function in descending powers of s, enterdpoly(num, den)
 For example, for num = [0 0 1]; and den = [1 2 1]; the icon looks like this.
 • To display a discrete transfer function in descending powers of z, enterdpoly(num, den, 'z')
 For example, for num = [0 0 1]; and den = [1 2 1]; the icon looks like this.
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 • To display a discrete transfer function in ascending powers of 1/z, enterdpoly(num, den, 'z-')
 For example, for num and den as defined above, the icon looks like this.
 • To display a zero-pole gain transfer function, enterdroots(z, p, k)
 For example, the above command creates this icon for these values.z = []; p = [-1 -1]; k = 1;
 You can add a fourth argument ('z' or 'z-') to express the equation in termsof z or 1/z.
 If the parameters are not defined or have no values when you create the icon,Simulink displays three question marks (? ? ?) in the icon. When theparameter values are entered in the mask dialog box, Simulink evaluates thetransfer function and displays the resulting equation in the icon.
 Controlling Icon PropertiesYou can control a masked block’s icon properties by selecting among the choicesbelow the Drawing commands field.
 Icon frameThe icon frame is the rectangle that encloses the block. You can choose to showor hide the frame by setting the Icon frame parameter to Visible or Invisible.The default is to make the icon frame visible. For example, this figure showsvisible and invisible icon frames for an AND gate block.
 Visible Invisible
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 Icon transparencyThe icon can be set to Opaque or Transparent, either hiding or showing whatis underneath the icon. Opaque, the default, covers information Simulinkdraws, such as port labels. This figure shows opaque and transparent icons foran AND gate block. Notice the text on the transparent icon.
 Icon rotationWhen the block is rotated or flipped, you can choose whether to rotate or flipthe icon, or to have it remain fixed in its original orientation. The default is notto rotate the icon. The icon rotation is consistent with block port rotation. Thisfigure shows the results of choosing Fixed and Rotates icon rotation when theAND gate block is rotated.
 Drawing coordinatesThis parameter controls the coordinate system used by the drawing commands.This parameter applies only to plot and text drawing commands. You canselect from among these choices: Autoscale, Normalized, and Pixel.
 Opaque Transparent
 Fixed Rotates
 min(X), min(Y)
 max(X), max(Y)
 0,0
 block width, block height
 0,0
 1,1
 Autoscale Normalized Pixel
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 • Autoscale automatically scales the icon within the block frame. When theblock is resized, the icon is also resized. For example, this figure shows theicon drawn using these vectors.X = [0 2 3 4 9]; Y = [4 6 3 5 8];
 The lower-left corner of the block frame is (0,3) and the upper-right corner is(9,8). The range of the x-axis is 9 (from 0 to 9), while the range of the y-axisis 5 (from 3 to 8).
 • Normalized draws the icon within a block frame whose bottom-left corner is(0,0) and whose top right corner is (1,1). Only X and Y values between 0 and1 appear. When the block is resized, the icon is also resized. For example, thisfigure shows the icon drawn using these vectors.
 X = [.0 .2 .3 .4 .9]; Y = [.4 .6 .3 .5 .8];
 • Pixel draws the icon with X and Y values expressed in pixels. The icon is notautomatically resized when the block is resized. To force the icon to resizewith the block, define the drawing commands in terms of the block size.
 This example demonstrates how to create an improved icon for the mx + bsample masked subsystem discussed earlier in this chapter. Theseinitialization commands define the data that enables the drawing commandto produce an accurate icon regardless of the shape of the block.pos = get_param(gcb, 'Position');width = pos(3) – pos(1); height = pos(4) – pos(2);x = [0, width];if (m >= 0), y = [0, (m*width)]; endif (m < 0), y = [height, (height + (m*width))]; end
 The drawing command that generates this icon is plot(x,y).
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 The Documentation PaneThe Documentation pane enables you to define or modify the type,description, and help text for a masked block. This figure shows how fields onthe Documentation pane correspond to the mx+b sample mask block’s dialogbox.
 The Mask Type FieldThe mask type is a block classification used only for purposes ofdocumentation. It appears in the block’s dialog box and on all Mask Editorpanes for the block. You can choose any name you want for the mask type.When Simulink creates the block’s dialog box, it adds “(mask)” after the masktype to differentiate masked blocks from built-in blocks.
 The Block Description FieldThe block description is informative text that appears in the block’s dialog boxin the frame under the mask type. If you are designing a system for others touse, this is a good place to describe the block’s purpose or function.
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 Simulink automatically wraps long lines of text. You can force line breaks byusing the Enter or Return key.
 The Mask Help Text FieldYou can provide help text that gets displayed when the Help button is pressedon the masked block’s dialog box. If you create models for others to use, this isa good place to explain how the block works and how to enter its parameters.
 You can include user-written documentation for a masked block’s help. You canspecify any of the following for the masked block help text:
 • URL specification (a string starting with http:, www, file:, ftp:, ormailto:)
 • web command (launches a browser)
 • eval command (evaluates a MATLAB string)
 • Static text displayed in the Web browser
 Simulink examines the first line of the masked block help text. If it detects aURL specification, web command, or eval command, it accesses the block helpas directed; otherwise, the full contents of the masked block help text aredisplayed in the browser.
 These examples illustrate several acceptable commands.
 web([docroot '/My Blockset Doc/' get_param(gcb,'MaskType')... '.html'])eval('!Word My_Spec.doc')http://www.mathworks.comfile:///c:/mydir/helpdoc.htmlwww.mathworks.com
 Simulink automatically wraps long lines of text.
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 Creating Self-Modifying Masked BlocksA masked block can modify itself based on user input. In particular, a maskedblock can change the contents of its underlying system block and set theparameters of those blocks based on user input. For example, you can create ablock that adds or deletes input and output ports depending on some usersetting.
 When creating a self-modifying masked block, you must set itsMaskSelfModifiable parameter to 'on'. Otherwise, Simulink generates anerror when the block tries to modify itself, that is, when any code in the maskedblock’s workspace tries to add or delete blocks from the underlying systemblock or modify the parameters of any blocks in the underlying system block.
 To set the MaskSelfModifiable parameter, select the self-modifying block andenter the following command
 set_param(gcb, 'MaskSelfModifiable', 'on');
 at the MATLAB prompt. Then, save the block.
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 Creating Dynamic Dialogs for Masked BlocksSimulink allows you to create dialogs for masked blocks whose appearancechanges in response to user input. Features of masked dialog features that canchange in this way include:
 • Visibility of parameter controls
 Changing a parameter can cause the control for another parameter to appearor disappear. The dialog expands or shrinks when a control appears ordisappears, respectively.
 • Enabled state of parameter controls
 Changing a parameter can cause the control for another parameter to beenabled or disabled for input. Simulink grays a disabled control to indicatevisually that it is disabled.
 • Parameter values
 Changing a parameter can cause related parameters to be set to appropriatevalues.
 Creating a dynamic masked dialog entails using the mask editor incombination with the Simulink set_param command. Specifically, you first usethe mask editor to define all the dialog’s parameters both static and dynamic.Next you use the Simulink set_param command at the MATLAB command lineto specify callback functions that define the dialog’s response to user input.Finally you save the model or library containing the masked subsystem tocomplete the creation of the dynamic masked dialog.
 Setting Masked Block Dialog ParametersSimulink defines a set of masked block parameters that define the currentstate of the masked block’s dialog. You can use the mask editor to inspect andset many of these parameters. The Simulink get_param and set_paramcommands also let you inspect and set mask dialog parameters. Theadvantage? The set_param command allows you to set parameters and hencechange a dialog’s appearance while the dialog is open. This in turn allows youto create dynamic masked dialogs.
 For example, you can use the set_param command at the MATLAB commandline to specify callback functions to be invoked when a user changes the valuesof user-defined parameters. The callback functions in turn can use set_param
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 commands to change the values of the masked dialog’s predefined parametersand hence its state, for example, to hide, show, enable, or disable a user-definedparameter control.
 Predefined Masked Dialog ParametersSimulink associates the following predefined parameters with masked dialogs.
 MaskCallbacksThe value of this parameter is a cell array of strings that specify callbackexpressions for the dialog’s user-defined parameter controls. The first celldefines the callback for the first parameter’s control, the second for the secondparameter control, etc. The callbacks can be any valid MATLAB expressions,including expressions that invoke M-file commands. This means that you canimplement complex callbacks as M-files.
 The easiest way to set callbacks for a mask dialog is to first select thecorresponding masked dialog in a model or library window and then to issue aset_param command at the MATLAB command line. For example, thefollowing code
 set_param(gcb,'MaskCallbacks',{'parm1_callback', '',... 'parm3_callback'});
 defines callbacks for the first and third parameters of the masked dialog for thecurrently selected block. To save the callback settings, save the model orlibrary containing the masked block.
 MaskDescriptionThe value of this parameter is a string specifying the description of this block.You can change a masked block’s description dynamically by setting thisparameter.
 MaskEnablesThe value of this parameter is a cell array of strings that define the enabledstate of the user-defined parameter controls for this dialog. The first celldefines the enabled state of the control for the first parameter, the second forthe second parameter, etc. A value of 'on' indicates that the correspondingcontrol is enabled for user input; a value of 'off' indicates that the control isdisabled.
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 You can enable or disable user input dynamically by setting this parameter ina callback. For example, the following command in a callback
 set_param(gcb,'MaskEnables',{'on','on','off'});
 would disable the third control of the currently open masked block’s dialog.Simulink colors disabled controls gray to indicate visually that they aredisabled.
 MaskPromptsThe value of this parameter is a cell array of strings that specify prompts foruser-defined parameters. The first cell defines the prompt for the firstparameter, the second for the second parameter, etc.
 MaskTypeThe value of this parameter is the mask type of the block associated with thisdialog.
 MaskValuesThe value of this parameter is a cell array of strings that specify the values ofuser-defined parameters for this dialog. The first cell defines the value for thefirst parameter, the second for the second parameter, etc.
 MaskVisibilitiesThe value of this parameter is a cell array of strings that specify the visibilityof the user-defined parameter controls for this dialog. The first cell defines thevisibility of the control for the first parameter, the second for the secondparameter, etc. A value of 'on' indicates that the corresponding control isvisible; a value of 'off' indicates that the control is hidden.
 You can hide or show user-defined parameter controls dynamically by settingthis parameter in the callback for a control. For example, the followingcommand in a callback
 set_param(gcb,'MaskVisibilities',{'on','off','on'});
 would hide the control for the currently selected block’s second user-definedmask parameter. Simulink expands or shrinks a dialog to show or hide acontrol, respectively.
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 IntroductionA conditionally executed subsystem is a subsystem whose execution depends onthe value of an input signal. The signal that controls whether a subsystemexecutes is called the control signal. The signal enters the Subsystem block atthe control input.
 Conditionally executed subsystems can be very useful when building complexmodels that contain components whose execution depends on othercomponents.
 Simulink supports three types of conditionally executed subsystems:
 • An enabled subsystem executes while the control signal is positive. It startsexecution at the time step where the control signal crosses zero (from thenegative to the positive direction) and continues execution while the controlsignal remains positive. Enabled subsystems are described in more detail on“Enabled Subsystems” on page 8-3.
 • A triggered subsystem executes once each time a “trigger event” occurs. Atrigger event can occur on the rising or falling edge of a trigger signal, whichcan be continuous or discrete. Triggered subsystems are described in moredetail on “Triggered Subsystems” on page 8-8.
 • A triggered and enabled subsystem executes once on the time step when atrigger event occurs if the enable control signal has a positive value at thatstep. See “Triggered and Enabled Subsystems” on page 8-11 for moreinformation.
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 Enabled SubsystemsEnabled subsystems are subsystems that execute at each simulation stepwhere the control signal has a positive value.
 An enabled subsystem has a single control input, which can be scalar or vectorvalued:
 • If the input is a scalar, the subsystem executes if the input value is greaterthan zero.
 • If the input is a vector, the subsystem executes if any of the vector elementsis greater than zero.
 For example, if the control input signal is a sine wave, the subsystem isalternately enabled and disabled, as shown in this figure. An up arrow signifiesenable, a down arrow disable.
 Simulink uses the zero-crossing slope method to determine whether an enableis to occur. If the signal crosses zero and the slope is positive, the subsystem isenabled. If the slope is negative at the zero crossing, the subsystem is disabled.
 Creating an Enabled SubsystemYou create an enabled subsystem by copying an Enable block from the Signals& Systems library into a subsystem. Simulink adds an enable symbol and anenable control input port to the Subsystem block icon.
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 Setting Output Values While the Subsystem Is DisabledAlthough an enabled subsystem does not execute while it is disabled, theoutput signal is still available to other blocks. While an enabled subsystem isdisabled, you can choose to hold the subsystem outputs at their previous valuesor reset them to their initial conditions.
 Open each Outport block’s dialog box and select one of the choices for theOutput when disabled parameter, as shown in the dialog box below:
 • Choose held to cause the output to maintain its most recent value.
 • Choose reset to cause the output to revert to its initial condition. Set theInitial output to the initial value of the output.
 Setting States When the Subsystem Becomes Re-enabledWhen an enabled subsystem executes, you can choose whether to hold thesubsystem states at their previous values or reset them to their initialconditions.
 To do this, open the Enable block dialog box and select one of the choices for theStates when enabling parameter, as shown in the dialog box below:
 • Choose held to cause the states to maintain their most recent values.
 • Choose reset to cause the states to revert to their initial conditions.
 Select an option to set the Outport output while the subsystem is disabled.
 The initial condition and the value when reset.
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 Outputting the Enable Control SignalAn option on the Enable block dialog box lets you output the enable controlsignal. To output the control signal, select the Show output port check box.
 This feature allows you to pass the control signal down into the enabledsubsystem, which can be useful where logic within the enabled subsystem isdependent on the value or values contained in the control signal.
 Blocks an Enabled Subsystem Can ContainAn enabled subsystem can contain any block, whether continuous or discrete.Discrete blocks in an enabled subsystem execute only when the subsystemexecutes, and only when their sample times are synchronized with thesimulation sample time. Enabled subsystems and the model use a commonclock.
 Note Enabled subsystems can contain GoTo blocks. However, only state portscan connect to GoTo blocks in an enabled subsystem. See the Simulink demomodel, clutch, for an example of how to use GoTo blocks in an enabledsubsystem.
 Select an option to set the stateswhen the subsystem is re-enabled.
 Select this check box to show theoutput port.
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 For example, this system contains four discrete blocks and a control signal. Thediscrete blocks are:
 • Block A, which has a sample time of 0.25 second
 • Block B, which has a sample time of 0.5 second
 • Block C, within the Enabled subsystem, which has a sample time of 0.125second
 • Block D, also within the Enabled subsystem, which has a sample time of 0.25second
 The enable control signal is generated by a Pulse Generator block, labeledSignal E, which changes from 0 to 1 at 0.375 second and returns to 0 at 0.875second.
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 The chart below indicates when the discrete blocks execute.
 Blocks A and B execute independent of the enable signal because they are notpart of the enabled subsystem. When the enable signal becomes positive, blocksC and D execute at their assigned sample rates until the enable signal becomeszero again. Note that block C does not execute at 0.875 second when the enablesignal changes to zero.
 Time (sec)
 0 .125 .25 .375 .50 .625 .75 .875 1.0
 Block B
 Block C
 Block D
 Signal E
 Block A
 1
 - Start of executionfor a block
 0
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 Triggered SubsystemsTriggered subsystems are subsystems that execute each time a trigger eventoccurs.
 A triggered subsystem has a single control input, called the trigger input,which determines whether the subsystem executes. You can choose from threetypes of trigger events to force a triggered subsystem to begin execution:
 • rising triggers execution of the subsystem when the control signal rises froma negative or zero value to a positive value (or zero if the initial value isnegative).
 • falling triggers execution of the subsystem when the control signal falls froma positive or a zero value to a negative value (or zero if the initial value ispositive).
 • either triggers execution of the subsystem when the signal is either rising orfalling.
 For example, this figure shows when rising (R) and falling (F) triggers occur forthe given control signal.
 A simple example of a trigger subsystem is illustrated below.
 F F
 0
 R
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 In this example, the subsystem is triggered on the rising edge of the squarewave trigger control signal.
 Creating a Triggered SubsystemYou create a triggered subsystem by copying the Trigger block from the Signals& Systems library into a subsystem. Simulink adds a trigger symbol and atrigger control input port to the Subsystem block icon.
 To select the trigger type, open the Trigger block dialog box and select one ofthe choices for the Trigger type parameter, as shown in the dialog box below:
 • rising forces a trigger whenever the trigger signal crosses zero in a positivedirection.
 • falling forces a trigger whenever the trigger signal crosses zero in a negativedirection.
 • either forces a trigger whenever the trigger signal crosses zero in eitherdirection.
 Simulink uses different symbols on the Trigger and Subsystem blocks toindicate rising and falling triggers (or either). This figure shows the triggersymbols on Subsystem blocks.
 Select the trigger type from these choices.
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 Outputs and States Between Trigger EventsUnlike enabled subsystems, triggered subsystems always hold their outputs atthe last value between triggering events. Also, triggered subsystems cannotreset their states when triggered; states of any discrete blocks are held betweentrigger events.
 Outputting the Trigger Control SignalAn option on the Trigger block dialog box lets you output the trigger controlsignal. To output the control signal, select the Show output port check box.
 The Output data type field allows you to specify the data type of the outputsignal as auto, int8, or double. The auto option causes the data type of theoutput signal to be set to the data type (either int8 or double) of the port towhich the signal is connected.
 Function-Call SubsystemsYou can create a triggered subsystem whose execution is determined by logicinternal to an S-function instead of by the value of a signal. These subsystemsare called function-call subsystems. For more information about function-callsubsystems, see the companion guide Writing S-Functions.
 Blocks That a Triggered Subsystem Can ContainTriggered systems execute only at specific times during a simulation. As aresult, the only blocks that are suitable for use in a triggered subsystem are:
 • Blocks with inherited sample time, such as the Logical Operator block or theGain block
 • Discrete blocks having their sample time set to –1, which indicates that thesample time is inherited from the driving block
 Select this check box to show the output port.
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 Triggered and Enabled SubsystemsA third kind of conditionally executed subsystem combines both types ofconditional execution. The behavior of this type of subsystem, called a triggeredand enabled subsystem, is a combination of the enabled subsystem and thetriggered subsystem, as shown by this flow diagram.
 A triggered and enabled subsystem contains both an enable input port and atrigger input port. When the trigger event occurs, Simulink checks the enableinput port to evaluate the enable control signal. If its value is greater than zero,Simulink executes the subsystem. If both inputs are vectors, the subsystemexecutes if at least one element of each vector is nonzero.
 The subsystem executes once at the time step at which the trigger event occurs.
 Creating a Triggered and Enabled SubsystemYou create a triggered and enabled subsystem by dragging both the Enable andTrigger blocks from the Signals & Systems library into an existing subsystem.Simulink adds enable and trigger symbols and enable and trigger and enablecontrol inputs to the Subsystem block icon.
 Execute the subsystem
 Yes
 Trigger event
 Don’t execute the subsystemNo
 Isthe enableinput signal
 > 0 ?
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 You can set output values when a triggered and enabled subsystem is disabledas you would for an enabled subsystem. For more information, see “SettingOutput Values While the Subsystem Is Disabled” on page 8–4. Also, you canspecify what the values of the states are when the subsystem is re-enabled. See“Setting States When the Subsystem Becomes Re-enabled” on page 8–4.
 Set the parameters for the Enable and Trigger blocks separately. Theprocedures are the same as those described for the individual blocks.
 A Sample Triggered and Enabled SubsystemA simple example of a triggered and enabled subsystem is illustrated in themodel below.
 Creating Alternately Executing SubsystemsYou can use conditionally executed subsystems in combination with Mergeblocks to create sets of subsystems that execute alternately, depending on thecurrent state of the model. For example, the following figure shows a model
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 that uses two enabled blocks and a Merge block to model an inverter, that is, adevice that converts AC current to pulsating DC current.
 In this example, the block labeled “pos” is enabled when the AC waveform ispositive; it passes the waveform unchanged to its output. The block labeled“neg” is enabled when the waveform is negative; it inverts the waveform. TheMerge block passes the output of the currently enabled block to the Mux block,which passes the output, along with the original waveform, to the Scope blockto create the following display.
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 What Each Block Reference Page ContainsBlocks appear in alphabetical order and contain this information:
 • The block name, icon, and block library that contains the block
 • The purpose of the block
 • A description of the block’s use
 • The data types and numeric type (complex or real) accepted and generatedby the block
 • The block dialog box and parameters
 • The block characteristics, including some or all of these, as they apply to theblock:
 - Direct Feedthrough – whether the block or any of its ports has directfeedthrough. For more information, see “Algebraic Loops” on page 3-18.
 - Sample Time – how the block’s sample time is determined, whether by theblock itself (as is the case with discrete and continuous blocks) or inheritedfrom the block that drives it or is driven by it. For more information, see“Sample Time” on page 3–23.
 - Scalar Expansion – whether or not scalar values are expanded to arrays.Some blocks expand scalar inputs and/or parameters as appropriate. Formore information, see “Scalar Expansion of Inputs and Parameters” onpage 4-34.
 - States – the number of discrete and continuous states.
 - Dimensionalized– whether the block accepts and/or generatesmultidimensional signal arrays. For more information, see “Working withSignals” on page 4–28.
 - Zero Crossings – whether the block detects zero-crossing events. For moreinformation, see “Zero Crossing Detection” on page 3-14.
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 Simulink Block LibrariesSimulink organizes its blocks into block libraries according to their behavior.
 • The Sources library contains blocks that generate signals.
 • The Sinks library contains blocks that display or write block output.
 • The Discrete library contains blocks that describe discrete-time components.
 • The Continuous library contains blocks that describe linear functions.
 • The Math library contains blocks that describe general mathematicsfunctions.
 • The Functions & Tables library contains blocks that describe generalfunctions and table look-up operations.
 • The Nonlinear library contains blocks that describe nonlinear functions.
 • The Signal & Systems library contains blocks that allow multiplexing anddemultiplexing, implement external input/output, pass data to other parts ofthe model, create subsystems, and perform other functions.
 • The Blocksets and Toolboxes library contains the Extras block library ofspecialized blocks.
 • The Demos library contains useful MATLAB and Simulink demos.
 Note You can use either the Simulink Library Browser (Windows only) or theMATLAB command simulink3 to display and browse the block libraries.
 The following tables list contents of all libraries except the Blocksets andToolboxes and Demos libraries.
 Table 9-1: Sources Library Blocks
 Block Name Purpose
 Band-Limited White Noise Introduce white noise into a continuoussystem.
 Chirp Signal Generate a sine wave with increasingfrequency.
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 Clock Display and provide the simulation time.
 Constant Generate a constant value.
 Digital Clock Generate simulation time at the specifiedsampling interval.
 Digital Pulse Generator Generate pulses at regular intervals.
 From File Read data from a file.
 From Workspace Read data from a variable defined in theworkspace.
 Pulse Generator Generate pulses at regular intervals.
 Ramp Generate a constantly increasing ordecreasing signal.
 Random Number Generate normally distributed randomnumbers.
 Repeating Sequence Generate a repeatable arbitrary signal.
 Signal Generator Generate various waveforms.
 Sine Wave Generate a sine wave.
 Step Generate a step function.
 Uniform Random Number Generate uniformly distributed randomnumbers.
 Table 9-1: Sources Library Blocks (Continued)
 Block Name Purpose
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 Table 9-2: Sinks Library Blocks
 Block Name Purpose
 Display Show the value of the input.
 Scope Display signals generated during asimulation.
 Stop Simulation Stop the simulation when the input isnonzero.
 To File Write data to a file.
 To Workspace Write data to a variable in the workspace.
 XY Graph Display an X-Y plot of signals using aMATLAB figure window.
 Table 9-3: Discrete Library Blocks
 Block Name Purpose
 Discrete Filter Implement IIR and FIR filters.
 Discrete State-Space Implement a discrete state-space system.
 Discrete-Time Integrator Perform discrete-time integration of asignal.
 Discrete Transfer Fcn Implement a discrete transfer function.
 Discrete Zero-Pole Implement a discrete transfer functionspecified in terms of poles and zeros.
 First-Order Hold Implement a first-order sample-and-hold.
 Unit Delay Delay a signal one sample period.
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 Zero-Order Hold Implement zero-order hold of one sampleperiod.
 Table 9-4: Continuous Library Blocks
 Block Name Purpose
 Derivative Output the time derivative of the input.
 Integrator Integrate a signal.
 Memory Output the block input from the previoustime step.
 State-Space Implement a linear state-space system.
 Transfer Fcn Implement a linear transfer function.
 Transport Delay Delay the input by a given amount of time.
 Variable Transport Delay Delay the input by a variable amount oftime.
 Zero-Pole Implement a transfer function specified interms of poles and zeros.
 Table 9-5: Math Library Blocks
 Block Name Purpose
 Abs Output the absolute value of the input.
 Algebraic Constraint Constrain the input signal to zero.
 Bitwise Logical Operator Logically mask, invert, or shift the bits ofan unsigned integer signal.
 Table 9-3: Discrete Library Blocks (Continued)
 Block Name Purpose
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 Combinatorial Logic Implement a truth table.
 Complex toMagnitude-Angle
 Output the phase and magnitude of acomplex input signal.
 Complex to Real-Imag Output the real and imaginary parts of acomplex input signal.
 Derivative Output the time derivative of the input.
 Dot Product Generate the dot product.
 Gain Multiply block input.
 Logical Operator Perform the specified logical operation onthe input.
 Magnitude-Angle toComplex
 Output a complex signal from magnitudeand phase inputs.
 Math Function Perform a mathematical function.
 Matrix Gain Multiply the input by a matrix.
 MinMax Output the minimum or maximum inputvalue.
 Product Generate the product or quotient of blockinputs.
 Real-Imag to Complex Output a complex signal from real andimaginary inputs.
 Relational Operator Perform the specified relational operationon the input.
 Rounding Function Perform a rounding function.
 Sign Indicate the sign of the input.
 Slider Gain Vary a scalar gain using a slider.
 Table 9-5: Math Library Blocks (Continued)
 Block Name Purpose
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 Sum Generate the sum of inputs.
 Trigonometric Function Perform a trigonometric function.
 Table 9-6: Functions & Tables Library Blocks
 Block Name Purpose
 Direct Look-Up Table (n-D)
 Fcn Apply a specified expression to the input.
 Look-Up Table Perform piecewise linear mapping of theinput.
 Look-Up Table (2-D) Perform piecewise linear mapping of twoinputs.
 Look-Up Table (n-D) Perform piecewise linear or spline mappingof two or more inputs.
 MATLAB Fcn Apply a MATLAB function or expression tothe input.
 S-Function Access an S-function.
 Table 9-7: Nonlinear Library Blocks
 Block Name Purpose
 Backlash Model the behavior of a system with play.
 Coulomb & Viscous Friction Model discontinuity at zero, with lineargain elsewhere.
 Dead Zone Provide a region of zero output.
 Table 9-5: Math Library Blocks (Continued)
 Block Name Purpose
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 Manual Switch Switch between two inputs.
 Multiport Switch Choose between block inputs.
 Quantizer Discretize input at a specified interval.
 Rate Limiter Limit the rate of change of a signal.
 Relay Switch output between two constants.
 Saturation Limit the range of a signal.
 Switch Switch between two inputs.
 Table 9-8: Signals & Systems Library Blocks
 Block Name Purpose
 Bus Selector Output selected input signals.
 Configurable Subsystem Represent any block selected from aspecified library.
 Data Store Memory Define a shared data store.
 Data Store Read Read data from a shared data store.
 Data Store Write Write data to a shared data store.
 Data Type Conversion Convert a signal to another data type.
 Demux Separate a vector signal into outputsignals.
 Enable Add an enabling port to a subsystem.
 From Accept input from a Goto block.
 Goto Pass block input to From blocks.
 Table 9-7: Nonlinear Library Blocks (Continued)
 Block Name Purpose
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 Goto Tag Visibility Define the scope of a Goto block tag.
 Ground Ground an unconnected input port.
 Hit Crossing Detect crossing point.
 IC Set the initial value of a signal.
 Inport Create an input port for a subsystem or anexternal input.
 Matrix Concatenation Concatenate array inputs.
 Merge Combine several input lines into a scalarline.
 Model Info Display revision control information in amodel.
 Mux Combine several input lines into a vectorline.
 Outport Create an output port for a subsystem or anexternal output.
 Reshape Change the dimensionality of a signal.
 Probe Output an input signal’s width, sampletime, and/or signal type.
 Selector Select or reorder the elements of the inputvector.
 Signal Specification Specify attributes of a signal.
 Subsystem Represent a system within another system.
 Terminator Terminate an unconnected output port.
 Trigger Add a trigger port to a subsystem.
 Width Output the width of the input vector.
 Table 9-8: Signals & Systems Library Blocks (Continued)
 Block Name Purpose
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 9AbsPurpose Output the absolute value of the input.
 Library Math
 Description The Abs block generates as output the absolute value of the input.
 Data Type Support
 An Abs block accepts a real- or complex-valued input of any type and outputs areal value of the same data type as the input.
 Dialog Box
 Saturate on integer overflowWhen checked (default), the block maps signed integer input elementscorresponding to the most negative value of that data type to the most positivevalue of that datatype.
 • For 8-bit integers, -128 is mapped to 127.
 • For 16-bit integers, -32768 maps to 32767.
 • For 32-bit integers, -2147483648 maps to 2147483647.
 When unchecked, the behavior of the block is undefined for signed integerinput elements corresponding to the most negative value.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion N/A
 Dimensionalized Yes
 Zero Crossing Yes, to detect zero
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 9Algebraic ConstraintPurpose Constrain the input signal to zero.
 Library Math
 Description The Algebraic Constraint block constrains the input signal f(z) to zero andoutputs an algebraic state z. The block outputs the value necessary to producea zero at the input. The output must affect the input through some feedbackpath. This enables you to specify algebraic equations for index 1 differential/algebraic systems (DAEs).
 By default, the Initial guess parameter is zero. You can improve the efficiencyof the algebraic loop solver by providing an Initial guess of the algebraic statez that is close to the solution value.
 For example, the model below solves these equations.
 z2 + z1 = 1z2 – z1 = 1
 The solution is z2 = 1, z1 = 0, as the Display blocks show.
 Data Type Support
 An Algebraic Constraint block accepts and outputs real values of type double.
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 Parameters and Dialog Box
 Initial guessAn initial guess of the solution value. The default is 0.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion No
 Dimensionalized Yes
 Zero Crossing No
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 9BacklashPurpose Model the behavior of a system with play.
 Library Nonlinear
 Description The Backlash block implements a system in which a change in input causes anequal change in output. However, when the input changes direction, an initialchange in input has no effect on the output. The amount of side-to-side play inthe system is referred to as the deadband. The deadband is centered about theoutput. This figure shows the block’s initial state, with the default deadbandwidth of 1 and initial output of 0.
 A system with play can be in one of three modes:
 • Disengaged – in this mode, the input does not drive the output and theoutput remains constant.
 • Engaged in a positive direction – in this mode, the input is increasing (has apositive slope) and the output is equal to the input minus half the deadbandwidth.
 • Engaged in a negative direction – in this mode, the input is decreasing (hasa negative slope) and the output is equal to the input plus half the deadbandwidth.
 If the initial input is outside the deadband, the Initial output parameter valuedetermines if the block is engaged in a positive or negative direction and theoutput at the start of the simulation is the input plus or minus half thedeadband width.
 For example, the Backlash block can be used to model the meshing of twogears. The input and output are both shafts with a gear on one end, and theoutput shaft is driven by the input shaft. Extra space between the gear teethintroduces play. The width of this spacing is the Deadband width parameter.If the system is disengaged initially, the output (the position of the driven gear)is defined by the Initial output parameter.
 deadband
 0 0.5 1.0-0.5-1.0Output
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 The figures below illustrate the block’s operation when the initial input iswithin the deadband. The first figure shows the relationship between the inputand the output while the system is in disengaged mode (and the defaultparameter values are not changed).
 The next figure shows the state of the block when the input has reached the endof the deadband and engaged the output. The output remains at its previousvalue.
 The final figure shows how a change in input affects the output while they areengaged.
 If the input reverses its direction, it disengages from the output. The outputremains constant until the input either reaches the opposite end of thedeadband or reverses its direction again and engages at the same end of thedeadband. Now, as before, movement in the input causes equal movement inthe output.
 For example, if the deadband width is 2 and the initial output is 5, the output,y, at the start of the simulation is:
 • 5 if the input, u, is between 4 and 6
 • u + 1 if u < 4
 • u - 1 if u > 6
 0 0.5 1.0-0.5-1.0
 Input within deadband
 0 0.5 1.0-0.5-1.0
 Input reaches end of deadband (engaged)
 0 0.5 1.0-0.5-1.0
 Input moves in positive direction.Output = Input - (deadband width/2)
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 This sample model and the plot that follows it show the effect of a sine wavepassing through a Backlash block.
 The Backlash block parameters are unchanged from their default values (thedeadband width is 1 and the initial output is 0). Notice in the plotted outputbelow that the Backlash block output is zero until the input reaches the end ofthe deadband (at 0.5). Now, the input and output are engaged and the outputmoves as the input does until the input changes direction (at 1.0). When theinput reaches 0, it again engages the output at the opposite end of thedeadband.
 Data Type Support
 A Backlash block accepts and outputs real values of type double.
 Input engages in positive direction. Change in input causes equal change in output.
 Input disengages. Change in input does not affect output.
 Input engages in negative direction. Change in input causes equal change in output.
 Input disengages. Change in input does not affect output.
 A
 B
 C
 D
 A
 B
 C
 D
 Input
 Output
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 Parameters and Dialog Box
 Deadband widthThe width of the deadband. The default is 1.
 Initial outputThe initial output value. The default is 0.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Yes
 Dimensionalized Yes
 Zero Crossing Yes, to detect engagement with lower and upperthresholds
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 9Band-Limited White NoisePurpose Introduce white noise into a continuous system.
 Library Sources
 Description The Band-Limited White Noise block generates normally distributed randomnumbers that are suitable for use in continuous or hybrid systems.
 The primary difference between this block and the Random Number block isthat the Band-Limited White Noise block produces output at a specific samplerate, which is related to the correlation time of the noise.
 Theoretically, continuous white noise has a correlation time of 0, a flat powerspectral density (PSD), and a covariance of infinity. In practice, physicalsystems are never disturbed by white noise, although white noise is a usefultheoretical approximation when the noise disturbance has a correlation timethat is very small relative to the natural bandwidth of the system.
 In Simulink, you can simulate the effect of white noise by using a randomsequence with a correlation time much smaller than the shortest time constantof the system. The Band-Limited White Noise block produces such a sequence.The correlation time of the noise is the sample rate of the block. For accuratesimulations, use a correlation time much smaller than the fastest dynamics ofthe system. You can get good results by specifying
 where fmax is the bandwidth of the system in rad/sec.
 The Algorithm Used in the Block ImplementationTo produce the correct intensity of this noise, the covariance of the noise isscaled to reflect the implicit conversion from a continuous PSD to a discretenoise covariance. The appropriate scale factor is 1/tc, where tc is thecorrelation time of the noise. This scaling ensures that the response of acontinuous system to our approximate white noise has the same covariance asthe system would have if we had used true white noise. Because of this scaling,the covariance of the signal from the Band-Limited White Noise block is not thesame as the Noise power (intensity) dialog box parameter. This parameter isactually the height of the PSD of the white noise. While the covariance of true
 tc1
 100---------- 2π
 fmax------------≈
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 white noise is infinite, the approximation used in this block has the propertythat the covariance of the block output is the Noise Power divided by tc.
 Data Type Support
 A Band-Limited White Noise block outputs real values of type double.
 Parameters and Dialog Box
 Noise powerThe height of the PSD of the white noise. The default value is 0.1.
 Sample timeThe correlation time of the noise. The default value is 0.1.
 SeedThe starting seed for the random number generator. The default value is23341.
 Characteristics
 Sample Time Discrete
 Scalar Expansion Of Noise power and Seed parameters and output
 Dimensionalized Yes
 Zero Crossing No
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 9Bitwise Logical OperatorPurpose Logically mask, invert, or shift the bits of an unsigned integer signal.
 Library Math
 Description The Bitwise Logical Operator performs any of a set of logical masking (AND,OR, XOR) , inversion (NOT), and shifting (SHIFT_LEFT, SHIFT_RIGHT)operations on the bits of on an unsigned integer signal. The block’s parameterdialog lets you choose the operation to perform. You can use the Bitwise LogicalOperator block to perform bitwise operations on arrays of unsigned integersignals.
 Masking OperationsThe Bitwise Logical Operator’s masking operations (AND, OR, XOR) logicallycombine each bit of the input signal with the corresponding bit of a constantoperand called the mask. You specify the mask’s value and the logicaloperation via the block’s parameter dialog. The mask and the logical operationdetermine the value of each bit of the output signal as follows.
 Operation Mask Bit Input Bit Output Bit
 AND 1 1 1
 1 0 0
 0 1 0
 0 0 0
 OR 1 1 1
 0 1 1
 1 0 1
 0 0 0
 XOR 1 1 0
 1 0 1
 0 1 1
 0 0 0
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 A Bitwise Operator block accepts arrays for both signals and masks. In general,the mask must have the same dimensionality as the input signal, i.e., a 5-by-4input signal requires a 5-by-4 mask. The block applies each element of themask to the corresponding input element. The following exceptions exist to thegeneral rule that the input and the mask must have the same dimensionality:
 • If the input is scalar and the mask is an array, the block outputs an arrayconsisting of the result of applying each mask element to the input.
 • If the input is an array and the mask is a scalar, the block outputs an arrayconsisting of the result of applying the mask to each element of the input.
 • If the input is a 1-D array (i.e., a vector), the mask may be a row or a columnvector.
 When selecting a masking operation, use the Second operand field of theblock’s parameter dialog to specify the mask or masks. You can enter anyMATLAB expression that evaluates to a scalar, matrix, or cell array. Usestrings in your mask expression to specify hexadecimal values (e.g., 'FFFF').
 If necessary, the block truncates the high order bits of the mask value to fit theword size of the input signal’s data type. For example, suppose you specify themask value as 'FF00' and the input signal is of type uint8. The blocktruncates the specified value to '00'.
 You can use matrices to specify hexadecimal masks, but beware of the pitfallsof such an approach. For example, the MATLAB expression['00' 'FF']represents a single string 'FF00' rather than two strings. Similarly, theexpression ['FFFF'; '0000'] represents two strings but the expression['FFFF'; '00'] is invalid and hence causes MATLAB to signal an error. Youcan avoid these pitfalls by always using cell arrays to specify hexadecimalvalues, or to mix decimal and hexadecimal values, for masks. For example, thefollowing model
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 uses a cell array ({'F0' '0F'} ) to specify hexadecimal values for the masks fora two-element input vector.
 Inversion OperationThe Bitwise Logical Operator’s NOT operation inverts the bits of the inputsignal. In particular, it performs a one’s complement operation on the inputsignal to produce an output signal each of whose bits is 1 if the correspondinginput bit is 0 and vice-versa.
 Shift OperationsThe Bitwise Logical Operator’s shift operations, SHIFT_LEFT and SHIFT_RIGHT,shift the bits of the input signal left or right to produce the output signal. Youspecify the amount of the shift in the Second operand field of the block’sparameter dialog. If you specify a shift amount that is greater than the wordsize of the input signal, the block uses the input word size as the shift amount,resulting in a zero output signal. The dimensionality rules that apply to masksand inputs also apply to shift factors and inputs.
 Data Type Support
 The Bitwise Logical Operator accepts real-valued inputs of any of the unsignedinteger data types: uint8, uint16, uint32. All the elements of a vector inputmust be of the same data type. The output signal is of the same data type asthe input.
 Parameters and Dialog Box
 Bitwise operatorSpecifies the bitwise operator applied to the input signal.
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 Second operandSpecifies the mask operand for masking operations and the shift amountfor shift operations. You can enter any MATLAB expression that evaluatesto a scalar, matrix, or cell array. If the block input is an array, the blockapplies each parameter value to the corresponding element of the input. Ifthe input is a scalar, the block outputs an array, each of whose elements isthe result of applying the corresponding parameter value to the input.
 Characteristics Sample Time Inherited from driving block
 Scalar Expansion Of inputs and Second operand parameter
 Dimensionalized Yes
 States None
 Zero Crossing No
 Direct Feedthrough Yes
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 9Bus SelectorPurpose Select signals from an incoming bus.
 Library Signals & Systems
 Description The Bus Selector block accepts input from a Mux block or another Bus Selectorblock. This block has one input port. The number of output ports depends onthe state of the Muxed output check box. If you check Muxed output, then thesignals are combined at the output port and there is only one output port;otherwise, there is one output port for each selected signal.
 Note Simulink hides the name of a Bus Selector block when you copy it fromthe Simulink library to a model.
 Data Type Support
 A Bus Selector block accepts and outputs real or complex values of any datatype.
 Parameters and Dialog Box
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 Signals in the busThe Signals in the bus listbox shows the signals in the input bus. Use theSelect>> button to select output signals from the Signals in the buslistbox.
 Selected signalsThe Selected signals listbox shows the output signals. You can order thesignals by using the Up, Down, and Remove buttons. Port connectivity ismaintained when the signal order is changed.
 If an output signal listed in the Selected signals listbox is not an input tothe Bus Selector block, the signal name will be preceded by ???.
 The signal label at the ouput port is automatically set by the block exceptwhen you check the Muxed output check box. If you try to change thislabel, you will get an error message stating that you cannot change thesignal label of a line connected to the output of a Bus Selector block.
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 9Chirp SignalPurpose Generate a sine wave with increasing frequency.
 Library Sources
 Description The Chirp Signal block generates a sine wave whose frequency increases at alinear rate with time. You can use this block for spectral analysis of nonlinearsystems. The block generates a scalar or vector output.
 The parameters, Initial frequency, Target time, and Frequency at targettime, determine the block’s output. You can specify any or all of these variablesas scalars or arrays. All of the parameters specified as arrays must have thesame dimensions. The block expands scalar parameters to have the samedimensions as the array parameters. The block output has the samedimensions as the parameters except if the Interpret vector parameters as1-D option is selected. If this option is selected and the parameters are row orcolumn vectors, the block outputs a vector (1-D array) signal.
 Data Type Support
 A Chirp Signal block outputs a real-valued signal of type double.
 Parameters and Dialog Box
 Initial frequencyThe initial frequency of the signal, specified as a scalar or matrix value.The default is 0.1 Hz.
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 Target timeThe time at which the frequency reaches the Frequency at target timeparameter value, a scalar or matrix value. The frequency continues tochange at the same rate after this time. The default is 100 seconds.
 Frequency at target timeThe frequency of the signal at the target time, a scalar or matrix value. Thedefault is 1 Hz.
 Interpret vector parameters as 1-DIf selected, column or row matrix values for the Initial frequency, Targettime, and Frequency at target time parameters result in a vector outputwhose elements are the elements of the row or column.
 Characteristics Sample Time Continuous
 Scalar Expansion Of parameters
 Dimensionalized Yes
 Zero Crossing No
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 9ClockPurpose Display and provide the simulation time.
 Library Sources
 Description The Clock block outputs the current simulation time at each simulation step.This block is useful for other blocks that need the simulation time.
 When you need the current time within a discrete system, use the Digital Clockblock.
 Data Type Support
 A Clock block outputs a real-valued signal of type double.
 Parameters and Dialog Box
 Display timeUse the Display time check box to display the current simulation timeinside the Clock block icon.
 DecimationThe Decimation parameter value is the increment at which the clock getsupdated; it can be any positive integer. For example, if the decimation is1000, then for a fixed integration step of 1 millisecond, the clock will updateat 1 second, 2 seconds, and so on. Note that if this parameter is not zero,the simulation must use a fixed-step solver to ensure accurate clockupdates.
 Characteristics Sample Time Continuous
 Scalar Expansion N/A
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 Dimensionalized No
 Zero Crossing No
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 9Combinatorial LogicPurpose Implement a truth table.
 Library Math
 Description The Combinatorial Logic block implements a standard truth table for modelingprogrammable logic arrays (PLAs), logic circuits, decision tables, and otherBoolean expressions. You can use this block in conjunction with Memory blocksto implement finite-state machines or flip-flops.
 You specify a matrix that defines all possible block outputs as the Truth tableparameter. Each row of the matrix contains the output for a differentcombination of input elements. You must specify outputs for every combinationof inputs. The number of columns is the number of block outputs.
 The relationship between the number of inputs and the number of rows is
 number of rows = 2 ^ (number of inputs)
 Simulink returns a row of the matrix by computing the row’s index from theinput vector elements. Simulink computes the index by building a binarynumber where input vector elements having zero values are 0 and elementshaving nonzero values are 1, then adds 1 to the result. For an input vector, u,of m elements
 row index = 1 + u(m)*20 + u(m–1)*21 + ... + u(1)*2m–1
 Example of Two-Input AND FunctionThis example builds a two-input AND function, which returns 1 when bothinput elements are 1, and 0 otherwise. To implement this function, specify theTruth table parameter value as [0; 0; 0; 1]. The portion of the model thatprovides the inputs to and the output from the Combinatorial Logic blockmight look like this.
 The table below indicates the combination of inputs that generate each output.The input signal labeled “Input 1” corresponds to the column in the tablelabeled Input 1. Similarly, the input signal “Input 2” corresponds to the column
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 with the same name. The combination of these values determines which row ofthe Output column of the table gets passed as block output.
 For example, if the input vector is [1 0], the input references the third row(21*1 + 1). So, the output value is 0.
 Example of CircuitThis sample circuit has three inputs: the two bits (a and b) to be summed anda carry-in bit (c). It has two outputs, the carry-out bit (c') and the sum bit (s).Here is the truth table and the outputs associated with each combination ofinput values for this circuit.
 Row Input 1 Input 2 Output
 1 0 0 0
 2 0 1 0
 3 1 0 0
 4 1 1 1
 Inputs Outputs
 a b c c' s
 0 0 0 0 0
 0 0 1 0 1
 0 1 0 0 1
 0 1 1 1 0
 1 0 0 0 1
 1 0 1 1 0
 1 1 0 1 0
 1 1 1 1 1
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 To implement this adder with the Combinatorial Logic block, you enter the8-by-2 matrix formed by columns c' and s as the Truth table parameter.
 Sequential circuits (that is, circuits with states) can also be implemented withthe Combinatorial Logic block by including an additional input for the state ofthe block and feeding the output of the block back into this state input.
 Data Type Support
 The type of signals accepted by a Combinatorial Logic block depends onwhether you have selected Simulink’s Boolean logic signals option (see“Enabling Strict Boolean Type Checking” on page 4-48). If this option isenabled, the block accepts real signals of type boolean or double. The truthtable may have Boolean values (0 or 1) of any data type. If the table containsnonBoolean values, the table’s data type must be double. The type of the ouputis the same as that of the input except that the block outputs double if theinput is boolean and the truth table contains nonboolean values. If Booleancompatibility mode is disabled, the Combinatorial Logic block accepts onlysignals of type boolean. The block outputs double if the truth table containsnonBoolean values of type double. Otherwise, the output is boolean.
 Parameters and Dialog Box
 Truth tableThe matrix of outputs. Each column corresponds to an element of theoutput vector and each row corresponds to a row of the truth table.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion No
 Dimensionalized Yes; the output width is the number of columns of theTruth table parameter
 Zero Crossing No
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 9Complex to Magnitude-AnglePurpose Compute the magnitude and/or phase angle of a complex signal.
 Library Math
 Description The Complex to Magnitude-Angle block accepts a complex-valued signal of typedouble. It outputs the magnitude and/or phase angle of the input signal,depending on the setting of the Output parameter. The outputs are real valuesof type double. The input may be an array of complex signals, in which case theoutput signals are also arrays. The magnitude signal array contains themagnitudes of the corresponding complex input elements. The angle outputsimilarly contains the angles of the input elements.
 Data Type Support
 See the description above.
 Parameters and Dialog Box
 OutputDetermines the output of this block. Choose from the following values:MagnitudeAndAngle (outputs the input signal’s magnitude and phase anglein radians), Magnitude (outputs the input’s magnitude), Angle (outputs theinput’s phase angle in radians).
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion No
 Dimensionalized Yes
 Zero Crossing No
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 9Complex to Real-ImagPurpose Output the real and imaginary parts of a complex input signal.
 Library Math
 Description The Complex to Real-Imag block accepts a complex-valued signal of any type.It outputs the real and/or imaginary part of the input signal, depending on thesetting of the Output parameter. The real outputs are of the same data type asthe complex input. The input may be an array (vector or matrix) of complexsignals, in which case the output signals are arrays of the same dimensions.The real array contains the real parts of the corresponding complex inputelements. The imaginary output similarly contains the imaginary parts of theinput elements.
 Data Type Support
 See the description above.
 Parameters and Dialog Box
 OutputDetermines the output of this block. Choose from the following values:RealAndImag (outputs the input signal’s real and imaginary parts), Real(outputs the input’s real part), Imag (outputs the input’s imaginary part).
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion No
 Dimensionalized Yes
 Zero Crossing No
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 9Configurable SubsystemPurpose Represents any block selected from a user-specified library of blocks.
 Library Signals & Systems
 Description A Configurable Subsystem block can represent any block contained in aspecified library of blocks. The Configurable Subsystem’s dialog box lets youspecify which block it represents and the values of the parameters of therepresented block.
 Configurable Subsystem blocks simplify creation of models that representfamilies of designs. For example, suppose that you want to model an automobilethat offers a choice of engines. To model such a design, you would first create alibrary of models of the engine types available with the car. You would then usea Configurable Subsystem block in your car model to represent the choice ofengines. To model a particular variant of the basic car design, a user need onlychoose the engine type, using the configurable engine block’s dialog.
 A Configurable Subystem block’s appearance changes depending on whichblock it represents. Initially, a Configurable Subystem block representsnothing. In this state, it has no ports and displays the icon shown at the left ofthis paragraph. When you select a library and block, the ConfigurableSubystem shows the icon and a set of input and output ports corresponding toinput and output ports in the selected library.
 Simulink uses the following rules to map library ports to ConfigurableSubystem block ports:
 • Map each uniquely named input/output port in the library to a separateinput/output port of the same name on the Configurable Subystem block.
 • Map all identically named input/output ports in the library to the same inputport/output on the Configurable Subystem block.
 • Terminate any input/output port not used by the currently selected libraryblock with a Terminator/Ground block.
 This mapping allows a user to change the library block represented by aConfigurable Subsystem block without having to rewire connections to theConfigurable Subsystem block.
 For example, suppose that a library contains two blocks A and B and that blockA has input ports labeled a, b, and c and an output port labeled d and that blockB has input ports labeled a and b and an output port labeled e. A Configurable
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 Subsystem block based onthis library would have three input ports labeled a,b, and c, respectively, and two output ports labeled d and e, respectively, asillustrated in the following figure.
 In this example, port a on the Configurable Subystem block connects to port aof the selected library block no matter which block is selected. On the otherhand, port c on the Configurable Subsystem block functions only if library blockA is selected. Otherwise, it simply terminates.
 Note A Configurable Subsystem block does not provide ports that correspondto non-I/O ports, such as the trigger and enable ports on triggered and enabledsubsystems. Thus, you cannot use a Configurable Subsystem block directly torepresent blocks that have such ports. You can do so indirectly, however, bywrapping such blocks in subsystem blocks that have input or output portsconnected to the non-I/O ports.
 To create a configurable subsytem:
 1 Create a library of blocks representing the various configurations of theconfigurable subsystem.
 2 Create an instance of the Configurable Subsystem block in the library. To dothis, drag a copy of the Configurable Subsystem block from the SimulinkSignals and Systems library into the library you created in the precedingstep.
 3 Display the Configurable Subsystem block’s dialog by double-clicking it. Thedialog displays a list of the other blocks in the library.
 4 Check the blocks that represent the various configurations of theconfigurable subsystems you are creating.
 5 Close the dialog.
 Save the library.
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 Data Type Support
 A Configurable Subsystem block accepts and outputs signals of the same typesas are accepted or output by the block that it currently represents.
 Parameters and Dialog Box
 A Configurable Subsystem’s dialog box changes, depending on whether theConfigurable Subystem currently represents a library and which block, if any,the Configurable Subsystem represents. Initially a Configurable Subsystemdoes not represent anything; its dialog box displays only an empty Libraryname parameter.
 List of block choicesCheck the blocks you want to include as members of the configurablesubsystem. You can include user-defined subsystems as blocks.
 Port informationLists of input and output ports of member blocks. In the case of multiports,you can rearrange selected port positions by pressing the Up and Downbuttons.
 Note If you add or remove blocks or ports in a library, you must recreate anyConfigurable Subsystem blocks that use the library.
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 The following figure shows the dialog box for a Configurable Subystem block.
 Block choiceThe block that this Configurable Subystem block current represents. Thismenu lists all the blocks in your configurable subsystem library.
 The parameters below Block choice are related to subsystem behavior.See the Subsystem block reference page for more information.
 Characteristics A Configurable Subsystem block has the characteristics of the block that itcurrently represents. Double-clicking the block opens the dialog box for theblock that it currently represents.
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 9ConstantPurpose Generate a constant value.
 Library Sources
 Description The Constant block generates a specified real or complex value independent oftime. The block generates one output, which can be scalar, a vector, or a matrix,depending on the dimensionality of the Constant value parameter and thesetting of the Interpret vector parameters as 1-D parameter. If the Interpretvector parameters as 1-D parameter is selected and the Constant valueparameter is a column or row matrix, the output is a 1-D array (i.e., a vector)whose elements are the elements of the parameter. Otherwise, the output is a2-D array (i.e., a matrix) that has the same dimensions as the parameter andwhose elements are the parameter elements.
 Data Type Support
 A Constant block outputs a signal whose numeric type (complex or real) anddata type are the same as that of the block’s Constant value parameter.
 Parameters and Dialog Box
 Constant valueThe output of the block.
 Interpret vector parameters as 1-DIf selected, a column or row matrix value for the Constant valueparameter results in a vector output whose elements are the elements ofthe row or column.
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 Characteristics Sample Time Constant
 Scalar Expansion No
 Dimensionalized Yes
 Zero Crossing No
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 9Coulomb and Viscous FrictionPurpose Model discontinuity at zero, with linear gain elsewhere.
 Library Nonlinear
 Description The Coulomb and Viscous Friction block models Coulomb (static) and viscous(dynamic) friction. The block models a discontinuity at zero and a linear gainotherwise. The offset corresponds to the Coulombic friction; the gaincorresponds to the viscous friction. The block is implemented as
 y = sign(u) * (Gain * abs(u) + Offset)
 where y is the output, u is the input, and Gain and Offset are blockparameters.
 The block accepts one input and generates one output.
 Data Type Support
 A Coulomb and Viscous Friction block accepts and outputs real signals of typedouble.
 Parameters and Dialog Box
 Coulomb friction valueThe offset, applied to all input values. The default is [1 3 2 0].
 Coefficient of viscous frictionThe signal gain at nonzero input points. The default is 1.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion No
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 Dimensionalized Yes
 Zero Crossing Yes, at the point where the static friction is overcome
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 9Data Store MemoryPurpose Define a data store.
 Library Signals & Systems
 Description The Data Store Memory block defines and initializes a named shared datastore, which is a memory region usable by the Data Store Read and Data StoreWrite blocks.
 Each data store must be defined by a Data Store Memory block. The location ofthe Data Store Memory block that defines a data store determines the DataStore Read and Data Store Write blocks that can access the data store:
 • If the Data Store Memory block is in the top-level system, the data store canbe accessed by Data Store Read and Data Store Write blocks locatedanywhere in the model.
 • If the Data Store Memory block is in a subsystem, the data store can beaccessed by Data Store Read and Data Store Write blocks located in the samesubsystem or in any subsystem below it in the model hierarchy.
 You initialize the data store by specifying values in the Initial valueparameter. The size of the value determines the dimensionality of the datastore. An error occurs if a Data Store Write block does not write the sameamount of data.
 Data Type Support
 A Data Store Memory block stores real signals of type double.
 Parameters and Dialog Box
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 Data store nameThe name of the data store being defined. The default is A.
 Initial valueThe initial values of the data store. The default value is 0.
 Interpret vector parameters as 1-DIf selected, a column or row matrix value for the Initial value parametersinitializes the data store to a 1-D array (vector) whose elements are equalto the elements of the row or column vector.
 Characteristics Sample Time N/A
 Dimensionalized Yes
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 9Data Store ReadPurpose Read data from a data store.
 Library Signals & Systems
 Description The Data Store Read block reads data from a named data store, passing thedata as output. The data was previously initialized by a Data Store Memoryblock and (possibly) written to that data store by a Data Store Write block.
 The data store from which the data is read is determined by the location of theData Store Memory block that defines the data store. For more information, seeData Store Memory on page 9-43.
 More than one Data Store Read block can read from the same data store.
 Note To avoid block output consistency errors, be careful not to set anexecution priority on a Data Store Read block such that the block reads fromthe data store before the store is updated by any Data Store Write blocks thatwrite to the store in the same time step.
 Data Type Support
 A Data Store Read block outputs a real signal of type double.
 Parameters and Dialog Box
 Data store nameThe name of the data store from which this block reads data.
 Sample timeThe sample time, which controls when the block writes to the data store.The default, -1, indicates that the sample time is inherited.
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 Characteristics Sample Time Continuous or discrete
 Dimensionalized Yes

Page 339
                        
                        

Data Store Write
 9-47
 9Data Store WritePurpose Write data to a data store.
 Library Signals & Systems
 Description The Data Store Write block writes the block input to a named data store.
 Each write operation performed by a Data Store Write block writes over thedata store, replacing the previous contents.
 The data store to which this block writes is determined by the location of theData Store Memory block that defines the data store. For more information, seeData Store Memory on page 9-43. The size of the data store is set by the DataStore Memory block that defines and initializes the data store. Each Data StoreWrite block that writes to that data store must write the same amount of data.
 More than one Data Store Write block can write to the same data store.However, if two Data Store Write blocks attempt to write to the same data storeat the same simulation step, results are unpredictable.
 Data Type Support
 A Data Store Write block accepts a real signal of type double.
 Parameters and Dialog Box
 Data store nameThe name of the data store to which this block writes data.
 Sample timeThe sample time, which controls when the block writes to the data store.The default, -1, indicates that the sample time is inherited.
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 Characteristics Sample Time Continuous or discrete
 Dimensionalized Yes
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 9Data Type ConversionPurpose Convert input signal to specified data type.
 Library Signals & Systems
 Description The Data Type Conversion block converts an input signal to the data typespecifed by the block’s Data type parameter. The input can be any real orcomplex-valued signal. If the input is real, the output is real. If the input iscomplex, the output is complex.
 Data Type Support
 See block description above.
 Parameters and Dialog Box
 Data typeSpecifies the type to which to convert the input signal. The auto optionconverts the input signal to the type required by the input port to which theData Type Conversion block’s output port is connected.
 Saturate on integer overflowThis parameter is enable only for integer output. If selected, this optioncauses the output of the Data Type Conversion block to saturate on integeroverflow. In particular, if the output data type is an integer type, the blockoutput is the maximum value representable by the output type or theconverted output, whichever is smaller in the absolute sense. If the optionis not selected, Simulink takes the action specified by Data overflow eventoption on the Diagnostics page of the Simulation Parameters dialog box(see “The Diagnostics Pane” on page 5–26).
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 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion N/A
 Dimensionalized Yes
 Zero Crossing No
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 9Dead ZonePurpose Provide a region of zero output.
 Library Nonlinear
 Description The Dead Zone block generates zero output within a specified region, called itsdead zone. The lower and upper limits of the dead zone are specified as theStart of dead zone and End of dead zone parameters. The block outputdepends on the input and dead zone:
 • If the input is within the dead zone (greater than the lower limit and lessthan the upper limit), the output is zero.
 • If the input is greater than or equal to the upper limit, the output is the inputminus the upper limit.
 • If the input is less than or equal to the lower limit, the output is the inputminus the lower limit.
 This sample model uses lower and upper limits of -0.5 and +0.5, with a sinewave as input.
 This plot shows the effect of the Dead Zone block on the sine wave. While theinput (the sine wave) is between -0.5 and 0.5, the output is zero.
 Data Type Support
 A Dead Zone block accepts and outputs a real signal of any data type.
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 Parameters and Dialog Box
 Start of dead zoneThe lower limit of the dead zone. The default is -0.5.
 End of dead zoneThe upper limit of the dead zone. The default is 0.5.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Of parameters
 Dimensionalized Yes
 Zero Crossing Yes, to detect when the limits are reached
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 9DemuxPurpose Extract and output the elements of a bus or vector signal.
 Library Signals & Systems
 Description The Demux block extracts the components of an input signal and outputs thecomponents as separate signals. The block accepts either vector (1-D array)signals or bus signals (see “Signal Buses” on page 4-30 for more information).The Number of outputs parameter allows you to specify the number and,optionally, the dimensionality of each output port. If you do not specify thedimensionality of the outputs, the block determines the dimensionality of theoutputs for you.
 The Demux block operates in either vector or bus selection mode, depending onwhether you have selected the Bus selection mode parameter. The two modesdiffer in the types of signals they accept. Vector mode accepts only a vector-likesignal, that is, either a scalar (one-element array), vector (1-D array), or acolumn or row vector (one row or one column 2-D array). Bus selection modeaccepts only the output of a Mux block or another Demux block.
 The Demux block’s Number of outputs parameter determines the number anddimensionality of the block’s outputs, depending on the mode in which the blockoperates.
 Specifying the Number of Outputs in Vector ModeIn vector mode, the value of the parameter can be a scalar specifying thenumber of outputs or a vector whose elements specify the widths of the block’soutput ports. The block determines the size of the block’s outputs from the sizeof the input signal and the value of the Number of outputs parameter.
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 The following table summarizes how the block determines the outputs for aninput vector of width n.
 Parameter Value Block outputs... Comments
 p = n p scalar signals. For example, if the input isa three-element vector andyou specify three outputs,the block outputs threescalar signals.
 p > n Error
 p < nn mod p = 0
 p vector signalseach having n/pelements
 If the input is a six-elementvector and you specify threeoutputs, the block outputsthree two-element vectors.
 p < nn mod p = m
 m vector signalseach having (n/p)+1elements and p-msignals have n/p elements.
 If the input is afive-element vector and youspecify three outputs, theblock outputs twotwo-element vector signalsand one scalar signal.
 [p1 p2 ... pm]p1+p2+...+pm=npi > 0
 m vector signalshaving widths p1, p2, ... pm
 If the input is afive-element vector and youspecify [3, 2] as the output,the block outputs three ofthe input elements on oneport and the other twoelements on the other ports.
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 Note that you can specify the number of outputs as less than the the numberof input elements, in which case the block distributes the elements as evenlyas possible over the outputs as illustrated in the following example.
 You can use -1 in a vector expression to indicate that the block shoulddynamically size the corresponding port. For example, the expression [-1, 3 -1] causes the block to output three signals in which the second signal alwayshas three elements while the size of the first and second signals depends on thesize of the input signal.
 If a vector expression comprises positive values and -1 values, the block assignsas many elements as needed to the ports with positive values and distributesthe remain elements as evenly as possible over the ports with -1 values. Forexample, suppose that the block input is seven elements wide and you specify
 [p1 p2 ... pm]p1+p2+...+pm=nsome or allpi = -1
 m vector signals If pi is greater than zero,the corresponding outputhas width pi. If pi is -1, thewidth of the correspondingoutput is dynamically sized.
 [p1 p2 ... pm]p1+p2+...+pm!=npi = > 0
 Error
 Parameter Value Block outputs... Comments
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 the output as [-1, 3 -1]. In this case, the block outputs two elements on thefirst port, three elements on the second, and two elements on the third.
 Specifying the Number of Outputs in Bus Selection ModeIn bus selection mode, the value of the Number of outputs parameter can be a:
 • Scalar specifying the number of output ports
 The specified value must equal the number of input signals. For example, ifthe input bus comprises two signals and the value of this parameter is ascalar, the value must equal 2.
 • Vector each of whose elements specifies the number of signals to output onthe corresponding port
 For example, if the input bus contains five signals, you can specify the outputas [3, 2], in which case the block outputs three of the input signals on oneport and the other two signals on a second port.
 • Cell array each of whose elements is a cell array of vectors specifying thedimensions of the signals output by the corresponding port
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 The cell array format constrains the Demux block to accept only signals ofspecified dimensions. For example, the cell array {{[2 2], 3} {1}} tells the blockto accept only a bus signal comprising a 2-by-2 matrix, a three-element vector,and a scalar signal. You can use the value -1 in a cell array expression to let theblock determine the dimensionality of a particular output, based on the input.For example, the following diagram uses the cell array expression {{-1}, {-1,-1}}to specify the output of the leftmost Demux block.
 In bus selection mode, if you specify the dimensionality of an output port, i.e.,specify any other value than -1, the corresponding input element must matchthe specified dimensionality.
 Note Simulink hides the name of a Demux block when you copy it from theSimulink library to a model.
 Data Type Support
 A Demux block accepts and outputs signals of any numeric (complex or real)and data type.
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 Parameters and Dialog Box
 Number of outputsThe number and dimensions of outputs.
 Bus selection modeEnable bus selection mode.
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 9DerivativePurpose Output the time derivative of the input.
 Library Continuous
 Description The Derivative block approximates the derivative of its input by computing
 where ∆u is the change in input value and ∆t is the change in time since theprevious simulation time step. The block accepts one input and generates oneoutput. The value of the input signal before the start of the simulation isassumed to be zero. The initial output for the block is zero.
 The accuracy of the results depends on the size of the time steps taken in thesimulation. Smaller steps allow a smoother and more accurate output curvefrom this block. Unlike blocks that have continuous states, the solver does nottake smaller steps when the input changes rapidly.
 When the input is a discrete signal, the continuous derivative of the input is animpulse when the value of the input changes, otherwise it is 0. You can obtainthe discrete derivative of a discrete signal using
 and taking the z-transform
 Using linmod to linearize a model that contains a Derivative block can betroublesome. For information about how to avoid the problem, see“Linearization” on page 6–4.
 Data Type Support
 A Derivative block accepts and outputs a real signal of type double.
 ∆u∆t-------
 y k( ) 1∆t------ u k( ) u k 1–( )–( )=
 Y z( )u z( )------------ 1 z 1–
 –∆t
 ----------------- z 1–∆t z⋅-------------==
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 Dialog Box
 Characteristics Direct Feedthrough Yes
 Sample Time Continuous
 Scalar Expansion N/A
 States 0
 Dimensionalized Yes
 Zero Crossing No
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 9Digital ClockPurpose Output simulation time at the specified sampling interval.
 Library Sources
 Description The Digital Clock block outputs the simulation time only at the specifiedsampling interval. At other times, the output is held at the previous value.
 Use this block rather than the Clock block (which outputs continuous time)when you need the current time within a discrete system.
 Data Type Support
 A Digital Clock block outputs a real signal of type double.
 Parameters and Dialog Box
 Sample timeThe sampling interval. The default value is 1 second.
 Characteristics Sample Time Discrete
 Scalar Expansion No
 Dimensionalized No
 Zero Crossing No
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 9Direct Look-Up Table (n-D)Purpose Index into an N-dimensional table to retrieve a scalar, vector or 2-D matrix.
 Library Functions & Tables
 Description The Direct Look-Up Table (n-D) block uses its block inputs as zero-basedindices into an n-D table. The number of inputs varies with the shape of theoutput desired. The output can be a scalar, a vector, or a 2-D matrix. Thelook-up table uses zero-based indexing, so integer datatypes can fully addresstheir range. For example, a table dimension using the uint8 data type canaddress all 256 elements.
 You define a set of output values as the Table data parameter. You specifywhat the output shape is: a scalar, a vector or a 2-D matrix. The first inputspecifies the zero-based index to the first dimension higher than the number ofdimensions in the output, the second input specifies the index to the next tabledimension, and so on, as shown by this figure:
 The figure shows a 5-D table with an output shape set to “2-D Matrix”; theoutput is a 2-D Matrix with R rows and C columns.
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 This figure shows the set of all the different icons that the Direct Look-UpTable block shows (depending on which options you choose in the block’s dialogbox).
 With dimensions higher than 4, the icon matches the 4-D icons, but will showthe exact number of dimensions in the top text, e.g., “8-D T[k].” The top row oficons is used when the block output is made from one or more single-elementlookups on the table. The blocks labelled “n-D Direct Table Lookup5,” 6, 8 and12 are configured to extract a column from the table and the two blocks endingin 7 and 9 are extracting a plane from the table. Blocks in the figure ending in10, 11 and 12 are configured to have the table be an input instead of aparameter.
 ExampleIn this example, the block parameters are defined as
 Invalid input value: "Clip and Warn"Output shape: "Vector"Table data: int16(a)
 where a is a 4-D array of linearly increasing numbers calculated usingMATLAB.
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 a = ones(20,4,5,7); L = prod(size(a));a(1:L) = [1:L]';
 Remembering that the table indices are zero-based, the figure shows the blockoutputting a vector of the 20 values in the second column of the fourth elementof the third dimension from the third element of the fourth dimension.
 The output values in this example can be calculated manually in MATLAB(which uses 1-based indexing):
 a(:,1+1,1+3,1+2)
 ans =
 1061 1062 1063 1064 1065 1066 1067 1068 1069 1070 1071 1072 1073
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 1074 1075 1076 1077 1078 1079 1080
 Data TypeSupport
 The Direct Look-Up Table (n-D) block accepts mixed-type signals of typedouble, single, int8, uint8, int16, uint16, int32 and, uint32. The outputtype can differ from the input type and can be any of the types listed for input;the output type is inherited from the data type of the Table data parameter.
 In the case that the table comes into the block on an input port, the output porttype is inherited from the table input port. Inputs for indexing must be real;table data can be complex.
 Dialog Box
 Number of table dimensionsThe number of dimensions that the Table data parameter must have. Thisdetermines the number of independent variables for the table and hence thenumber of inputs to the block The number of dimensions that the Table dataparameter must have. This determines the number of independent variablesfor the table and hence the number of inputs to the block (see descriptions for“Explicit Number of dimensions” and “Use one (vector) input port instead of Nports,” below).

Page 358
                        
                        

Direct Look-Up Table (n-D)
 9-66
 Inputs select this object from tableSpecify whether the output data is a single element, an n-d column, or a2-D matrix. The number of ports changes for each selection:
 Element — # of ports = # of dimensions
 Column — # of ports = # of dimensions - 1
 2-D Matrix — # of ports = # of dimension -2
 This numbering agrees with MATLAB’s indexing. For example, if you havea 4-D table of data, to access a single element you must specify four indices,as in array(1,2,3,4). To specify a column, you need three indices, as inarray(:,2,3,4). Finally, to specify a 2-D matrix, you only need twoindices, as in array(:,:,3,4).
 Make table an inputChecking this box forces the Direct Look-Up Table (n-D) to ignore the TableData parameter. Instead, a new port appears with “T” next to it. Use thisport to input table data.
 Table data The table of output values. The matrix size must match the dimensionsdefined by the N breakpoint set parameter or by the Explicit numberof dimensions parameter when the number of dimensions exceeds four.During block diagram editing, you can leave the Table data field empty,but for running the simulation, you must match the number of dimensionsin the Table data to the Number of table dimensions. For informationabout how to construct multidimensional arrays in MATLAB, seeMultidimensional Arrays in MATLAB’s online documentation.
 Action for out of range inputNone, Warning, Error.
 Real-Time Workshop Note: in the generated code, the “Clip and Warn”and “Clip Index” options cause the Real-Time Workshop to generateclipping code with no code included to generate warnings. Code generatedfor the other option, “Generate Error”, has no clipping code or errormessages at all, working on the assumption that simulation during thedesign phase of your project will reveal model defects leading to
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 out-of-range cases. This assumption helps the code generated by theReal-Time Workshop to be highly efficient.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving blocks
 Scalar Expansion For scalar lookups only (not when returning a columnor a 2-D Matrix from the table)
 Dimensionalized For scalar lookups only (not when returning a columnor a 2-D Matrix from the table)
 Zero Crossing No
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 9Discrete FilterPurpose Implement IIR and FIR filters.
 Library Discrete
 Description The Discrete Filter block implements Infinite Impulse Response (IIR) andFinite Impulse Response (FIR) filters. You specify the coefficients of thenumerator and denominator polynomials in ascending powers of z-1 as vectorsusing the Numerator and Denominator parameters. The order of thedenominator must be greater than or equal to the order of the numerator. SeeDiscrete Transfer Fcn on page 9-82 for more information about coefficients.
 The Discrete Filter block represents the method often used by signal processingengineers, who describe digital filters using polynomials in z-1 (the delayoperator). The Discrete Transfer Fcn block represents the method often usedby control engineers, who represent a discrete system as polynomials in z. Themethods are identical when the numerator and denominator are the samelength. A vector of n elements describes a polynomial of degree n-1.
 The block icon displays the numerator and denominator according to how theyare specified. For a discussion of how Simulink displays the icon, see “TransferFcn” on page 9-255.
 Data Type Support
 A Discrete Filter block accepts and outputs a real signal of type double.
 Parameters and Dialog Box
 NumeratorThe vector of numerator coefficients. The default is [1].
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 DenominatorThe vector of denominator coefficients. The default is [1 2].
 Sample timeThe time interval between samples.
 Characteristics Direct Feedthrough Only if the lengths of the Numerator andDenominator parameters are equal
 Sample Time Discrete
 Scalar Expansion No
 States Length of Denominator parameter -1
 Dimensionalized No
 Zero Crossing No
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 9Discrete Pulse GeneratorPurpose Generate pulses at regular intervals.
 Library Sources
 Description The Discrete Pulse Generator block generates a series of pulses at regularintervals.
 You can specify the following pulse parameters. The Pulse width is thenumber of sample periods the pulse is high. The Period is the number ofsample periods the pulse is high and low. The Phase delay is the number ofsample periods before the pulse starts. The phase delay can be positive ornegative but must not be larger than the period. The Sample time must begreater than zero. All the parameters must have the same dimensions afterscalar expansion of any scalar parameters.
 Use the Discrete Pulse Generator block for discrete or hybrid systems. Togenerate continuous signals, use the Pulse Generator block (see “PulseGenerator” on page 9-183).
 Data Type Support
 A Discrete Pulse Generator block accepts and outputs a real signal of typedouble.
 Parameters and Dialog Box
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 AmplitudeThe amplitude of the pulse. The default is 1.
 PeriodThe pulse period in number of samples. The default is 2.
 Pulse widthThe number of sample periods that the pulse is high. The default is 1.
 Phase delayThe delay before each pulse is generated, in number of samples. Thedefault is 0.
 Sample timeThe sample period. The default is 1.
 Interpret vector parameters as 1-DIf selected, column or row matrix values for the pulse generationparameters result in a vector output signal.
 Characteristics Sample Time Discrete
 Scalar Expansion Of parameters
 Dimensionalized Yes
 Zero Crossing No
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 9Discrete State-SpacePurpose Implement a discrete state-space system.
 Library Discrete
 Description The Discrete State-Space block implements the system described by
 where u is the input, x is the state, and y is the output. The matrix coefficientsmust have these characteristics, as illustrated in the diagram below:
 • A must be an n-by-n matrix, where n is the number of states.
 • B must be an n-by-m matrix, where m is the number of inputs.
 • C must be an r-by-n matrix, where r is the number of outputs.
 • D must be an r-by-m matrix.
 The block accepts one input and generates one output. The input vector widthis determined by the number of columns in the B and D matrices. The outputvector width is determined by the number of rows in the C and D matrices.
 Simulink converts a matrix containing zeros to a sparse matrix for efficientmultiplication.
 Data Type Support
 A Discrete State Space block accepts and outputs a real signal of type double.
 x n 1+( ) Ax n( ) Bu n( )+=
 y n( ) Cx n( ) Du n( )+=
 A B
 C D
 n
 n
 m
 r
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 Parameters and Dialog Box
 A, B, C, DThe matrix coefficients, as defined in the above equations.
 Initial conditionsThe initial state vector. The default is 0.
 Sample timeThe time interval between samples.
 Characteristics Direct Feedthrough Only if D ≠ 0
 Sample Time Discrete
 Scalar Expansion Of the initial conditions
 States Determined by the size of A
 Dimensionalized Yes
 Zero Crossing No
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 9Discrete-Time IntegratorPurpose Perform discrete-time integration of a signal.
 Library Discrete
 Description The Discrete-Time Integrator block can be used in place of the Integrator blockwhen constructing a purely discrete system.
 The Discrete-Time Integrator block allows you to:
 • Define initial conditions on the block dialog box or as input to the block.
 • Output the block state.
 • Define upper and lower limits on the integral.
 • Reset the state depending on an additional reset input.
 These features are described below.
 Integration MethodsThe block can integrate using these methods: Forward Euler, Backward Euler,and Trapezoidal. For a given step k, Simulink updates y(k) and x(k+1). T isthe sampling period (delta T in the case of triggered sampling time). Values areclipped according to upper or lower limits. In all cases, y(0)=x(0)=IC (clippedif necessary), i.e., the initial output of the block is always the initial condition.
 • Forward Euler method (the default), also known as Forward Rectangular, orleft-hand approximation.
 For this method, 1/s is approximated by T/(z–1). This gives usy(k) = y(k–1) + T * u(k–1)
 Let x(k+1) = x(k) + T*u(k), then we have:Step 0: y(0) = x(0) = IC (clip if necessary)
 x(1) = y(0) + T*u(0)
 Step 1: y(1) = x(1)x(2) = x(1) + T*u(1)
 Step k: y(k) = x(k)x(k+1) = x(k) + T*u(k) (clip if necessary)
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 With this method, input port 1 does not have direct feedthrough.
 • Backward Euler method, also known as Backward Rectangular orright-hand approximation.
 For this method, 1/s is approximated by T*z/(z–1). This gives usy(k) = y(k–1) + T * u(k).
 Let x(k) = y(k–1), then we have:Step 0: y(0) = x(0) = IC (clipped if necessary)
 x(1) = y(0)
 Step 1: y(1) = x(1) + T*u(1)x(2) = y(1)
 Step k: y(k) = x(k) + T*u(k)x(k+1) = y(k)
 With this method, input port 1 has direct feedthrough.
 • Trapezoidal method. For this method, 1/s is approximated byT/2*(z+1)/(z–1).
 When T is fixed (equal to the sampling period), letx(k) = y(k–1) + T/2 * u(k–1).
 Then we have:Step 0: y(0) = x(0) = IC (clipped if necessary)
 x(1) = y(0) + T/2 * u(0)
 Step 1: y(1) = x(1) + T/2 * u(1)x(2) = y(1) + T/2 * u(1)
 Step k: y(k) = x(k) + T/2 * u(k)x(k+1) = y(k) + T/2 * u(k)
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 Here, x(k+1) is the best estimate of the next output. It isn’t quite the state,in the sense that x(k) != y(k).
 If T is variable (i.e. obtained from the triggering times), then we have:Step 0: y(0) = x(0) = IC (clipped if necessary)
 x(1) = y(0)
 Step 1: x(1) = x(1) + T/2 * (u(1) + u(0))x(2) = y(1)
 Step k: y(k) = x(k) + T/2 * (u(k) + u(k-1))x(k+1) = y(k)
 With this method, input port 1 has direct feedthrough.
 The block icon reflects the selected integration method, as this figure shows.
 Defining Initial ConditionsYou can define the initial conditions as a parameter on the block dialog box orinput them from an external signal:
 • To define the initial conditions as a block parameter, specify the Initialcondition source parameter as internal and enter the value in the Initialcondition parameter field.
 • To provide the initial conditions from an external source, specify the Initialcondition source parameter as external. An additional input port appearsunder the block input, as shown in this figure.
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 Using the State PortIn two known situations, you must use the state port instead of the output port:
 • When the output of the block is fed back into the block through the reset portor the initial condition port, causing an algebraic loop. For an example of thissituation, see the bounce model.
 • When you want to pass the state from one conditionally executed subsystemto another, which may cause timing problems. For an example of thissituation, see the clutch model.
 You can correct these problems by passing the state through the state portrather than the output port. Although the values are the same, Simulinkgenerates them at slightly different times, which protects your model fromthese problems. You output the block state by selecting the Show state portcheck box.
 By default, the state port appears on the top of the block, as shown in thisfigure.
 Limiting the IntegralTo prevent the output from exceeding specifiable levels, select the Limitoutput check box and enter the limits in the appropriate parameter fields.Doing so causes the block to function as a limited integrator. When the outputreaches the limits, the integral action is turned off to prevent integral wind up.During a simulation, you can change the limits but you cannot change whetherthe output is limited. The output is determined as follows:
 • When the integral is less than or equal to the Lower saturation limit andthe input is negative, the output is held at the Lower saturation limit.
 • When the integral is between the Lower saturation limit and the Uppersaturation limit, the output is the integral.
 • When the integral is greater than or equal to the Upper saturation limitand the input is positive, the output is held at the Upper saturation limit.
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 To generate a signal that indicates when the state is being limited, select theShow saturation port check box. A saturation port appears below the blockoutput port, as shown in this figure.
 The signal has one of three values:
 • 1 indicates that the upper limit is being applied.
 • 0 indicates that the integral is not limited.
 • -1 indicates that the lower limit is being applied.
 When the Limit output option is selected, the block has three zero crossings:one to detect when it enters the upper saturation limit, one to detect when itenters the lower saturation limit, and one to detect when it leaves saturation.
 Resetting the StateThe block can reset its state to the specified initial condition based on anexternal signal. To cause the block to reset its state, select one of the Externalreset choices. A trigger port appears below the block’s input port and indicatesthe trigger type, as shown in this figure.
 • Select rising to trigger the state reset when the reset signal has a risingedge.
 • Select falling to trigger the state reset when the reset signal has a fallingedge.
 • Select either to trigger the reset when either a rising or falling signaloccurs.
 • Select level to trigger the reset and hold the output to the initial conditionwhile the reset signal is nonzero.
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 The reset port has direct feedthrough. If the block output is fed back into thisport, either directly or through a series of blocks with direct feedthrough, analgebraic loop results. To resolve this loop, feed the block state into the resetport instead. To access the block’s state, select the Show state port check box.
 Specifying the Absolute Tolerance for the Block StateThe reset port has direct feedthrough. If the block output is fed back into thisport, either directly or through a series of blocks with direct feedthrough, analgebraic loop results. To resolve this loop, feed the block state into the resetport instead. To access the block’s state, select the Show state port check box.
 Choosing All OptionsWhen all options are selected, the icon looks like this.
 Data Type Support
 A Discrete-Time Integrator block accepts and outputs real signals of typedouble.
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 Parameters and Dialog Box
 Integrator methodThe integration method. The default is ForwardEuler.
 External resetResets the states to their initial conditions when a trigger event (rising,falling, either, level) occurs in the reset signal.
 Initial condition sourceGets the states’ initial conditions from the Initial condition parameter (ifset to internal) or from an external block (if set to external).
 Initial conditionThe states’ initial conditions. Set the Initial condition source parametervalue to internal.
 Limit outputIf checked, limits the states to a value between the Lower saturation limitand Upper saturation limit parameters.
 Upper saturation limitThe upper limit for the integral. The default is inf.
 Lower saturation limitThe lower limit for the integral. The default is -inf.
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 Show saturation portIf checked, adds a saturation output port to the block.
 Show state portIf checked, adds an output port to the block for the block’s state.
 Sample timeThe time interval between samples. The default is 1.
 Characteristics Direct Feedthrough Yes, of the reset and external initial condition sourceports
 Sample Time Discrete
 Scalar Expansion Of parameters
 States Inherited from driving block and parameter
 Dimensionalized Yes
 Zero Crossing One for detecting reset; one each to detect upper andlower saturation limits, one when leaving saturation
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 9Discrete Transfer FcnPurpose Implement a discrete transfer function.
 Library Discrete
 Description The Discrete Transfer Fcn block implements the z-transform transfer functiondescribed by the following equations
 where m+1 and n+1 are the number of numerator and denominatorcoefficients, respectively. num and den contain the coefficients of thenumerator and denominator in descending powers of z. num can be a vector ormatrix, den must be a vector, and both are specified as parameters on the blockdialog box. The order of the denominator must be greater than or equal to theorder of the numerator.
 Block input is scalar; output width is equal to the number of rows in thenumerator.
 The Discrete Transfer Fcn block represents the method typically used bycontrol engineers, representing discrete systems as polynomials in z. TheDiscrete Filter block represents the method typically used by signal processingengineers, who describe digital filters using polynomials in z-1 (the delayoperator). The two methods are identical when the numerator is the samelength as the denominator.
 The Discrete Transfer Fcn block displays the numerator and denominatorwithin its icon depending on how they are specified. See “Transfer Fcn” on page9- 255 for more information.
 Data Type Support
 A Discrete Transfer Function block accepts and outputs real signals of typedouble.
 H z( ) num z( )den z( )---------------------
 num0zn num1zn 1– … nummzn m–+ + +
 den0zn den1zn 1– … denn+ + +---------------------------------------------------------------------------------------------------------------= =
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 Parameters and Dialog Box
 NumeratorThe row vector of numerator coefficients. A matrix with multiple rows canbe specified to generate multiple output. The default is [1].
 DenominatorThe row vector of denominator coefficients. The default is [1 0.5].
 Sample timeThe time interval between samples. The default is 1.
 Characteristics Direct Feedthrough Only if the lengths of the Numerator andDenominator parameters are equal
 Sample Time Discrete
 Scalar Expansion No
 States Length of Denominator parameter -1
 Dimensionalized No
 Zero Crossing No
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 9Discrete Zero-PolePurpose Implement a discrete transfer function specified in terms of poles and zeros.
 Library Discrete
 Description The Discrete Zero-Pole block implements a discrete system with the specifiedzeros, poles, and gain in terms of the delay operator z. A transfer function canbe expressed in factored or zero-pole-gain form, which, for a single-input,single-output system in MATLAB, is
 where Z represents the zeros vector, P the poles vector, and K the gain. Thenumber of poles must be greater than or equal to the number of zeros(n ≥ m). If the poles and zeros are complex, they must be complex conjugatepairs.
 The block icon displays the transfer function depending on how the parametersare specified. See “Zero-Pole” on page 9-276 for more information.
 Data Type Support
 A Discrete Zero-Pole block accepts and outputs real signals of type double.
 Parameters and Dialog Box
 ZerosThe matrix of zeros. The default is [1].
 H z( ) KZ z( )P z( )----------- K
 z Z1–( ) z Z2–( )… z Zm–( )z P1–( ) z P2–( )… z Pn–( )
 ----------------------------------------------------------------------= =
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 PolesThe vector of poles. The default is [0 0.5].
 GainThe gain. The default is 1.
 Sample timeThe time interval between samples.
 Characteristics Direct Feedthrough Yes, if the number of zeros and poles are equal
 Sample Time Discrete
 Scalar Expansion No
 States Length of Poles vector
 Dimensionalized No
 Zero Crossing No
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 9DisplayPurpose Show the value of the input.
 Library Sinks
 Description The Display block shows the value of its input.
 You can control the display format by selecting a Format choice:
 • short, which displays a 5-digit scaled value with fixed decimal point
 • long, which displays a 15-digit scaled value with fixed decimal point
 • short_e, which displays a 5-digit value with a floating decimal point
 • long_e, which displays a 16-digit value with a floating decimal point
 • bank, which displays a value in fixed dollars and cents format (but with no $or commas)
 To use the block as a floating display, select the Floating display check box.The block’s input port disappears and the block displays the value of the signalon a selected line. If you select the Floating display option, you must turn offSimulink’s signal storage reuse feature. See “Signal storage reuse” on page5-31 for more information.
 The amount of data displayed and the time steps at which the data is displayedare determined by block parameters:
 • The Decimation parameter enables you to display data at every nth sample,where n is the decimation factor. The default decimation, 1, displays data atevery time step.
 • The Sample time parameter enables you to specify a sampling interval atwhich to display points. This parameter is useful when using a variable-stepsolver where the interval between time steps may not be the same. Thedefault value of –1 causes the block to ignore sampling interval whendetermining which points to display.
 If the block input is an array, you can resize the block to show more than justthe first element. You can resize the block vertically or horizontally; the blockadds display fields in the appropriate direction. A black triangle indicates thatthe block is not displaying all input array elements. For example, the figurebelow shows a model that passes a vector (1-D array) to a Display block. The
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 top model shows the block before it is resized; notice the black triangle. Thebottom model shows the resized block displaying both input elements.
 Data Type Support
 A Display block accepts and outputs real or complex signals of any data type.
 Parameters and Dialog Box
 FormatThe format of the data displayed. The default is short.
 DecimationHow often to display data. The default value, 1, displays every input point.
 Floating displayIf checked, the block’s input port disappears, which enables the block to beused as a floating Display block.
 Sample timeThe sample time at which to display points.
 Displays only one elementof input vector but indicates
 Displays both elementsof input vector
 there are more
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 Characteristics Sample Time Inherited from driving block
 Dimensionalized Yes
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 9Dot ProductPurpose Generate the dot product.
 Library Math
 Description The Dot Product block generates the dot product of its two input vectors. Thescalar output, y, is equal to the MATLAB operation
 y = sum(conj(u1) .* u2 )
 where u1 and u2 represent the vector inputs. If both inputs are vectors, theymust be the same length. The elements of the input vectors may be real- orcomplex-valued signals of data type double. The signal type (complex or real)of the output depends on the signal types of the inputs.
 To perform element-by-element multiplication without summing, use theProduct block.
 Data Type Support
 A Dot Product block accepts and outputs signals of type double.
 Dialog Box
 Characteristics
 Input 1 Input 2 Output
 real real real
 real complex complex
 complex real complex
 complex complex complex
 Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion No
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 States 0
 Dimensionalized Yes
 Zero Crossing No
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 9EnablePurpose Add an enabling port to a subsystem.
 Library Signals & Systems
 Description Adding an Enable block to a subsystem makes it an enabled subsystem. Anenabled subsystem executes while the input received at the Enable port isgreater than zero.
 At the start of simulation, Simulink initializes the states of blocks inside anenabled subsystem to their initial conditions. When an enabled subsystemrestarts (executes after having been disabled), the States when enablingparameter determines what happens to the states of blocks contained in theenabled subsystem:
 • reset resets the states to their initial conditions (zero if not defined).
 • held holds the states at their previous values.
 You can output the enabling signal by selecting the Show output port checkbox. Selecting this option allows the system to process the enabling signal.
 A subsystem can contain no more than one Enable block.
 Data Type Support
 The data type of the input of the Enable port may be any data type. SeeChapter 8, “Conditionally Executed Subsystems” for more information aboutenabled subsystems.
 Parameters and Dialog Box
 States when enablingSpecifies how to handle internal states when the subsystem becomesre-enabled.
 Show output portIf checked, Simulink draws the Enable block output port and outputs theenabling signal.
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 Characteristics Sample Time Determined by the signal at the enable port
 Dimensionalized Yes

Page 385
                        
                        

Fcn
 9-93
 9FcnPurpose Apply a specified expression to the input.
 Library Functions & Tables
 Description The Fcn block applies the specified C language style expression to its input.The expression can be made up of one or more of these components:
 • u — the input to the block. If u is a vector, u(i) represents the ith elementof the vector; u(1) or u alone represents the first element.
 • Numeric constants
 • Arithmetic operators (+ – * /)
 • Relational operators (== != > < >= <=) — The expression returns 1 if therelation is TRUE; otherwise, it returns 0.
 • Logical operators (&& || !) — The expression returns 1 if the relation isTRUE; otherwise, it returns 0.
 • Parentheses
 • Mathematical functions — abs, acos, asin, atan, atan2, ceil, cos, cosh, exp,fabs, floor, hypot, ln, log, log10, pow, power, rem, sgn, sin, sinh, sqrt, tan,and tanh.
 • Workspace variables — Variable names that are not recognized in the list ofitems above are passed to MATLAB for evaluation. Matrix or vectorelements must be specifically referenced (e.g., A(1,1) instead of A for the firstelement in the matrix).
 The rules of precedence obey the C language standards:
 1 ( )
 2 + – (unary)
 3 pow (exponentiation)4 !
 5 * /
 6 + –
 7 > < <= >=
 8 = !=
 9 &&
 10 ||

Page 386
                        
                        

Fcn
 9-94
 The expression differs from a MATLAB expression in that the expressioncannot perform matrix computations. Also, this block does not support thecolon operator (:).
 Block input can be a scalar or vector. The output is always a scalar. For vectoroutput, consider using the Math Function block. If a block is a vector and thefunction operates on input elements individually (for example, the sinfunction), the block operates on only the first vector element.
 Data Type Support
 A Fcn block accepts and outputs signals of type double.
 Parameters and Dialog Box
 ExpressionThe C language style expression applied to the input. Expressioncomponents are listed above. The expression must be mathematically wellformed (i.e., matched parentheses, proper number of function arguments,etc.).
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion No
 Dimensionalized No
 Zero Crossing No
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 9First-Order HoldPurpose Implement a first-order sample-and-hold.
 Library Discrete
 Description The First-Order Hold block implements a first-order sample-and-hold thatoperates at the specified sampling interval. This block has little value inpractical applications and is included primarily for academic purposes.
 You can see the difference between the Zero-Order Hold and First-Order Holdblocks by running the demo program fohdemo. This figure compares the outputfrom a Sine Wave block and a First-Order Hold block.
 Data Type Support
 A First-Order Hold block accepts and outputs signals of type double.
 Parameters and Dialog Box
 Sample timeThe time interval between samples.
 Characteristics Direct Feedthrough No
 Sample Time Continuous
 Scalar Expansion No
 States 1 continuous and 1 discrete per input element
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 Dimensionalized Yes
 Zero Crossing No
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 9FromPurpose Accept input from a Goto block.
 Library Signals & Systems
 Description The From block accepts a signal from a corresponding Goto block, then passesit as output. The data type of the output is the same as that of the input fromthe Goto block. From and Goto blocks allow you to pass a signal from one blockto another without actually connecting them. To associate a Goto block with aFrom block, enter the Goto block’s tag in the Goto tag parameter.
 A From block can receive its signal from only one Goto block, although a Gotoblock can pass its signal to more than one From block.
 This figure shows that using a Goto block and a From block is equivalent toconnecting the blocks to which those blocks are connected. In the model at theleft, Block1 passes a signal to Block2. That model is equivalent to the model atthe right, which connects Block1 to the Goto block, passes that signal to theFrom block, then on to Block2.
 Associated Goto and From blocks can appear anywhere in a model with thisexception: if either block is in a conditionally executed subsystem, the otherblock must be either in the same subsystem or in a subsystem below it in themodel hierarchy (but not in another conditionally executed subsystem).However, if a Goto block is connected to a state port, the signal can be sent toa From block inside another conditionally executed subsystem. For moreinformation about conditionally executed subsystems, see Chapter 7.
 The visibility of a Goto block tag determines the From blocks that can receiveits signal. For more information, see Goto on page 9-111, and Goto Tag Visibility on page 9-114. The block icon indicates the visibility of the Gotoblock tag:
 • A local tag name is enclosed in square brackets ([]).
 • A scoped tag name is enclosed in braces ({}).
 • A global tag name appears without additional characters.
 Block1 Block2 Block1 Block2Goto From
 A A
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 Data Type Support
 A From block outputs signals of any real or complex data type.
 Parameters and Dialog Box
 Goto tagThe tag of the Goto block passing the signal to this From block.
 Characteristics Sample Time Inherited from block driving the Goto block
 Dimensionalized Yes
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 9From FilePurpose Read data from a file.
 Library Sources
 Description The From File block outputs data read from a file. The block icon displays thepathname of the file supplying the data.
 The file must contain a matrix of two or more rows. The first row must containmonotonically increasing time points. Other rows contain data points thatcorrespond to the time point in that column. The matrix is expected to have thisform.
 The width of the output depends on the number of rows in the file. The blockuses the time data to determine its output, but does not output the time values.This means that in a matrix containing m rows, the block outputs a vector oflength m–1, consisting of data from all but the first row of the appropriatecolumn.
 If an output value is needed at a time that falls between two values in the file,the value is linearly interpolated between the appropriate values. If therequired time is less than the first time value or greater than the last timevalue in the file, Simulink extrapolates using the first two or last two points tocompute a value.
 If the matrix includes two or more columns at the same time value,the outputis the data point for the first column encountered. For example, for a matrixthat has this data:
 time values: 0 1 2 2data points: 2 3 4 5
 At time 2, the output is 4, the data point for the first column encountered atthat time value.
 t1 t2 …tfinal
 u11 u12 …u1final
 …un1 un2 …unfinal
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 Simulink reads the file into memory at the start of the simulation. As a result,you cannot read data from the same file named in a To File block in the samemodel.
 Using Data Saved by a To File or a To Workspace BlockThe From File block can read data written by a To File block without anymodifications. To read data written by a To Workspace block and saved to a file:
 • The data must include the simulation times. The easiest way to include timedata in the simulation output is to specify a variable for time on theWorkspace I/O page of the Simulation Parameters dialog box. See Chapter4, “Creating a Model” for more information.
 • The form of the data as it is written to the workspace is different from theform expected by the From File block. Before saving the data to a file,transpose it. When it is read by the From File block, it will be in the correctform.
 Data Type Support
 A From File block outputs real signals of type double.
 Parameters and Dialog Box
 File nameThe fully qualified path name or file name of the file that contains the dataused as input. The default file name is untitled.mat. If you specify a filename, Simulink assumes the file resides in MATLAB’s working directory.(To determine the working directory, type pwd at the MATLAB commandline.) If Simulink cannot find the specified file name in the workingdirectory, it displays an error message.
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 Sample timeSample rate of data read from the file.
 Characteristics Sample Time Inherited from driven block
 Scalar Expansion No
 Dimensionalized 1-D array only
 Zero Crossing No
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 9From WorkspacePurpose Read data from the workspace.
 Library Sources
 Description The From Workspace block reads data from the MATLAB workspace. Theblock’s Data parameter specifies the workspace data via a MATLAB expressionthat evaluates to a matrix (2-D array) or a structure containing an array ofsignal values and time steps. The format of the matrix or structure is the sameas that used to load inport data from the workspace (see “Loading Input fromthe Base Workspace” on page 5-19). The From Workspace icon displays theexpression in the Data parameter.
 Note You must use the structure-with-time format to load matrix (2-D) datafrom the workspace. You can use either the array or the structure format toload scalar or vector (1-D) data.
 The From Workspace block’s Interpolate data parameter determines theblock’s output in the time interval for which workspace data is supplied. If theInterpolate data option is selected, the block interpolates between data valuesfor time steps that occur between the times for which data is supplied from theworkspace. Otherwise, the block uses the most recent data value supplied fromthe workspace.
 The block’s Form output after final data value by parameter determines theblock’s output after the last time step for which data is available from theworkspace. The following table summarizes the output block based on theoptions that the parameter provides.
 FormOutput Option
 Interpolate Option Block Output After Final Data
 Extrapolate On Extrapolated from final data value
 Extrapolate Off Error
 SettingToZero On Zero
 SettingToZero Off Zero
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 If the input array contains more than one entry for the same time step,Simulink uses the signals specified by the last entry. For example, suppose theinput array has this data.
 time: 0 1 2 2signal: 2 3 4 5
 At time 2, the output is 5, the signal value for the last entry for time 2.
 Note A From Workspace block can directly read the output of a ToWorkspace block (see “To Workspace” on page 9-251) if the output is instructure-with-time format (see “Loading Input from the Base Workspace” onpage 5-19 for a description of these formats).
 Data Type Support
 A From Workspace block accepts real or complex signals of any type from theworkspace. Real signals of type double may be in either structure or matrixformat. Complex signals and real signals of any type other than double mustbe in structure format.
 HoldingFinalValue On Final value from workspace
 HoldingFinalValue Off Final value from workspace
 CyclicRepetition On Error
 CyclicRepetition Off Repeated from workspace. Thisoption is valid only for workspacedata in structure-without-timeformat.
 FormOutput Option
 Interpolate Option Block Output After Final Data
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 Parameters and Dialog Box
 DataAn expression that evaluates to an array or a structure containing an arrayof simulation times and corresponding signal values. For example, supposethat the workspace contains a column vector of times named T and a vectorof corresponding signal values named U. Then entering the expression,[T,U], for this parameter yields the required input array. If the requiredsignal-versus-time array or structure already exists in the workspace,simply enter the name of the structure or matrix in this field.
 Sample timeSample rate of data from workspace.
 Interpolate dataThis option causes the block to linearly interpolate at time steps for whichno corresponding workspace data exists. Otherwise, the current outputequals the output at the most recent time for which data exists.
 Form output after final data value bySelect method for generating output after the last time point for which datais available from the workspace.
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 Characteristics Sample Time Inherited from driven block
 Scalar Expansion No
 Dimensionalized Yes
 Zero Crossing No

Page 398
                        
                        

Function-Call Generator
 9-106
 9Function-Call GeneratorPurpose Execute a function-call subsystem a specified number of times at a specifiedrate.
 Library Signals & Systems
 Description The Function-Call Generator block executes a function-call subsystem (forexample, a Stateflow state chart configured as a function-call system) at therate specified by the block’s Sample time parameter. To execute multiplefunction-call subsystems in a prescribed order, first connect a Function-CallGenerator block to a Demux block that has as many output ports as there arefunction-call subsystems to be controlled. Then connect the outports of theDemux block to the systems to be controlled. The system connected to the firstdemux port executes first, the system connected to the second demux portexecutes second, and so on.
 Data Type Support
 A Function-Call block outputs a real signal of type double.
 Parameters and Dialog Box
 Sample timeThe time interval between samples.
 Number of iterationsNumber of times to execute block per time step.
 Characteristics Direct Feedthrough No
 Sample Time User-specified
 Scalar Expansion No
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 Dimensionalized Yes
 Zero Crossing No

Page 400
                        
                        

Gain
 9-108
 9GainPurpose Multiply block input by a specified value.
 Library Math
 Description The Gain block generates its output by multiplying its input by a specified gainfactor. You can enter the gain as a numeric value, or as a variable or expressionin the Gain parameter field. The input and gain can be a scalar, vector, ormatrix. The Multiplication parameter lets you specify whether to useelement-by-element or matrix multiplication of the input by the gain.
 The Gain block icon displays the value entered in the Gain parameter field ifthe block is large enough. If the gain is specified as a variable, the blockdisplays the variable’s name.
 To modify the gain during a simulation using a slider control (see “Slider Gain”on page 9-232).
 Data Type Support
 The Gain block’s support for data types depends on whether you select matrixor element-wise multiplication.
 For matrix multiplication, the input and the gain must be a real or complexscalar, vector, or matrix value of type single or double.
 For element-wise multiplication, a Gain block accepts a real- orcomplex-valued scalar, vector, or matrix input of any data type except booleanand outputs a signal of the same data type as its input. The elements of aninput vector must be of the same type. A Gain block’s Gain parameter can alsobe a real- or complex-valued scalar, vector, or matrix of any data type. A Gainblock observes the following type rules:
 • If the input is real and the gain is complex, the output is complex.
 • If the gain parameter’s data type differs from the input signal’s data type andthe input data type can represent the gain, Simulink converts the gain to theinput type before computing the output. Otherwise, Simulink halts thesimulation and signals an error. For example, if the input data type is uint8and the gain is -1, an error results. If typecasting the gain parameter to theinput data type results in a loss of precision, Simulink issues a warning andcontinues the simulation.
 • If the output data type is an integer type and the gain block’s Saturate oninteger overflow option is selected, the block saturates if the output exceeds
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 the maximum value representable by the block’s output data type. In otherwords, the block outputs one plus the maximum positive or minimumnegative value representable by the output data type. For example, if theoutput type is int8, the actual output is 127 if the computed output is greaterthan 127 and -128 if the computed output is less than -128.
 Parameters and Dialog Box
 MultiplicationSpecifies the type of operation used to multiply the input:
 •K.*u (element-wise multiplication)
 •K*u (matrix multiplication with the gain as the left operand)
 •u*K (matrix multiplication with the gain as the right operand)
 GainThe gain, specified as a scalar, vector, matrix, variable name, orexpression. The default is 1. If not specified, the data type of the Gainparameter is double. If the Gain parameter value is too long to bedisplayed in the block and element-wise multiplication is selected, thestring –K– is displayed.
 Saturate on integer overflowThis option is enable only for element-wise multiplication. If selected, thisoption causes the output of the Gain block to saturate on integer overflow.In particular, if the output data type is an integer type, the block output isthe maximum value representable by the output type or the computedoutput, whichever is smaller in the absolute sense. If the option is notselected, Simulink takes that action specified by the Data overflow eventoption on the Diagnostics page of the Simulation Parameters dialog box(see “The Diagnostics Pane” on page 5-26).
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 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Of input and Gain parameter
 States 0
 Dimensionalized Yes
 Zero Crossing No
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 9GotoPurpose Pass block input to From blocks.
 Library Signals & Systems
 Description The Goto block passes its input to its corresponding From blocks. The input canbe a real- or complex-valued signal or vector of any data type. From and Gotoblocks allow you to pass a signal from one block to another without actuallyconnecting them.
 A Goto block can pass its input signal to more than one From block, althougha From block can receive a signal from only one Goto block. The input to thatGoto block is passed to the From blocks associated with it as though the blockswere physically connected. For limitations on the use of From and Goto blocks,see From on page 9-97. Goto blocks and From blocks are matched by the use ofGoto tags, defined as the Tag parameter.
 The Tag visibility parameter determines whether the location of From blocksthat access the signal is limited:
 • local, the default, means that From and Goto blocks using the tag must bein the same subsystem. A local tag name is enclosed in square brackets ([]).
 • scoped means that From and Goto blocks using the same tag must be in thesame subsystem or in any subsystem below the Goto Tag Visibility block inthe model hierarchy. A scoped tag name is enclosed in braces ({}).
 • global means that From and Goto blocks using the same tag can beanywhere in the model.
 Note A scoped Goto block in a masked system is visible only in thatsubsystem and in the subsystems it contains. Simulink generates an error ifyou run or update a diagram that has a Goto Visibility block at a higher levelin the block diagram than the corresponding scoped Goto block in the maskedsubsystem.
 Use local tags when the Goto and From blocks using the same tag name residein the same subsystem. You must use global or scoped tags when the Goto andFrom blocks using the same tag name reside in different subsystems. Whenyou define a tag as global, all uses of that tag access the same signal. A tag
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 defined as scoped can be used in more than one place in the model. Thisexample shows a model that uses two scoped tags with the same name (A).
 Data Type Support
 A Goto block accepts real or complex signals of any data type.
 Parameters and Dialog Box
 TagThe Goto block identifier. This parameter identifies the Goto block whosescope is defined in this block.
 Tag visibilityThe scope of the Goto block tag: local, scoped, or global. The default islocal.
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 Characteristics Sample Time Inherited from driving block
 Dimensionalized Yes
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 9Goto Tag VisibilityPurpose Define scope of Goto block tag.
 Library Signals & Systems
 Description The Goto Tag Visibility block defines the accessibility of Goto block tags thathave scoped visibility. The tag specified as the Goto tag parameter isaccessible by From blocks in the same subsystem that contains the Goto TagVisibility block and in subsystems below it in the model hierarchy.
 A Goto Tag Visibility block is required for Goto blocks whose Tag visibilityparameter value is scoped. It is not used if the tag visibility is either local orglobal. The block icon shows the tag name enclosed in braces ({}).
 Data Type Support
 Not applicable.
 Parameters and Dialog Box
 Goto tagThe Goto block tag whose visibility is defined by the location of this block.
 Characteristics Sample Time N/A
 Dimensionalized N/A
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 9GroundPurpose Ground an unconnected input port.
 Library Signals & Systems
 Description The Ground block can be used to connect blocks whose input ports are notconnected to other blocks. If you run a simulation with blocks havingunconnected input ports, Simulink issues warning messages. Using Groundblocks to “ground” those blocks avoids warning messages. The Ground blockoutputs a signal with zero value. The data type of the signal is the same as thatof the port to which it is connected.
 Data Type Support
 A Ground block outputs a signal of the same numeric type (real or complex) anddata type as the port to which it is connected. For example, consider thefollowing model.
 In this example, the output of the constant block determines the data type(int8) of the port to which the ground block is connected. That port in turndetermines the type of the signal output by the ground block.
 Parameters and Dialog Box
 Characteristics Sample Time Inherited from driven block
 Dimensionalized Yes
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 9Hit CrossingPurpose Detect crossing point.
 Library Signals & Systems
 Description The Hit Crossing block detects when the input reaches the Hit crossing offsetparameter value in the direction specified by the Hit crossing directionparameter.
 The block accepts one input of type double. If the Show output port check boxis selected, the block output indicates when the crossing occurs. If the inputsignal is exactly the value of the offset value after the hit crossing is detected,the block continues to output a value of 1. If the input signals at two adjacentpoints bracket the offset value (but neither value is exactly equal to the offset),the block outputs a value of 1 at the second time step. If the Show output portcheck box is not selected, the block ensures that the simulation finds thecrossing point but does not generate output.
 When the block’s Hit crossing direction parameter is set to either, the blockserves as an “Almost Equal” block, useful in working around limitations infinite mathematics and computer precision. Used for these reasons, this blockmay be more convenient than adding logic to your model to detect thiscondition.
 The hardstop and clutch demos illustrate the use of the Hit Crossing block. Inthe hardstop demo, the Hit Crossing block is in the Friction Model subsystem.In the clutch demo, the Hit Crossing block is in the Lockup Detectionsubsystem.
 Data Type Support
 A Hit Crossing block outputs a signal of type boolean if Boolean logic signalsare enabled (see “Enabling Strict Boolean Type Checking” on page 4-48).Otherwise, the block outputs a signal of type double.
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 Parameters and Dialog Box
 Hit crossing offsetThe value whose crossing is to be detected.
 Hit crossing directionThe direction from which the input signal approaches the hit crossing offsetfor a crossing to be detected.
 Show output portIf checked, draw an output port.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Yes
 Dimensionalized Yes
 Zero Crossing Yes, to detect the crossing
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 9ICPurpose Set the initial value of a signal.
 Library Signals & Systems
 Description The IC block sets the initial condition of the signal connected to its output port.
 For example, these blocks illustrate how the IC block initializes a signallabeled “test signal.”
 At t = 0, the signal value is 3. Afterwards, the signal value is 6.
 The IC block is also useful in providing an initial guess for the algebraic statevariables in the loop. For more information, see “Algebraic Loops” on page 3-18.
 Data Type Support
 A IC block accepts and outputs a signal of type double.
 Dialog Box
 Initial valueThe initial value for the signal. The default is 1.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Parameter only
 States 0
 Dimensionalized Yes
 Zero Crossing No
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 9InportPurpose Create an input port for a subsystem or an external input.
 Library Signals & Systems
 Description Inports are the links from outside a system into the system.
 Simulink assigns Inport block port numbers according to these rules:
 • It automatically numbers the Inport blocks within a top-level system orsubsystem sequentially, starting with 1.
 • If you add an Inport block, it is assigned the next available number.
 • If you delete an Inport block, other port numbers are automaticallyrenumbered to ensure that the Inport blocks are in sequence and that nonumbers are omitted.
 • If you copy an Inport block into a system, its port number is not renumberedunless its current number conflicts with an Inport block already in thesystem. If the copied Inport block port number is not in sequence, you mustrenumber the block or you will get an error message when you run thesimulation or update the block diagram.
 You can specify the dimensions of the input to the Inport block , using the Portdimensions parameter or let Simulink determine it automatically byproviding a value of -1 (the default).
 The Sample time parameter is the rate at which the signal is coming into thesystem. The default (-1) causes the block to inherit its sample time from theblock driving it. It may be appropriate to set this parameter for Inport blocksin the top-level system or in models where Inport blocks are driven by blockswhose sample time cannot be determined.
 Inport Blocks in a SubsystemInport blocks in a subsystem represent inputs to the subsystem. A signalarriving at an input port on a Subsystem block flows out of the associatedInport block in that subsystem.
 The Inport block associated with an input port on a Subsystem block is theblock whose Port number parameter matches the relative position of the inputport on the Subsystem block. For example, the Inport block whose Port
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 number parameter is 1 gets its signal from the block connected to the top-mostport on the Subsystem block.
 If you renumber the Port number of an Inport block, the block becomesconnected to a different input port, although the block continues to receive itssignal from the same block outside the subsystem.
 The Inport block name appears in the Subsystem block icon as a port label. Tosuppress display of the label, select the Inport block and choose Hide Namefrom the Format menu. Then, choose Update Diagram from the Edit menu.
 Inport Blocks in a Top-Level SystemInport blocks in a top-level system have two uses: to supply external inputsfrom the workspace, which you can do by using either the SimulationParameters dialog box or the sim command, and to provide a means foranalysis functions to perturb the model:
 • To supply external inputs from the workspace, using the SimulationParameters dialog (see “Loading Input from the Base Workspace” on page5-19) or the ut argument of the sim command (see sim on page 5-37).
 • To provide a means for perturbation of the model by the linmod and trimanalysis functions. Inport blocks define the points where inputs are injectedinto the system. For information about using Inport blocks with analysiscommands, see Chapter 5.
 Data and Numeric Type Support
 An inport accepts real- or complex-valued signals of any data type. The datatype and numeric type of the output of an inport is the same as that of thecorresponding input signal. You can specify the signal type and data type of anexternal (i.e., workspace) input to a root-level inport, using the inport’s Signaltype and Data type parameters.
 The elements of a signal array connected to a root-level inport must be of thesame numeric type and data type. Signal elements connected to a subsysteminport may be of differing numeric and data types except in one instance. If thesubsystem contains an Enable or Trigger block and the inport is connected
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 directly to an outport, the input elements must be of the same type. Forexample, consider the follow enabled subsystem.
 In this example, the elements of a signal vector connected to In1 must be of thesame type. The elements connected to In2, however, may be of differing types.
 Parameters and Dialog Box
 Port numberThe port number of the Inport block.
 Port dimensionsDimensions of the input signal to the Inport block. Specify -1 to have itautomatically determined.
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 Sample timeThe rate at which the signal is coming into the system.
 Data typeThe data type of the external input.
 Signal typeThe signal type (real or complex) of the external input.
 Note The next parameter applies only to root-level inports. It does notappear on subsystem inport dialogs.
 Interpolate dataSelecting this option causes this block, when loading data from theworkspace, to interpolate or extrapolate output at time steps for which nocorresponding workspace data exists. See “Loading Input from the BaseWorkspace” on page 5-19 for more information.
 Characteristics Sample Time Inherited from driving block
 Dimensionalized Yes
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 9IntegratorPurpose Integrate a signal.
 Library Continuous
 Description The Integrator block integrates its input. The output of the integrator is simplyits state, the integral. The Integrator block allows you to:
 • Define initial conditions on the block dialog box or as input to the block.
 • Output the block state.
 • Define upper and lower limits on the integral.
 • Reset the state depending on an additional reset input.
 Use the Discrete-Time Integrator block, when constructing a purely discretesystem.
 Defining Initial ConditionsYou can define the initial conditions as a parameter on the block dialog box orinput them from an external signal:
 • To define the initial conditions as a block parameter, specify the Initialcondition source parameter as internal and enter the value in the Initialcondition parameter field.
 • To provide the initial conditions from an external source, specify the Initialcondition source parameter as external. An additional input port appearsunder the block input, as shown in this figure.
 Using the State PortIn two known situations, you must use the state port instead of the output port:
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 • When the output of the block is fed back into the block through the reset portor the initial condition port, causing an algebraic loop. For an example of thissituation, see the bounce model.
 • When you want to pass the state from one conditionally executed subsystemto another, which may cause timing problems. For an example of thissituation, see the clutch model.
 You can correct these problems by passing the state through the state portrather than the output port. Although the values are the same, Simulinkgenerates them at slightly different times, which protects your model fromthese problems.You output the block state by selecting the Show state portcheck box. By default, the state port appears on the top of the block, as shownin this figure.
 Limiting the IntegralTo prevent the output from exceeding specifiable levels, select the Limitoutput check box and enter the limits in the appropriate parameter fields.Doing so causes the block to function as a limited integrator. When the outputreaches the limits, the integral action is turned off to prevent integral wind up.During a simulation, you can change the limits but you cannot change whetherthe output is limited. The output is determined as follows:
 • When the integral is less than or equal to the Lower saturation limit andthe input is negative, the output is held at the Lower saturation limit.
 • When the integral is between the Lower saturation limit and the Uppersaturation limit, the output is the integral.
 • When the integral is greater than or equal to the Upper saturation limitand the input is positive, the output is held at the Upper saturation limit.
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 To generate a signal that indicates when the state is being limited, select theShow saturation port check box. A saturation port appears below the blockoutput port, as shown on this figure.
 The signal has one of three values:
 • 1 indicates that the upper limit is being applied.
 • 0 indicates that the integral is not limited.
 • -1 indicates that the lower limit is being applied.
 When this option is selected, the block has three zero crossings: one to detectwhen it enters the upper saturation limit, one to detect when it enters the lowersaturation limit, and one to detect when it leaves saturation.
 Resetting the StateThe block can reset its state to the specified initial condition based on anexternal signal. To cause the block to reset its state, select one of the Externalreset choices. A trigger port appears below the block’s input port and indicatesthe trigger type, as shown in this figure.
 • Select rising to trigger the state reset when the reset signal has a risingedge.
 • Select falling to trigger the state reset when the reset signal has a fallingedge.
 • Select either to trigger the reset when either a rising or falling signal occurs.
 • Select level to trigger the reset and hold the output to the initial conditionwhile the reset signal is nonzero.
 The reset port has direct feedthrough. If the block output is fed back into thisport, either directly or through a series of blocks with direct feedthrough, analgebraic loop results. To resolve this loop, feed the block state into the resetport instead. To access the block’s state, select the Show state port check box.
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 Specifying the Absolute Tolerance for the Block StateWhen your model contains states having vastly different magnitudes, definingthe absolute tolerance for the model might not provide sufficient error control.To define the absolute tolerance for an Integrator block’s state, provide a valuefor the Absolute tolerance parameter. If the block has more than one state,the same value is applied to all states.
 For more information about error control, see “Error Tolerances” on page 5-13.
 Choosing All OptionsWhen all options are selected, the icon looks like this.
 Data Type Support
 An Integrator block accepts and outputs signals of type double on its dataports. Its external reset port accepts signals of type double or boolean.
 Parameters and Dialog Box
 External resetResets the states to their initial conditions when a trigger event (rising,falling, either, or level) occurs in the reset signal.
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 Initial condition sourceGets the states’ initial conditions from the Initial condition parameter (ifset to internal) or from an external block (if set to external).
 Initial conditionThe states’ initial conditions. Set the Initial condition source parametervalue to internal.
 Limit outputIf checked, limits the states to a value between the Lower saturation limitand Upper saturation limit parameters.
 Upper saturation limitThe upper limit for the integral. The default is inf.
 Lower saturation limitThe lower limit for the integral. The default is -inf.
 Show saturation portIf checked, adds a saturation output port to the block.
 Show state portIf checked, adds an output port to the block for the block’s state.
 Absolute toleranceAbsolute tolerance for the block’s states.
 Characteristics Direct Feedthrough Yes, of the reset and external initial condition sourceports
 Sample Time Continuous
 Scalar Expansion Of parameters
 States Inherited from driving block or parameter
 Dimensionalized Yes
 Zero Crossing If the Limit output option is selected, one fordetecting reset; one each to detect upper and lowersaturation limits, one when leaving saturation
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 9Interpolation (n-D) Using PreLook-UpPurpose Perform high performance constant or linear interpolation, mapping N inputvalues to a sampled representation of a function in N variables via output fromPreLook-Up Index Search block.
 Library Functions & Tables
 Description The Interpolation (n-D) Using PreLook-Up block uses the precalculated indicesand interval fractions from the PreLook-Up Index Search block to perform theequivalent operation that the Look-Up Table (n-D) performs. By using thiscombination of blocks, multiple Interpolation (n-D) blocks can be fed by one setof PreLook-Up Index Search blocks. In models that have many interpolationblocks, simulation performance be greatly increased.
 This block supports two interpolation methods: flat (constant) interval look-upand linear interpolation. These operations can be applied to 1-D, 2-D, 3-D, 4-Dand higher dimensioned tables.
 You define a set of output values as the Table data parameter. These tablevalues must correspond to the breakpoint data sets that are in the PreLook-UpIndex Search block. The block generates its output by interpolating the tablevalues based on the (index,fraction) pairs fed into the block by eachPreLook-Up Index Search block.
 The block generates output based on the input values:
 • If the inputs match breakpoint parameter values, the output is the tablevalue at the intersection of the row, column and higher dimensions’breakpoints.
 • If the inputs do not match row and column parameter values, the blockgenerates output by interpolating between the appropriate table values. Ifeither or both block inputs are less than the first or greater than the last rowor column parameter values, the block extrapolates from the first two or lasttwo points in each corresponding dimension.
 Data Type Support
 An Interpolation (n-D) Using PreLook-Up block accepts signals of types doubleor single, but for any given block, the inputs must all be of the same type. TheTable data parameter must be of the same type as the inputs. The output datatype is set to the Table data data type.
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 Parameters and Dialog Box
 Number of table dimensions The number of dimensions that the Table data parameter must have. Thisdetermines the number of independent variables for the table and hence thenumber of inputs to the block (see descriptions for “Explicit Number ofdimensions” and “Use one (vector) input port instead of N ports,” below).
 Table data The table of output values. The matrix size must match the dimensions definedby the N breakpoint set parameter or by the Explicit number ofdimensions parameter when the number of dimensions exceeds four. Duringblock diagram editing, you can leave the Table data field empty, but forrunning the simulation, you must match the number of dimensions in theTable data to the Number of table dimensions. For information about how toconstruct multidimensional arrays in MATLAB, see Multidimensional Arraysin MATLAB’s online documentation.
 Interpolation method None (flat) or Linear.
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 Extrapolation method None (clip) or Linear.
 Action for out of range input None, Warning, Error.
 Characteristics Direct Feedthrough Yes,
 Sample Time Inherited from driving blocks
 Scalar Expansion Yes
 Zero Crossing No

Page 423
                        
                        

Logical Operator
 9-131
 9Logical OperatorPurpose Perform the specified logical operation on the input.
 Library Math
 Description The Logical Operator block performs any of these logical operations on itsinputs: AND, OR, NAND, NOR, XOR, and NOT. The output depends on thenumber of inputs, their dimensionality, and the selected operator. The outputis 1 if TRUE and 0 if FALSE. The block icon shows the selected operator. Thefollowing rules apply to the inputs and outputs of the block:
 • If the block has more than one input, any nonscalar inputs must have thesame dimensions. For example, if any input is a 2-by-2 array, all othernonscalar inputs must also be 2-by-2 arrays.
 • Scalar inputs are expanded to have the same dimensions as the nonscalarinputs.
 • If the block has more than one input, the output has the same dimensions asthe inputs (after scalar expansion) and each output element is the result ofapplying the specified logical operation to the corresponding input elements.For example, if the specified operation is AND and the inputs are 2-by-2arrays, the output is a 2-by-2 array whose top, left element is the result ofapplying AND to the top, left elements of the inputs, etc.
 • If the block has a single input and the specified operator is not the NOToperator, the input must be vector-like, i.e. a scalar, a 1-D array, or a one-rowor one-column 2-D array. The output is a scalar value equal to the result ofapplying the operation to the elements of the input.
 • If the specified operation is NOT, the block accepts only one input. Theoutput has the same dimensions as the input and contains the logicalcomplements of the elements of the input.
 When configured as a multi-input XOR gate, this block performs an additionmodulo two operation as mandated by the IEEE standard for logic elements.
 Data Type Support
 A Logical Operator block accepts only signals of type boolean on its input ports,if Boolean logic signals are enabled (see “Enabling Strict Boolean TypeChecking” on page 4-48). Otherwise, the block also accepts inputs of typedouble. A nonzero input of type double is treated as TRUE (1), a zero input asFALSE (0). All inputs must be of the same type. The output of the block is ofthe same type as the input.
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 Parameters and Dialog Box
 OperatorThe logical operator to be applied to the block inputs. Valid choices are theoperators listed above.
 Number of input portsThe number of block inputs. The value must be appropriate for the selectedoperator.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Of inputs
 Dimensionalized Yes
 Zero Crossing No
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 9Look-Up TablePurpose Perform piecewise linear mapping of the input.
 Library Functions & Tables
 Description The Look-Up Table block maps an input to an output using linear interpolationof the values defined in the block’s parameters.
 You define the table by specifying (either as row or column vectors) the Vectorof input values and Vector of output values parameters. The block producesan output value by comparing the block input with values in the input vector:
 • If it finds a value that matches the block’s input, the output is thecorresponding element in the output vector.
 • If it does not find a value that matches, it performs linear interpolationbetween the two appropriate elements of the table to determine an outputvalue. If the block input is less than the first or greater than the last inputvector element, the block extrapolates using the first two or the last twopoints.
 To map two inputs to an output, use the Look-Up Table (2-D) block. For moreinformation, see Look-Up Table (2-D) on page 9-136.
 To create a table with step transitions, repeat an input value with differentoutput values. For example, these input and output parameter values createthe input/output relationship described by the plot that follows:
 Vector of input values: [–2 –1 –1 0 0 0 1 1 2]Vector of output values: [–1 –1 –2 –2 1 2 2 1 1]
 This example has three step discontinuities: at u = -1, 0, and +1.
 the output value
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 When there are two points at a given input value, the block generates outputaccording to these rules:
 • When u is less than zero, the output is the value connected with the pointfirst encountered when moving away from the origin in a negative direction.In this example, when u is -1, y is -2, marked with a solid circle.
 • When u is greater than zero, the output is the value connected with the pointfirst encountered when moving away from the origin in a positive direction.In this example, when u is 1, y is 2, marked with a solid circle.
 • When u is at the origin and there are two output values specified for zeroinput, the actual output is their average. In this example, if there were nopoint at u = 0 and y = 1, the output would be 0, the average of the two pointsat u = 0. If there are three points at zero, the block generates the outputassociated with the middle point. In this example, the output at the origin is1.
 The Look-Up Table block icon displays a graph of the input vector versus theoutput vector. When a parameter is changed on the block’s dialog box, thegraph is automatically redrawn when you press the Apply or Close button.
 Data Type Support
 A Look-Up Table block accepts and outputs signals of type double.
 Parameters and Dialog Box
 Vector of input valuesThe vector of values containing possible block input values. This vectormust be the same size as the output vector. The input vector must bemonotonically increasing.
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 Vector of output valuesThe vector of values containing block output values. This vector must bethe same size as the input vector.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion No
 Dimensionalized Yes
 Zero Crossing No
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 9Look-Up Table (2-D)Purpose Perform piecewise linear mapping of two inputs.
 Library Functions & Tables
 Description The Look-Up Table (2-D) block maps the block inputs to an output using linearinterpolation of a table of values defined by the block’s parameters.
 You define the possible output values as the Table parameter. You define thevalues that correspond to its rows and columns with the Row and Columnparameters. The block generates an output value by comparing the blockinputs with the Row and the Column parameters. The first input identifies arow, and the second input identifies a column, as shown by this figure.
 The block generates output based on the input values:
 • If the inputs match row and column parameter values, the output is the tablevalue at the intersection of the row and column.
 • If the inputs do not match row and column parameter values, the blockgenerates output by linearly interpolating between the appropriate tablevalues. If either or both block inputs are less than the first or greater thanthe last row or column parameter values, the block extrapolates from thefirst two or last two points.
 If either the Row or Column parameter has a repeating value, the blockchooses a value using the technique described for the Look-Up Table block.
 The Look-Up Table block allows you to map a single input value into a vectorof output values (see Look-Up Table on page 9-133).
 ExampleIn this example, the block parameters are defined as:
 Row: [1 2]Column: [3 4]Table: [10 20; 30 40]
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 The first figure shows the block outputting a value at the intersection of blockinputs that match row and column values. The first input is 1 and the secondinput is 4. These values select the table value at the intersection of the first row(row parameter value 1) and second column (column parameter value 4).
 In the second figure, the first input is 1.7 and the second is 3.4. These valuescause the block to interpolate between row and column values, as shown in thetable at the left. The value at the intersection (28) is the output value.
 Data Type Support
 A Look-Up Table (2-D) block accepts and outputs signals of type double.
 Parameters and Dialog Box
 RowThe row values for the table, entered as a vector. The vector values mustincrease monotonically.
 3 4
 1 10 20
 2 30 40
 1
 2
 3 4
 10 20
 30 40
 1.7 24 34
 3.4
 14
 34
 28
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 ColumnThe column values for the table, entered as a vector. The vector valuesmust increase monotonically.
 TableThe table of output values. The matrix size must match the dimensionsdefined by the Row and Column parameters.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving blocks
 Scalar Expansion Of one input if the other is a vector
 Dimensionalized Yes
 Zero Crossing No
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 9Look-Up Table (n-D)
 Perform constant, linear or spline interpolated mapping of N input values to asampled representation of a function in N variables.
 Library Functions & Tables
 Description The Look-Up Table (n-D) block evaluates a sampled representation of afunction in N variables by interpolating between samples to give anapproximate value for , even when the function F isknown only empirically. The block efficiently maps the block inputs to theoutput value using interpolation on a table of values defined by the block’sparameters. Interpolation methods supported are:
 • Flat (constant)
 • Linear
 • Natural (cubic) spline
 You can apply any of these methods to 1-D, 2-D, 3-D or higher dimensionaltables.
 You define a set of output values as the Table data parameter and the valuesthat correspond to its rows, columns and higher dimensions with the Nthbreakpoint set parameter. The block generates an output value by comparingthe block inputs with the breakpoint set parameters. The first input identifiesthe first dimension (row) breakpoints, the second breakpoint set identifies acolumn, and so on, as shown by this figure.
 If you are unfamiliar with how to construct N-dimensional arrays in MATLAB,see Multidimensional Arrays in MATLAB’s online documentation.
 The block generates output based on the input values:
 • If the inputs match breakpoint parameter values, the output is the tablevalue at the intersection of the row, column and higher dimensionsbreakpoints.
 y F x1 x2 x3 … xn, , , ,( )=
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 • If the inputs do not match row and column parameter values, the blockgenerates output by interpolating between the appropriate table values. Ifany of the block inputs are outside the ranges of their respective breakpointsets, the block will limit the input values to the breakpoint set's range in thatdimension. If extrapolation is enabled, it extrapolates linearly or by using acubic polynomial (if you selected cubic spline extrapolation).
 Note As an alternative, you can use the Look-Up Table (n-D) block with thePreLook-Up Index Search block to have more flexibility and potentially muchhigher performance for linear interpolations in certain circumstances.
 For non-interpolated table look-ups, use the Direct Look-Up Table, (n-D) blockwhen the look-up operation is a simple array access, for example, if you havean integer value k and you merely want the k-th element of a table, y = table(k).
 Data Type Support
 An n-D Interpolated Look-Up Table block accepts signals of types double orsingle, but for any given n-D Interpolated Look-Up Table block, the inputsmust all be of the same type. Table data and Breakpoint set parameters mustbe of the same type as the inputs. The output data type is also set to the inputdata type.
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 Parameters and Dialog Box
 Number of table dimensionsThe number of dimensions that the Table data parameter is to have. Thisdetermines the number of independent variables for the table and hencethe number of inputs to the block (see descriptions for “Explicit Number ofdimensions” and “Use one (vector) input port instead of N ports”, below).
 First input (row) breakpoint setThe row values represented in the table, entered as a vector. The vectorvalues must increase monotonically. This field is always visible.
 Second (column) input breakpoint setThe column values for the table, entered as a vector. The vector valuesmust increase monotonically. This field is visible if the Number of tabledimensions popup is 2, 3, 4 or More.
 Third ... Nth input breakpoint setThe values corresponding to the third dimension for the table, entered as avector. The vector values must increase monotonically. This field is visibleif the Number of table dimensions is 3, 4 or More.
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 Fourth input breakpoint setThe values corresponding to the fourth dimension for the table, entered asa vector. The vector values must increase monotonically. This field isvisible if the Number of table dimensions is 4 or More.
 Fifth..Nth input breakpoint sets (cell array)The cell array of values corresponding to the third, fourth, or higherdimensions for the table, entered as a 1-D cell array of vectors. Forexample, {[10:10:30], [0:10:100]} is a cell array of two vectors that willbe used for the fifth and sixth dimensions’ breakpoint sets. The vectorvalues must increase monotonically. This field is visible if the Number oftable dimensions is More.
 Explicit number of dimensionsThe number of table dimensions when the number is five or more. This isindicated when you set the Numbor of table dimensions field to More.
 Index search methodChoose “Evenly Spaced Points”, “Linear Search” or “Binary Search”(default). Each search method has speed advantages over the others indifferent circumstances. A suboptimal choice of index seach method canlead to slow performance in models that rely heavily on look-up tables. Ifthe breakpoint data are evenly spaced, e.g., 10, 20, 30, ..., you can achievethe greatest speed by selecting “Evenly Spaced Points” to directly calculatethe indices into the table. For irregularly spaced breakpoint sets, if theinput signals do not vary much from one time step to the next, selecting“Linear Search” and “Begin index searches using previous index results” atthe same time will produce the best speed performance. For irregularlyspaced breakpoint sets with rapidly varying input signals that jump morethan one or two table intervals per time step, selecting “Binary Search” willgive the best speed performance. Note that the “Evenly Spaced Points”algorithm only makes use of the first two breakpoints in determining theoffset and spacing of the rest of the points.
 Begin index searches using previous index resultsActivating this option will cause the block to initialize index searches usingthe index found on the previous time step. This is a huge performanceimprovement for the block when the input signals do not change much withrespect to its position in the table from one time step to the next. When this
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 option is deactivated, the linear search and binary search methods can takesignificantly longer, especially for large breakpoint data sets.
 Use one (vector) input port instead of N portsInstead of having one input port per independent variable, the block isconfigured with just one input port that expects a signal that is N elementswide for an N-dimensional table. This may be useful in removing lineclutter on a block diagram with large numbers of tables.
 Table dataThe table of output values. To execute a model with this block, the matrixsize must match the dimensions defined by the N breakpoint setparameter or by the Explicit number of dimensions parameter when thenumber of dimensions exceeds four. During block diagram ediig, you canleave this field blank since only the Number of table dimensions field isrequired to set the number of ports on the block.
 Interpolation methodNone (flat), Linear, or Cubic Spline.
 Extrapolation methodNone (clip), Linear, or Cubic Spline.
 Action for out of range inputNone, Warning, or Error. An out of range condition during simulationresults in warning messages in the command window if “Warning” isselected, and the simulation halts with an error message if “Error” isselected.
 CharacteristicsDirect Feedthrough Yes
 Sample Time Inherited from driving blocks
 Scalar Expansion No
 Dimensionalized No
 Zero Crossing No
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 9Magnitude-Angle to ComplexPurpose Convert a magnitude and/or a phase angle signal to a complex signal.
 Library Math
 Description The Magnitude-Angle to Complex block converts magnitude and/or phaseangle inputs to a complex-valued output signal. The inputs must be real-valuedsignals of type double. The angle input is assumed to be in radians. The datatype of the complex output signal is double.
 The inputs may be both signals of equal dimensions, or one input may be anarray and the other a scalar. If the block has an array input, the output is anarray of complex signals. The elements of a magnitude input vector are mappedto magnitudes of the corresponding complex output elements. An angle inputvector is similarly mapped to the angles of the complex output signals. If oneinput is a scalar, it is mapped to the corresponding component (magnitude orangle) of all the complex output signals.
 Data Type Support
 See block description above.
 Parameters and Dialog Box
 InputSpecifies the kind of input: a magnitude input, an angle input, or both.
 Angle (Magnitude)If the input is an angle signal, specifies the constant magnitude of theoutput signal. If the input is a magnitude, specifies the constant phaseangle in radians of the output signal.
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 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Of the input when the function requires two inputs
 Dimensionalized Yes
 Zero Crossing No
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 9Manual SwitchPurpose Switch between two inputs.
 Library Nonlinear
 Description The Manual Switch block is a toggle switch that selects one of its two inputs topass through to the output. To toggle between inputs, double-click on the blockicon (there is no dialog box). The selected input is propagated to the output,while the unselected input is discarded. You can set the switch before thesimulation is started or throw it while the simulation is executing tointeractively control the signal flow. The Manual Switch block retains itscurrent state when the model is saved.
 Data Type Support
 A Manual Switch block accepts all input types. Both inputs must be of the samenumeric and data type. The block’s output has the same numeric type (real orcomplex) and data type as its input.
 Parameters and Dialog Box
 None
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion N/A
 Dimensionalized Yes
 Zero Crossing No
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 9Math FunctionPurpose Perform a mathematical function.
 Library Math
 Description The Math Function block performs numerous common mathematicalfunctions.
 You can select one of these functions from the Function list: exp, log, 10u,log10, magnitude2, square, sqrt, pow, conj, reciprocal, hypot, rem, mod,transpose, and hermitian. The block output is the result of the functionoperating on the input or inputs.
 The name of the function appears on the block icon. Simulink automaticallydraws the appropriate number of input ports.
 Use the Math Function block instead of the Fcn block when you want vector ormatrix output because the Fcn block can produce only scalar output.
 Data Type Support
 A Math Function block accepts complex or real-valued signals or signal vectorsof type double.The output signal type is real or complex, depending on thesetting of the Output signal type parameter.
 Parameters and Dialog Box
 FunctionThe mathematical function.
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 Output signal typeThe dialog allows you to select the output signal type of the Math Functionblock as real, complex, or auto.
 Characteristics
 Input Output Signal Type
 Function Signal Auto Real Complex
 Exp, log, 10u, log10,square, sqrt, pow,reciprocal,conjugate, transpose, hermitian
 realcomplex
 realcomplex
 realerror
 complexcomplex
 magnitude squared realcomplex
 realreal
 realreal
 complexcomplex
 hypot, rem, mod realcomplex
 realerror
 realerror
 complexerror
 Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Of the input when the function requires two inputs
 Dimensionalized Yes
 Zero Crossing No
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 9MATLAB FcnPurpose Apply a MATLAB function or expression to the input.
 Library Functions & Tables
 Description The MATLAB Fcn block applies the specified MATLAB function or expressionto the input. The output of the function must match the output dimensions ofthe block or an error occurs.
 Here are some sample valid expressions for this block.
 sinatan2(u(1), u(2))u(1)^u(2)
 Note This block is slower than the Fcn block because it calls the MATLABparser during each integration step. Consider using built-in blocks (such asthe Fcn block or the Math Function block) instead, or writing the function asan M-file or MEX-file S-function, then accessing it using the S-Function block.
 Data Type Support
 A MATLAB Fcn block accepts one complex- or real-valued input of type doubleand generates real or complex output of type double, depending on the settingof the Output signal type parameter.
 Parameters and Dialog Box
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 MATLAB functionThe function or expression. If you specify a function only, it is not necessaryto include the input argument in parentheses.
 Output dimensionsThe output dimensions. If the output dimensions are to be the same as theinput dimensions, specify -1. Otherwise, you must specify the correctdimensions or an error will result.
 Output signal typeThe dialog allows you to select the output signal type of the MATLAB Fcnas real, complex, or auto. A value of auto sets the block’s output type to bethe same as the type of the input signal.
 Collapse 2-D results to 1-DOutputs a 2-D array as a 1-D array containing the 2-D array’s elements incolumn-major order.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion N/A
 Dimensionalized Yes
 Zero Crossing No
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 9Matrix ConcatenationPurpose Concatenate inputs horizontally or vertically.
 Library Signals & Systems
 Description The Matrix Concatenation block concatenates input matrices u1, u2, ..., unalong rows or columns, where n is specified by the Number of inputsparameter. The block accepts inputs with any combination of built-in Simulinkdata types. If all inputs are sample-based, the output is sample-based.Otherwise, the output is frame-based.
 Horizontal Matrix ConcatenationWhen the Concatenation method parameter is set to Horizontal, the blockconcatenates the input matrices along rows.
 y = [u1 u2 u3 ... un] % Equivalent MATLAB code
 For horizontal concatenation, inputs must all have the same row dimension, M,but may have different column dimensions. The output matrix has dimensionM-by-ΣNi, where Ni is the number of columns in input ui (i = 1, 2, ..., n).
 When some of the inputs are length-M 1-D vectors while others are M-by-Nimatrices, the vector inputs are treated as M-by-1 matrices.
 Vertical Matrix ConcatenationWhen the Concatenation method parameter is set to Vertical, the blockconcatenates the input matrices along columns.
 y = [u1;u2;u3;...;un] % Equivalent MATLAB code
 For vertical concatenation, inputs must all have the same columndimension, N, but may have different row dimensions. The output matrix hasdimension ΣMi-by-N, where Mi is the number of rows in input ui (i = 1, 2, ..., n).
 When some of the inputs are length-Mi 1-D vectors while others are Mi-by-1matrices, the vector inputs are treated as Mi-by-1 matrices. (1-D vector inputsare not accepted for vertical concatenation when the other inputs have columndimension greater than 1.)
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 1-D Vector ConcatenationWhen all inputs to the Matrix Concatenation block are length-Mi 1-D vectors,the output is a ΣMi-by-1 matrix containing all input elements concatenated inport order: the elements in the vector input to the top port appear as the firstelements in the output, and the elements in the vector input to the bottom portappear as the last elements in the output.
 Dialog Box
 Number of inputsThe number of matrices to concatenate.
 Concatenation methodThe dimension along which to concatenate the inputs.
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 9Matrix GainPurpose Multiply the input by a matrix.
 Library Math
 Description The Matrix Gain block is the Gain block with its parameters set to defaultvalues appropriate for a matrix gain. See the Gain block for more information.
 Data Type Support
 See the Gain block.
 Parameters and Dialog Box
 GainThe gain, specified as a matrix. The default is eye(3,3). See the Gain blockfor more information.
 MultiplicationType of multiplication used to multiply the input signal by the gain. Thedefault is set for matrix multiplication. See the Gain block for moreinformation.
 Saturate on Integer OverflowApplies only to element-wise multiplication. See the Gain block for moreinformation.
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 Characteristics Direct Feedthrough Yes
 Sample Time Continuous
 Scalar Expansion No
 States 0
 Dimensionalized Yes
 Zero Crossing No
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 9MemoryPurpose Output the block input from the previous integration step.
 Library Continuous
 Description The Memory block outputs its input from the previous time step, applying a oneintegration step sample-and-hold to its input signal.
 This sample model (which, to provide more useful information, would be partof a larger model) demonstrates how to display the step size used in asimulation. The Sum block subtracts the time at the previous step, generatedby the Memory block, from the current time, generated by the clock.
 Note Avoid using the Memory block when integrating with ode15s orode113, unless the input to the block does not change.
 Data Type Support
 A Memory block accepts signals of any numeric type (complex or real) and datatype, including user-defined types. If the input type is user-defined, the initialcondition must be 0.
 Parameters and Dialog Box
 Initial conditionThe output at the initial integration step.
 Inherit sample timeCheck this box to cause the sample time to be inherited from the drivingblock.
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 Characteristics Direct Feedthrough No
 Sample Time Continuous, but inherited if the Inherit sample timecheck box is selected
 Scalar Expansion Of the Initial condition parameter
 Dimensionalized Yes
 Zero Crossing No
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 9MergePurpose Combine multiple signals into a single signal.
 Library Signals & Systems
 Description The Merge block combines its inputs into a single output line whose value atany time is equal to the most recently computed output of its driving blocks.You can specify any number of inputs by setting the block’s Number of Inputsparameter.
 Note Merge blocks facilitate creation of alternately executing subsystems.See “Creating Alternately Executing Subsystems” on page 7-12 for anapplication example.
 A Merge block does not accept signals whose elements have been reordered. Forexample, in the following diagram,
 the Merge block does not accept the output of the Selector block because theSelector block interchanges the first and fourth elements of the vector signal.
 If the block’s Allow unequal port widths option is not selected, the blockaccepts only inputs of equal dimensions and outputs a signal of the samedimensions as the inputs. If the Allow unequal port widths option is selected,the block accepts scalars and vectors (but not matrices) having differingnumbers of elements. Further, the block allows you to specify an offset for each
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 input signal relative to the beginning of the output signal. The width of theoutput signal is max(w1+o1, w2+o2, ... wn+on) where w1, ... wn are thewidths of the input signals and o1, ... on are the offsets for the input signals.For example, the Merge block in the following diagram
 merges signals v1 and v2 to produce signal v3. In this example, the offset of v1is 0 and the offset of v2 is 2, resulting in an output signal six elements wide.The Merge block maps the elements of v1 to the first two elements of v3 andthe elements of v2 to the last four elements of v3.
 You can specify an initial output value by setting the blocks Initial Outputparameter. If you do not specify an initial output and one or more of the drivingblocks do, the Merge block’s initial output equals the most recently evaluatedinitial output of the driving blocks.
 Data Type Support
 A Merge block accepts signals of any numeric type (complex or real) and datatype, including user-defined types. If the input type is user-defined, the initialcondition must be 0.
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 Parameters and Dialog Box
 Number of inputsThe number of input ports to merge.
 Initial outputInitial value of output. If unspecified, the initial output equals the initialoutput, if any, of one of the driving blocks.
 Allow unequal port widthsAllows the block to accept inputs having different numbers of elements.
 Input port offsetsVector specifying the offset of each input signal relative to the beginning ofthe output signal.
 Characteristics Sample Time Inherited from the driving block
 Dimensionalized Yes
 Scalar Expansion No
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 9MinMaxPurpose Output the minimum or maximum input value.
 Library Math
 Description The MinMax block outputs either the minimum or the maximum element orelements of the input(s). You can choose which function to apply by selectingone of the choices from the Function parameter list.
 If the block has one input port, the input must be a scalar or a vector. The blockoutputs a scalar equal to the minimum or maximum element of the inputvector.
 If the block has multiple input ports, the nonscalar inputs must all have thesame dimensions. The block expands any scalar inputs to have the samedimensions as the nonscalar inputs. The block outputs a signal having thesame dimensions as the input. Each output element equals the minimum ormaximum of the corresponding input elements.
 Data Type Support
 A MinMax block accepts and outputs real-valued signals of any data type.
 Parameters and Dialog Box
 FunctionThe function (min or max) to apply to the input.
 Number of input portsThe number of inputs to the block.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from the driving block
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 Scalar Expansion Of the inputs
 Dimensionalized Yes
 Zero Crossing Yes, to detect minimum and maximum values

Page 454
                        
                        

Model Info
 9-162
 9Model InfoPurpose Display revision control information in a model.
 Library Signals & Systems
 Description The Model Info block displays revision control information about a model as anannotation block in the model’s block diagram. The following diagramillustrates use of a Model Info block to display information about the vdp model.
 A Model Info block can show revision control information embedded in themodel itself and/or information maintained by an external revision control orconfiguration management system. A Model Info block’s dialog allows you tospecify the content and format of the text displayed by the block.
 Data Type Support
 Not applicable.
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 Dialog Box
 The Model Info block dialog box includes the following fields:
 Editable text. Enter the text to be displayed by the Model Info block in this field.You can freely embed variables of the form %<propname>, where propname isthe name of a model or revision control system property, in the entered text.The value of the property replaces the variable in the displayed text. Forexample, suppose that the current version of the model is 1.1. Then the enteredtext
 Version %<ModelVersion>
 appears as
 Version 1.1
 in the displayed text. The model and revision control system properties thatyou can reference in this way are listed in the Model properties andConfiguration manager properties fields.
 Model properties. Lists revision control properties stored in the model. Selectinga property and then selecting the adjacent arrow button enters thecorresponding variable in the Editable text field. For example, selectingCreatedBy enters %<CreatedBy%> in the Editable text field. See “Version
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 Control Properties” on page 4-111 for a description of the usage of theproperties specified in this field.
 RCS properties. This field appears only if you previously specified an externalconfiguration manager for this model (see “Configuration manager” on page4-107). The title of the field changes to reflect the selected configurationmanager (for example, RCS properties). The field lists version controlinformation maintained by the external system that you can include in theModel Info block. To include an item from the list, select it and then click theadjacent arrow button.
 Note The selected item does not appear in the Model Info block until youcheck the model in or out of the repository maintained by the configurationmanager and you have closed and reopened the model.
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 9Multiport SwitchPurpose Choose between block inputs.
 Library Nonlinear
 Description The Multiport Switch block chooses between a number of inputs.
 The first (top) input is the control input and the other inputs are data inputs.The value of the control input determines which data input to pass through tothe output port.
 If the control input is not an integer value, the Multiport Switch truncates thevalue to the nearest integer and issues a warning. If the (truncated) controlinput is less than one or greater than the number of input ports, the switchissues an out-of-bounds error. Otherwise, the switch passes the data input thatcorresponds to the (truncated) control input. The following table summarizesthe Multiport Switch’s behavior.
 Data inputs can be scalar or vector. The control input can be a scalar or avector. The block output is determined by these rules:
 • If inputs are scalar, the output is a scalar.
 • If the block has more than one data input, at least one of which is an array,the output is an array. Any scalar inputs are expanded to arrays.
 • If the block has only one data input, the input must be a scalar or a vector(1-D array). If the input is a vector, the block output is the element of thevector that corresponds to the truncated value of the control input.
 (Truncated) Control Input Passes This Data Input
 Less than 1 Out of bounds error
 1 First input
 2 Second input
 etc. etc.
 Greater than the number ofdata inputs
 Out of bounds error

Page 458
                        
                        

Multiport Switch
 9-166
 Data Type Support
 The control input of a Multiport Switch block accepts a real-valued signal ofany built-in data type except boolean. The data inputs accept real- orcomplex-valued inputs of any type. All data inputs must be of the same dataand numeric type. The signal type of the block’s output is the same as that ofits data inputs.
 Parameters and Dialog Box
 Number of inputsThe number of data inputs to the block.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block(s)
 Scalar Expansion Yes
 Dimensionalized Yes
 Zero Crossing No
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 9MuxPurpose Combine several input signals into a vector or bus output signal.
 Library Signals & Systems
 Description The Mux block combines its inputs into a single output. An input can be ascalar, vector, or matrix signal. Depending on its inputs, the output of a Muxblock is a vector or a composite signal, i.e., a signal containing both matrix andvector elements. If all of a Mux block’s inputs are vectors or vector-like, theblock’s output is a vector. A vector-like signal is any signal that is a scalar(one-element vector), a vector, or a single-column or single-row matrix. If anyinput is a nonvector-like matrix signal, the output of the Mux is a bus signal.Bus signals can drive only virtual blocks, e.g., a Demux, Subsystem, or Go Toblock.
 The Mux block’s Number of Inputs parameter allows you to specify inputsignal names and dimensionality as well as the number of inputs. You can useany of the following formats to specify this parameter:
 • Scalar
 Specifies the number of inputs to the Mux block. When this format is used,the block accepts signals of any dimensionality. Also, Simulink assigns eachinput the name signalN, where N is the input port number.
 • Vector
 The length of the vector specifies the number of inputs. Each elementspecifies the dimensionality of the corresponding input. A positive valuespecifies that the corrresponding port can accept only vectors of that size. Forexample [2 3] specifies two input ports of size 2 and 3, respectively. If aninput signal width does not match the expected width, Simulink displays anerror message. A value of -1 specifies that the corresponding port can acceptvectors or matrices of any dimensionality.
 • Cell array
 The length of the cell array specifies the number of inputs. The value of eachcell specifies the dimensionality of the corresponding input. A scalar value Nspecifies a vector of size N. A vector value [M N] specifies an MxN matrix. Avalue of -1 means the corresponding port can accept signals of anydimensionality.
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 • Signal name list
 You can enter a list of signal names separated by commas. Simulink assignseach name to the corresponding port and signal. For example, if you enterposition,velocity, the Mux block will have two inputs, named positionand velocity.
 Note Simulink hides the name of a Mux block when you copy it from theSimulink block library to a model.
 Data Type Support
 A Mux block accepts real or complex signals of any data type, includingmixed-type vectors.
 Parameters and Dialog Box
 Number of inputsThe number and dimensionality of inputs. You can enter acomma-separated list of signal names for this parameter field.
 Display optionThe appearance of the block icon in your model.
 Display Option Appearance of Block in Model
 none Mux appears inside block icon
 signals Displays signal names next to each port
 bar Displays the block icon in a solid foreground color
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 9OutportPurpose Create an output port for a subsystem or an external output.
 Library Signals & Systems
 Description Outports are the links from a system to a destination outside the system.
 Simulink assigns Outport block port numbers according to these rules:
 • It automatically numbers the Outport blocks within a top-level system orsubsystem sequentially, starting with 1.
 • If you add an Outport block, it is assigned the next available number.
 • If you delete an Outport block, other port numbers are automaticallyrenumbered to ensure that the Outport blocks are in sequence and that nonumbers are omitted.
 • If you copy an Outport block into a system, its port number is notrenumbered unless its current number conflicts with an Outport blockalready in the system. If the copied Outport block port number is not insequence, you must renumber the block or you will get an error messagewhen you run the simulation or update the block diagram.
 Outport Blocks in a SubsystemOutport blocks in a subsystem represent outputs from the subsystem. A signalarriving at an Outport block in a subsystem flows out of the associated outputport on that Subsystem block. The Outport block associated with an outputport on a Subsystem block is the block whose Port number parameter matchesthe relative position of the output port on the Subsystem block. For example,the Outport block whose Port number parameter is 1 sends its signal to theblock connected to the top-most output port on the Subsystem block.
 If you renumber the Port number of an Outport block, the block becomesconnected to a different output port, although the block continues to send thesignal to the same block outside the subsystem.
 When you create a subsystem by selecting existing blocks, if more than oneOutport block is included in the grouped blocks, Simulink automaticallyrenumbers the ports on the blocks.
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 The Outport block name appears in the Subsystem block icon as a port label.To suppress display of the label, select the Outport block and choose HideName from the Format menu.
 Outport Blocks in a Conditionally Executed SubsystemWhen an Outport block is in an enabled subsystem, you can specify whathappens to its output when the subsystem is disabled: it can be reset to aninitial value or held at its most recent value. The Output when disabledpop-up menu provides these options. The Initial output parameter is the valueof the output before the subsystem executes and, if the reset option is chosen,while the subsystem is disabled.
 Outport Blocks in a Top-Level SystemOutport blocks in a top-level system have two uses: to supply external outputsto the workspace, which you can do by using either the SimulationParameters dialog box or the sim command, and to provide a means foranalysis functions to obtain output from the system.
 • To supply external outputs to the workspace, using the SimulationParameters dialog box (see “Saving Output to the Workspace” on page 5-22)or the sim command (see sim on page 5-37). For example, if a system hasmore than one Outport block and the save format is array, the followingcommand[t,x,y] = sim(...);
 writes y as a matrix, with each column containing data for a differentOutport block. The column order matches the order of the port numbers forthe Outport blocks.
 If you specify more than one variable name after the second (state)argument, data from each Outport block is written to a different variable.For example, if the system has two Outport blocks, to save data from Outportblock 1 to speed and the data from Outport block 2 to dist, you could specifythis command:[t,x,speed,dist] = sim(...);
 • To provide a means for the linmod and trim analysis functions to obtainoutput from the system. For more information about using Outport blockswith analysis commands, see Chapter 5.
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 Numeric and Data Type Support
 An Outport block accepts complex or real signals of any MATLAB data type asinput. The numeric and data type of the block’s output is the same as that ofits input. The elements of a signal array connected to an Outport block can beof differing numeric and data types except in the following circumstance. If theoutport is in a conditionally executed subsystem and the initial output isspecified, all elements of an input array must be of the same numeric and datatype.
 Simulink’s data type conversion rules apply to an outport’s Initial outputparameter. If the initial value is in the range of the block’s output data type,Simulink converts the initial value to the output data type. If the specifiedinitial output is out of range of the output data type, Simulink halts thesimulation and signals an error. Note that the block’s output data type is thedata type of the signal connected to its input.
 Parameters and Dialog Box
 Port numberThe port number of the Outport block.
 Output when disabledFor conditionally executed subsystems, what happens to the block outputwhen the system is disabled.
 Initial outputFor conditionally executed subsystems, the block output before thesubsystem executes and while it is disabled.
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 Characteristics Sample Time Inherited from driving block
 Dimensionalized Yes
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 9PolynomialPurpose Perform evaluation of polynomial coefficients on input values.
 Library Functions & Tables
 Description The Polynomial block uses a coefficients parameter to evaluate a realpolynomial for the input value.
 You define a set of polynomial coefficients in the form accepted by MATLAB'spolyval command. The block will then calculate P(u) at each time step for theinput u. Inputs and coefficients must be non-complex.
 Data Type Support
 The Polynomial block accepts real signals of types double or single.ThePolynomial coefficients parameter must be of the same type as the inputs.The output data type is set to the input data type.
 Parameters and Dialog Box
 Polynomial coefficients Values are in coefficients of a polynomial in MATLAB polyval form, with thefirst coefficient representing xN, then decreasing in order until the lastcofficient, which represents the constant for the polynomial. See polyval formore information.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion No
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 Dimensionalized Yes
 Zero Crossing No
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 9Prelook-Up Index SearchPurpose First stage of high performance constant or linear interpolation that performsindex search and interval fraction calculation for input on a breakpoint set.
 Library Functions & Tables
 Description The PreLook-Up Index Search block calculates the indices and intervalfractions for the input value in the Breakpoint data parameter. By using thiscombination of blocks, multiple Interpolation (n-D) blocks can be ed by one setof PreLook-Up Index Search blocks. In models that have many interpolationblocks simulation performance be greatly increased.
 To use this block, you must define a set of breakpoint values. In normal use,this breakpoint data set corresponds to one dimension of a Table dataparameter in an Interpolation (n-D) using PreLook-Up block. The blockgenerates a pair of outputs for each input value by calculating the index of thebreakpoint set element that is less than or equal to the input value and theresulting fractional value that is a number 0 ≤ f < 1 that represent's the inputvalue's normalized position between the index and the next index value.
 For example, if the breakpoint data is:
 [ 0 5 10 20 50 100 ]
 and the input value u is 55, the (index, fraction) pair will be (4, 0.1), denoted ask and f on the block icon. Note that the index value is zero-based.
 Data Type Support
 A PreLook-Up Index Search block accepts signals of types double or single, butfor any given block, the inputs must all be of the same type. The Breakpointdata parameter must be of the same type as the inputs. The output data typeis set to the input data type.
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 Parameters and Dialog Box
 Breakpoint data The set of numbers to search.
 Index search methodBinary search, evenly spaced points, or linear search. Use linear search incombination with Begin index search using previous index result for higherperformance than a binary search when the input values do not change muchfrom one time step to the next. For large breakpoint sets ,a linear search canbe very slow if the input value changes by more than a few intervals from onetime step to the next.
 Begin index search using previous index result Check this option if you want the block to start its search using the index thatwas found on the previous time step. For inputs that change slowly withrespect to the interval size, you may realize a large performance gain.
 Output only the index If this block is not being used to feed an Interpolation (n-D) using PreLook-Upblock, the interval fraction output can be dropped and the resulting index valueoutput is a uint32 instead.
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 Process out of range input Clip to Range or Linear Extrapolation.
 Action for out of range input None, Warning, Error.
 CharacteristicsDirect Feedthrough Yes
 Sample Time Inherited from driving blocks
 Scalar Expansion Yes
 Dimensionalized Yes
 Zero Crossing No
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 9ProductPurpose Generate the element-wise product, quotient, matrix product, or inverse ofblock inputs.
 Library Math
 Description The Product block outputs the element-wise or matrix product of its inputs,depending on the values of the Multiplication and Number of inputsparameters:
 • If the value of the Number of inputs parameter is a combination of * and /symbols, the number of block inputs is equal to the number of symbols. Theblock icon shows the appropriate symbol adjacent to each input port.
 For example, entering */ as the parameter value results in the block icon
 when the the Multiplication parameter is element-wise.
 If the value of the Multiplication parameter is element-wise, the blockoutput is the element-by-element product of all inputs marked * divided byall inputs marked /. For example, if the inputs are vectors of size n, theoutput is a vector of size n each of whose elements equals
 (To create the dot-product of input vectors, use the Dot Product block.
 If any input is a matrix, all inputs must be a matrix or a scalar where a scalaris defined as a 1-by-1 matrix or a 1-element vector. If any input is a vector,all inputs must be vector-like. A vector-like input is any input that is eithera scalar, a vector, or a column matrix or a row matrix. All nonscalar inputsmust have the same dimension. The inputs cannot include both column androw matrices.
 If the value of the Multiplication parameter is matrix, the block output isthe matrix product of inputs marked * multiplied by the matrix inverse ofeach input marked /. The order of operations is the same as the orderspecified by the Number of Inputs field, for example, a value of */* resultsin the matrix product AB-1C, where A, B, C are the first, second, and third
 yi u1i u2i … uni×××=
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 inputs signals, respectively. The dimensions of the matrices must be suchthat the matrix product is defined.
 If all inputs are scalars, the output of the block is a scalar. Otherwise, theoutput is a matrix or a vector depending on whether the inputs are matricesor vectors.
 • If the value of the Number of inputs parameter is *, the value of theMultiplication parameter is element-wise, and the input is vector-like, i.e.,a 1-D array or a one-column or one-row 2-D array, the block outputs thescalar product of the elements of the input.
 In this case, the block icon appears as follows.
 If the input is a matrix and the the Multiplication parameter iselement-wise, Simulink signals an error. If the value of the Multiplicationparameter is matrix, the block outputs the input unchanged.
 • If the value of the Number of inputs parameter is /, the value of theMultiplication parameter is element-wise, and the input is vector-like, theblock outputs the inverse of the scalar product of the input elements. If theinput is a matrix and the the Multiplication parameter is element-wise,Simulink signals an error. If the value of the Multiplication parameter ismatrix, the block outputs the matrix inverse of the input.
 • Entering a scalar value as the Number of inputs parameter is equivalentto entering a string of * characters where the length of the string is the scalarvalue.
 • If the block has a single input, it must be a scalar or vector-like.
 If necessary, Simulink resizes the block to show all input ports. If the numberof inputs is changed, ports are added or deleted from the bottom of the block.
 Data Type Support
 The Product block accepts real- or complex-valued signals of any data type forelement-wise multiplication. All input signals must be of the same data type.The output signal data type is the same as the input’s. The inputs must be realor complex signals of type single or double for matrix multiplication.
 y Πui=
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 Parameters and Dialog Box
 MultiplicationSpecifies whether to use element-wise or matrix multiplication to createthe product of the inputs.
 Number of inputsEither the number of inputs to the block or a combination of * and /symbols. The default is 2.
 Saturate on integer overflowThis option is enabled only for element-wise multiplication. If selected, thisoption causes the output of the Product block to saturate on integeroverflow. In particular, if the output data type is an integer type, the blockoutput is the maximum value representable by the output type or thecomputed output, whichever is smaller in the absolute sense. If the optionis not selected, Simulink takes the action specified by the Data overflowoption on the Diagnostics page of the Simulation Parameters dialog (see“The Diagnostics Pane” on page 5-26).
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Yes
 Dimensionalized Yes
 Zero Crossing No
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 9ProbePurpose Probe a line for its width, dimensionality, sample time, and/or complex signalflag.
 Library Signals & Systems
 Description The Probe block outputs selected information about the signal on its input. Theblock can output the input signal’s width, dimensionality, sample time, and/ora flag indicating whether the input is a complex-valued signal. The block hasone input port. The number of output ports depends on the information thatyou select for probing, that is, signal dimensionality, sample time, and/orcomplex signal flag. Each probed value is output as a separate signal on aseparate output port. The block accepts real or complex-valued signals of anybuilt-in data type. It outputs signals of type double. During simulation, theblock’s icon displays the probed data.
 Data Type Support
 A Probe block accepts and outputs any built-in data type.
 Parameters and Dialog Box
 Probe widthIf checked, output width (number of elements) of probed signal.
 Probe sample timeIf checked, output sample time of probed signal.
 Probe complex signalIf checked, output 1 if probed signal is complex; otherwise, 0.
 Probe signal dimensionsIf checked, output the dimensions of the probed signal.
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 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Yes
 Dimensionalized Yes
 Zero Crossing No
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 9Pulse GeneratorPurpose Generate pulses at regular intervals.
 Library Sources
 Description The Pulse Generator block generates a series of scalar, vector, or matrix pulsesat regular intervals. The block’s Amplitude, Period, Duty cycle, and Starttime parameters determines the characteristics of the output signal. All musthave the same dimensions after scalar expansion and must be of the same dataand numeric (complex or real) type.
 Use the Pulse Generator block for continuous systems. To generate discretesignals, use the Discrete Pulse Generator block.
 Data Type Support
 A Pulse Generator block outputs real or complex signals of any data type. Thedata and numeric (real or complex) type of the output signal is the same as thatof the Amplitude parameter.
 Parameters and Dialog Box
 PeriodThe pulse period in seconds. The default is 1 second.
 Duty cycleThe duty cycle: the percentage of the pulse period that the signal is on. Thedefault is 50 percent.
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 AmplitudeThe pulse amplitude. The default is 1.
 Start timeThe delay before the pulse is generated, in seconds. The default is 0seconds.
 Interpret vector parameters as 1-DIf this option is checked and the other parameters are one-row orone-column matrices, after scalar expansion, the block outputs a 1-D signal(vector). Otherwise the output dimensionality is the same as that of theother parameters.
 Characteristics Sample Time Inherited
 Scalar Expansion Of parameters
 Dimensionalized Yes
 Zero Crossing No
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 9QuantizerPurpose Discretize input at a specified interval.
 Library Nonlinear
 Description The Quantizer block passes its input signal through a stair-step function sothat many neighboring points on the input axis are mapped to one point on theoutput axis. The effect is to quantize a smooth signal into a stair-step output.The output is computed using the round-to-nearest method, which produces anoutput that is symmetric about zero
 y = q * round(u/q)
 where y is the output, u the input, and q the Quantization interval parameter.
 Data Type Support
 A Quantizer block accepts and outputs real or complex signals of type singleor double.
 Parameters and Dialog Box
 Quantization intervalThe interval around which the output is quantized. Permissible outputvalues for the Quantizer block are n*q, where n is an integer and q theQuantization interval. The default is 0.5.
 Treat as gain when linearizingSimulink by default treats the Quantizer block as unity gain whenlinearizing. This is the large signal linearization case. If you uncheck thisbox, the linearization routines assume the small signal case and set thegain to zero.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
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 Scalar Expansion Of parameter
 Dimensionalized Yes
 Zero Crossing No
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 9RampPurpose Generate constantly increasing or decreasing signal.
 Library Sources
 Description The Ramp block generates a signal that starts at a specified time and value andchanges by a specified rate. The block’s Slope, Start time, Duty Cycle, andInitial output parameters determines the characteristics of the output signal.All must have the same dimensions after scalar expansion.
 Data Type Support
 A Ramp block outputs signals of type double.
 Parameters and Dialog Box
 SlopeThe rate of change of the generated signal. The default is 1.
 Start timeThe time at which the signal begins to be generated. The default is 0.
 Initial outputThe initial value of the signal. The default is 0.
 Interpret vector parameters as 1-DIf this option is checked and the other parameters are one-row or one-columnmatrices, after scalar expansion, the block outputs a 1-D signal (vector).Otherwise the output dimensionality is the same as that of the otherparameters.
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 Characteristics Sample Time Inherited from driven block
 Scalar Expansion Yes
 Dimensionalized Yes
 Zero Crossing Yes
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 9Random NumberPurpose Generate normally distributed random numbers.
 Library Sources
 Description The Random Number block generates normally distributed random numbers.The seed is reset to the specified value each time a simulation starts.
 By default, the sequence produced has a mean of 0 and a variance of 1,although you can vary these parameters. The sequence of numbers isrepeatable and can be produced by any Random Number block with the sameseed and parameters. To generate a vector of random numbers with the samemean and variance, specify the Initial seed parameter as a vector.
 To generate uniformly distributed random numbers, use the Uniform RandomNumber block.
 Avoid integrating a random signal because solvers are meant to integraterelatively smooth signals. Instead, use the Band-Limited White Noise block.
 All the blocks numeric parameters must be of the same dimension after scalarexpansion.
 Data Type Support
 A Random Number block accepts and outputs signals of type double.
 Parameters and Dialog Box
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 MeanThe mean of the random numbers. The default is 0.
 VarianceThe variance of the random numbers. The default is 1.
 Initial seedThe starting seed for the random number generator. The default is 0.
 Sample timeThe time interval between samples. The default is 0, causing the block tohave continuous sample time.
 Interpret vector parameters as 1-DIf this option is checked and the other parameters are one-row or one-columnmatrices, after scalar expansion, the block outputs a 1-D signal (vector).Otherwise the output dimensionality is the same as that of the otherparameters.
 Characteristics Sample Time Continuous or discrete
 Scalar Expansion Of parameters
 Dimensionalized Yes
 Zero Crossing No
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 9Rate LimiterPurpose Limit the rate of change of a signal.
 Library Nonlinear
 Description The Rate Limiter block limits the first derivative of the signal passing throughit. The output changes no faster than the specified limit. The derivative iscalculated using this equation.
 u(i) and t(i) are the current block input and time, and y(i–1) and t(i–1) are theoutput and time at the previous step. The output is determined by comparingrate to the Rising slew rate and Falling slew rate parameters:
 • If rate is greater than the Rising slew rate parameter (R), the output iscalculated as
 • If rate is less than the Falling slew rate parameter (F), the output iscalculated as
 • If rate is between the bounds of R and F, the change in output is equal to thechange in input.
 Data Type Support
 A Rate Limiter block accepts and outputs signals of type double.
 Parameters and Dialog Box
 rate u i( ) y i 1–( )–t i( ) t i 1–( )–------------------------------------=
 y i( ) ∆t R y i 1–( )+⋅=
 y i( ) ∆t F y i 1–( )+⋅=
 y i( ) u i( )=
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 Rising slew rateThe limit of the derivative of an increasing input signal.
 Falling slew rateThe limit of the derivative of a decreasing input signal.
 Characteristics Direct Feedthrough Yes
 Sample Time Continuous
 Scalar Expansion Of input and parameters
 Dimensionalized Yes
 Zero Crossing No
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 9Real-Imag to ComplexPurpose Convert a magnitude and/or a phase angle signal to a complex signal.
 Library Math
 Description The Real-Imag to Complex block converts real and/or imaginary inputs to acomplex-valued output signal.
 The inputs may be both arrays (vectors or matrices) of equal dimensions, or oneinput may be an array and the other a scalar. If the block has an array input,the output is a complex array of the same dimensions. The elements of the realinput are mapped to real parts of the corresponding complex output elements.The imaginary input is similarly mapped to the imaginary parts of the complexoutput signals. If one input is a scalar, it is mapped to the correspondingcomponent (real or imaginary) of all the complex output signals.
 The input signals and real or imaginary output parameter can be of any datatype. The output is of the same type as the input or parameter that determinesthe output.
 Data Type Support
 See description above.
 Parameters and Dialog Box
 InputSpecifies the kind of input: a real input, an imaginary input, or both.
 Real (Imag) partIf the input is a real-part signal, this parameter specifies the constantimaginary part of the output signal. If the input is the imaginary part, thisparameter specifies the constant real part of the output signal. Note thatthe title of this field changes to reflect its usage.
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 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Of the input when the function requires two inputs
 Dimensionalized Yes
 Zero Crossing No
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 9Relational OperatorPurpose Perform the specified relational operation on the input.
 Library Math
 Description The Relational Operator block performs a relational operation on its two inputsand produces output according to the following table.
 If the result is TRUE, the output is 1; if FALSE, it is 0. You can specify inputsas scalars, arrays, or a combination of a scalar and an array:
 • For scalar inputs, the output is a scalar.
 • For array inputs, the output is an array of the same dimensions, where eachelement is the result of an element-by-element comparison of the inputarrays.
 • For mixed scalar/array inputs, the output is an array, where each element isthe result of a comparison between the scalar and the corresponding arrayelement.
 The block icon displays the selected operator.
 Data and Numeric Type Support
 A Relational Operator block accepts real or complex signals of any data type.Both inputs must be of the same data type. One input may be real and the othercomplex, if the operator is == or !=. The block outputs a signal of type boolean,
 Operator Output
 == TRUE if the first input is equal to the second input
 ~= TRUE if the first input is not equal to the second input
 < TRUE if the first input is less than the second input
 <= TRUE if the first input is less than or equal to the secondinput
 >= TRUE if the first input is greater than or equal to thesecond input
 > TRUE if the first input is greater than the second input
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 if Boolean logic signals are enabled (see “Enabling Strict Boolean TypeChecking” on page 4-48). Otherwise, the block outputs a signal of type double.
 Parameters and Dialog Box
 OperatorThe relational operator to be applied to the block inputs.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Of inputs
 Dimensionalized Yes
 Zero Crossing Yes, to detect when the output changes
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 9RelayPurpose Switch output between two constants.
 Library Nonlinear
 Description The Relay block allows the output to switch between two specified values.When the relay is on, it remains on until the input drops below the value of theSwitch off point parameter. When the relay is off, it remains off until theinput exceeds the value of the Switch on point parameter. The block acceptsone input and generates one output.
 The Switch on point value must be greater than or equal to the Switch offpoint. Specifying a Switch on point value greater than the Switch off pointvalue models hysteresis, whereas specifying equal values models a switch witha threshold at that value.
 Data Type Support
 A Relay block accepts and outputs real signals of type double.
 Parameters and Dialog Box
 Switch on pointThe on threshold for the relay. The default is eps.
 Switch off pointThe off threshold for the relay. The default is eps.
 Output when onThe output when the relay is on. The default is 1.
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 Output when offThe output when the relay is off. The default is 0.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Yes
 Dimensionalized Yes
 Zero Crossing Yes, to detect switch on and switch off points
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 9Repeating SequencePurpose Generate an arbitrarily shaped periodic signal.
 Library Sources
 Description The Repeating Sequence block outputs a periodic scalar signal having awaveform that you specify. You can specify any waveform, using the blockdialog’s Time values and Output values parameters. The Times valueparameter specifies a vector of sample times. The Output values parameterspecifies a vector of signal amplitudes at the corresponding sample times.Together, the two parameters specify a sampling of the output waveform atpoints measured from the beginning of the interval over which the waveformrepeats (i.e., the signal’s period). For example, by default, the Time values andOutput values parameters are both set to [0 2]. This default setting specifiesa sawtooth waveform that repeats every 2 seconds from the start of thesimulation and has a maximum amplitude of 2. The Repeating Sequence blockuses linear interpolation to compute the value of the waveform between thespecified sample points.
 Data Type Support
 A Repeating Sequence block outputs real signals of type double.
 Parameters and Dialog Box
 Time valuesA vector of monotonically increasing time values. The default is [0 2].
 Output valuesA vector of output values. Each corresponds to the time value in the samecolumn. The default is [0 2].
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 Characteristics Sample Time Continuous
 Scalar Expansion No
 Dimensionalized No
 Zero Crossing No
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 9ReshapePurpose Change the dimensionality of a signal.
 Library Signals & Systems
 Description The Reshape block changes the dimensionality of the input signal to adimensionality that you specify, using the block’s Output dimensionalityparameter. For example, you can use the block to change an N-element vectorto a 1-by-N or N-by-1 matrix signal, and vice versa.
 The Output dimensionality parameter lets you select any of the followingoutput options.
 Output Dimensionality Description
 1-D array Converts a matrix (2-D array) to a vector (1-D array)array signal. The output vector consists of the firstcolumn of the input matrix followed by the secondcolumn, etc. (This option leaves a vector inputunchanged.)
 Column vector Converts a vector or matrix input signal to a columnmatrix, i.e., an M-by-1 matrix, where M is the numberof elements in the input signal. For matrices, theconversion is done in column-major order.
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 Data Type Support
 The Reshape block accepts and outputs signals of any type.
 Parameters and Dialog Box
 Output dimensionalityThe dimensionality of the output signal.
 Output dimensionsSpecifies a custom output dimensionality. This option is enabled only if youselect Customize as the value of the Output dimensionality parameter.
 Row vector Converts a vector or matrix input signal to a rowmatrix, i.e., a 1-by-N matrix where N is the number ofelements in the input signal. For matrices, theconversion is done in column-major order.
 Customize Converts the input signal to an output signal whosedimensions you specify, using the Output dimensionsparameter. The value of the Output dimensionsparameter can be a one- or two-element vector. A valueof [N] outputs a vector of size N. A value of [M N]outputs an M-by-N matrix. The number of elements ofthe input signal must match the number of elementsspecified by the Output dimensions parameter. Formatrices, the conversion is done in column-major order.
 Output Dimensionality Description
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 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion N/A
 Dimensionalized Yes
 Zero Crossing No
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 9Rounding FunctionPurpose Perform a rounding function.
 Library Math
 Description The Rounding Function block performs common mathematical roundingfunctions.
 You can select one of these functions from the Function list: floor, ceil,round, and fix. The block output is the result of the function operating on theinput or inputs. The Rounding Function block accepts and outputs real- orcomplex-valued signals of type double.
 The name of the function appears on the block icon.
 Use the Rounding Function block instead of the Fcn block when you wantDimensionalized output because the Fcn block can produce only scalar output.
 Data Type Support
 A Rounding Function block accepts and outputs real signals of type double.
 Parameters and Dialog Box
 FunctionThe rounding function.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion N/A
 Dimensionalized Yes
 Zero Crossing No
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 9SaturationPurpose Limit the range of a signal.
 Library Nonlinear
 Description The Saturation block imposes upper and lower bounds on a signal. When theinput signal is within the range specified by the Lower limit and Upper limitparameters, the input signal passes through unchanged. When the inputsignal is outside these bounds, the signal is clipped to the upper or lower bound.
 When the parameters are set to the same value, the block outputs that value.
 Data Type Support
 A Saturation block accepts and outputs real signals of any data type.
 Parameters and Dialog Box
 Upper limitThe upper bound on the input signal. While the signal is above this value,the block output is set to this value.
 Lower limitThe lower bound on the input signal. While the signal is below this value,the block output is set to this value.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Of parameters and input
 Dimensionalized Yes
 Zero Crossing Yes, to detect when the signal reaches a limit, andwhen it leaves the limit
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 9ScopePurpose Display signals generated during a simulation.
 Library Sinks
 Description The Scope block displays its input with respect to simulation time. The Scopeblock can have multiple axes (one per port); all axes have a common time rangewith independent y-axes. The Scope allows you to adjust the amount of timeand the range of input values displayed. You can move and resize the Scopewindow and you can modify the Scope’s parameter values during thesimulation.
 When you start a simulation, Simulink does not open Scope windows, althoughit does write data to connected Scopes. As a result, if you open a Scope after asimulation, the Scope’s input signal or signals will be displayed.
 If the signal is continuous, the Scope produces a point-to-point plot. If thesignal is discrete, the Scope produces a stairstep plot.
 The Scope provides toolbar buttons that enable you to zoom in on displayeddata, display all the data input to the Scope, preserve axes settings from onesimulation to the next, limit data displayed, and save data to the workspace.The toolbar buttons are labeled in this figure, which shows the Scope windowas it appears when you open a Scope block.
 Zoom in both x and y directions.
 Zoom in x direction.
 Zoom in y direction.
 Auto-scale.
 Properties.
 Save axes settings.
 Print.
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 Note Do not use Scope blocks inside of library blocks that you create.Instead, provide the library blocks with output ports to which scopes can beconnected to display internal data.
 Displaying Vector SignalsWhen displaying a vector signal, the Scope uses different colors in this order:yellow, magenta, cyan, red, green, and dark blue. When more than six signalsare displayed, the Scope cycles through the colors in the order listed above.
 Y-Axis LimitsYou set y-limits by right clicking on an axes and choosing Properties.... Thefollowing dialog box appears.
 Y-minEnter the minimum value for the y-axis.
 Y-maxEnter the maximum value for the y-axis.
 TitleEnter the title of the plot. You can include a signal label in the title bytyping %<SignalLabel> as part of the title string (%<SignalLabel> isreplaced by the signal label).
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 Time OffsetThis figure shows the Scope block displaying the output of the vdp model. Thesimulation was run for 40 seconds. Note that this scope shows the final 20seconds of the simulation. The Time offset field displays the timecorresponding to 0 on the horizontal axis. Thus, you have to add the offset tothe fixed time range values on the x-axis to get the actual time.
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 Auto-Scaling the Scope AxesThis figure shows the same output after pressing the Auto-scale toolbarbutton, which automatically scales both axes to display all stored simulationdata. In this case, the y-axis was not scaled because it was already set to theappropriate limits.
 If you click on the Auto-scale button while the simulation is running, the axesare auto-scaled based on the data displayed on the current screen, and theauto-scale limits are saved as the defaults. This enables you to use the samelimits for another simulation.
 ZoomingYou can zoom in on data in both the x and y directions at the same time, or ineither direction separately. The zoom feature is not active while the simulationis running.
 To zoom in on data in both directions at the same time, make sure the left-mostZoom toolbar button is selected. Then, define the zoom region using a boundingbox. When you release the mouse button, the Scope displays the data in thatarea. You can also click on a point in the area you want to zoom in on.
 If the scope has multiple y-axes, and you zoom in on one set of x-y axes, thex-limits on all sets of x-y axes are changed so that they match, since all x-y axesmust share the same time base (x-axis).
 The Auto-scale button
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 This figure shows a region of the displayed data enclosed within a boundingbox.
 This figure shows the zoomed region, which appears after you release themouse button.
 To zoom in on data in just the x direction, click on the middle Zoom toolbarbutton. Define the zoom region by positioning the pointer at one end of theregion, pressing and holding down the mouse button, then moving the pointer
 Zoom in both directions
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 to the other end of the region. This figure shows the Scope after defining thezoom region but before releasing the mouse button.
 When you release the mouse button, the Scope displays the magnified region.You can also click on a point in the area you want to zoom in on.
 Zooming in the y direction works the same way except that you press theright-most Zoom toolbar button before defining the zoom region. Again, youcan also click on a point in the area you want to zoom in on.
 Saving the Axes SettingsThe Save axes settings toolbar button enables you to store the current x- andy-axis settings so you can apply them to the next simulation.
 You might want to do this after zooming in on a region of the displayed data soyou can see the same region in another simulation. The time range is inferredfrom the current x-axis limits.
 Zoom in x direction
 the Save axes settings button
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 Scope PropertiesYou can change axes limits, set the number of axes, time range, tick labels,sampling parameters, and saving options by choosing the Properties toolbarbutton.
 When you click on the Properties button, this dialog box appears.
 The dialog box has two tabs: General and Data history.
 General ParametersYou can set the axes parameters, time range, and tick labels in the Generaltab. You can also choose the floating scope option with this tab.
 Number of axesSet the number of y-axes in this data field. With the exception of thefloating scope, there is no limit to the number of axes the Scope block cancontain. All axes share the same time base (x-axis), but have independenty-axes. Note that the number of axes is equal to the number of input ports.
 Time rangeChange the x-axis limits by entering a number or auto in the Time rangefield. Entering a number of seconds causes each screen to display theamount of data that corresponds to that number of seconds. Enter auto toset the x-axis to the duration of the simulation. Do not enter variablenames in these fields.
 Properties button
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 Tick labelsYou can choose to have tick labels on all axes, on one axis, or on the bottomaxis only in the Tick labels drop box.
 Floating scopeYou can check the Floating scope check box if you want to have a floatingscope. A floating Scope is a Scope block that can display the signals carriedon one or more lines.
 To add a floating Scope to a model, copy a Scope block into the modelwindow, then open the block. Select the Properties button on the block’stoolbar. Then, select the General tab and select the Floating scope checkbox.
 To use a floating Scope during a simulation, first open the block. To displaythe signals carried on a line, select the line. Hold down the Shift key whileclicking on another line to select multiple lines. It may be necessary topress the Auto-scale data button on the Scope’s toolbar to find the signaland adjust the axes to the signal values. Or you can use the floating Scope’sSignal Selector (see “Signal Selector” on page 9-215) to select signals fordisplay. The Signal Selector allows you to select signals anywhere in yourmodel, including unopened subsystems.
 You can have more than one floating scope in a model, but only one axes setin one scope can be active at a given time. Active floating scopes show theactive axes by making them blue. Selecting or deselecting lines will affectthat Scope block only. Other floating Scopes will continue to display thesignals that you selected when they were active. In other words, nonactivefloating scopes are locked in that their signal displays cannot change.
 If you plan to use a floating scope during a simulation, you should disablesignal storage reuse. See “Signal storage reuse” on page 5-31 for moreinformation.
 SamplingTo specify a decimation factor, enter a number in the data field to the rightof the Decimation choice. To display data at a sampling interval, select theSample time choice and enter a number in the data field.
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 Controlling Data Collection and DisplayYou can control the amount of data that the Scope stores and displays bysetting fields on the Data History tab.
 You can also choose to save data to the workspace in this tab. You apply thecurrent parameters and options by clicking on the Apply or OK button. Thevalues that appear in these fields are the values that will be used in the nextsimulation.
 Limit data points to lastYou can limit the number of data points saved to the workspace bychecking the Limit data points to last check box and entering a value inits data field. The Scope relies on its data history for zooming andauto-scaling operations. If the number of data points is limited to 1,000 andthe simulation generates 2,000 data points, only the last 1,000 areavailable for regenerating the display.
 Save data to workspaceYou can automatically save the data collected by the Scope at the end of thesimulation by checking the Save data to workspace check box. If youcheck this option, then the Variable name and Format fields becomeactive.
 Variable nameEnter a variable name in the Variable name field. The specified namemust be unique among all data logging variables being used in the model.Other data logging variables are defined on other Scope blocks, ToWorkspace blocks, and simulation return variables such as time, states,
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 and outputs. Being able to save Scope data to the workspace means that itis not necessary to send the same data stream to both a Scope block and aTo Workspace block.
 FormatData can be saved in one of three formats: Array, Structure, or Structure with time. Use Array only for a Scope with one axes. For Scopes with morethan one axes, use Structure if you do not want to store time data and useStructure with time if you want to store time data.
 Printing the Contents of a Scope WindowTo print the contents of a Scope window, open the Scope Properties dialog byclicking on the Print icon, the right-most icon on the Scope toolbar.
 Signal SelectorThe Signal Selector allows you to select the signals to be displayed in thefloating scope. You can use it to select any signal in you model, includingsignals in unopened subsystems. To display the Signal Selector, first startsimulation of your model with the floating scope open. Then right click yourmouse in the floating scope and select Signal Selection from the popup menuthat appears. The Signal Selector appears.
 Print icon
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 The Signal Selector contains contains two panes. The left pane allows you todisplay signals of any subsystem in your model. The signals appear in the rightpane. The right pane allows you to select which signals to display in thefloating scope.
 To select a subsystem for viewing, click its entry in the Model hierarchy treeor use the up or down arrows on move the selection highlight to the entry, usingthe up and down arrows on your keyboard. To show or hide the subsystemscontained by the currently selected subsystem, click the +/- button next to thesubsystem’s name or press the forward or backward arrow keys on yourkeyboard. To view subsystems included as library links in your model, click theLibrary Links button at the top of the Model hierarchy pane. To view thesubsystems contained by masked subsystems, click the Look Under Masksbutton at the top of the pane.
 The Signals pane shows all the signals in the currently selected subsystem bydefault. To show named signals only, select Named signals only from the Listcontents control at the top of the pane. To show test point signals only, selectTest point signals only from the List contents control. To show only signalswhose signals match a specified string of characters, enter the characters inthes Show signals matching control at the bottom of the Signals pane andpress the Enter key.To show the selected types of signals for all subsystemsbelow the currently selected subsystem in the model hierarchy, select theCurrent and Below button at the top of the Signals pane.
 The Signals pane by default shows the name of each signal and the number ofthe port that emits the signal. To display more information on each signal,select the Table view button at the top of the pane. The table view shows thepath and data type of each signal and whether the signal is a test point. Toselect or deselect a signal in the Signals pane, click its entry or use the arrowkeys to move the selection highlight to the signal entry and press the Enterkey. You can also move the selection highlight to a signal entry by typing thefirst few characters of its name (enough to uniquely identify it).
 Data Type Support
 A Scope block accepts real signals, including homogenous vectors, of any type.
 Characteristics Sample Time Inherited from driving block or settable
 States 0
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 9SelectorPurpose Select input elements from a vector or matrix signal.
 Library Signals & Systems
 Description The Selector block generates as output selected elements of an input vector ormatrix.
 A Selector block accepts either vector or matrix signals as input. Set the InputType parameter to the type of signal (vector or matrix) that the block shouldaccept in your model. The parameter dialog box and the block icon change toreflect the type of input that you select. The way the block determines theelements to select differs slightly, depending on the type of input.
 Vector InputIf the input type is vector, a Selector block outputs a vector of selectedelements. The block determines the indices of the elements to select either fromthe block’s Elements parameter or from an external signal. Set the Source ofelement indices parameter to the source (internal, i.e., parameter value, orexternal) that you prefer. If you select external, the block adds an input portfor the external index signal.
 In either case, the elements to be selected must be specified as a vector unlessonly one element is being selected. For example, this model shows the Selectorblock icon and the output for an input vector of [2 4 6 8 10] and an Elementsparameter value of [5 1 3].
 The block icon displays the ordering of input vector elements graphically if theblock icon is large enough.
 If you select external as the source for element indices, the block adds an inputport for the element indices signal. The signal should specify the elements tobe selected in the same way they are specified, using the Elements parameter.
 If the input type is vector, you must specify the width of the input signal or -1,using the Input port width parameter. If you specify a width greater than 0,

Page 510
                        
                        

Selector
 9-218
 the width of the input signal must equal the specified width. Otherwise, theblock reports an error. If you specify a width of -1, the block accepts a vectorsignal of any width.
 Matrix InputIf the input type is matrix, the Selector block outputs a matrix of elementsselected from the input matrix. The block determines the row and columnindices of the elements to select either from its Rows and Columns parametersor from external signals. Set the block’s Source of row indices and Source ofcolumn indices to the source that you prefer (internal or external). If you seteither source to external, the block adds an input port for the external indicessignal. If you set both sources to external, the block adds two input ports.
 In either case, the indices of the row and columns to be selected must bespecified as vectors (or a scalar if only one row or colum is to be selected). Forexample, the Rows expression [2 1] and the Columns expression [1 3]specifies output of a 2x2 matrix whose first row contains the first and thirdelements of the input matrix’s second row and whose second row contains thefirst and third elements of the input matrix’s first row.
 Data Type Support
 The Selector block accepts signals of any signal and data type, includingmixed-type signal vectors. The elements of the output vector have the sametype as the corresponding selected input elements.
 Parameters and Dialog Box
 The parameter dialog box appears as follows when vector input mode isselected.
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 Input TypeThe type of the input signal: vector or matrix.
 Source of element indicesThe source of the indices specifying the elements to select, either internal,i.e., the Elements parameter, or external, i.e., an input signal.
 ElementsThe elements to be included in the output vector.
 Input port widthThe number of elements in the input vector.
 The dialog box appears as follows when matrix input mode is selected.
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 Input TypeThe type of the input signal: vector or matrix.
 Source of row indicesThe source of the indices specifying the rows to select from the inputmatrix, either internal, i.e., the Rows parameter, or external, i.e., aninput signal.
 RowsIndices of the rows from which to select elements to be included in theoutput matrix.
 Source of column indicesThe source of the indices specifying the columns to select from the inputmatrix, either internal, i.e., the Columns parameter, or external, i.e., aninput signal.
 ColumnsIndices of the columns from which to select elements to be included in theoutput matrix.
 Characteristics Sample Time Inherited from driving block
 Dimensionalized Yes
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 9S-FunctionPurpose Access an S-function.
 Library Functions & Tables
 Description The S-Function block provides access to S-functions from a block diagram. TheS-function named as the S-function name parameter can be an M-file orMEX-file written as an S-function.
 The S-Function block allows additional parameters to be passed directly to thenamed S-function. The function parameters can be specified as MATLABexpressions or as variables separated by commas. For example,
 A, B, C, D, [eye(2,2);zeros(2,2)]
 Note that although individual parameters can be enclosed in square brackets,the list of parameters must not be enclosed in square brackets.
 The S-Function block displays the name of the specified S-function and isalways drawn with one input port and one output port, regardless of thenumber of inputs and outputs of the contained subsystem.
 Vector lines are used when the S-function contains more than one input oroutput. The input vector width must match the number of inputs contained inthe S-function. The block directs the first element of the input vector to the firstinput of the S-function, the second element to the second input, and so on.Likewise, the output vector width must match the number of S-functionoutputs.
 Data Type Support
 Depends on the implementation of the S-Function block.
 Parameters and Dialog Box
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 S-function nameThe S-function name.
 S-function parametersAdditional S-function parameters. See the preceeding block description forinformation on how to specify the parameters.
 Characteristics Direct Feedthrough Depends on contents of S-function
 Sample Time Depends on contents of S-function
 Scalar Expansion Depends on contents of S-function
 Dimensionalized Depends on contents of S-function
 Zero Crossing No
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 9SignPurpose Indicate the sign of the input.
 Library Math
 Description The Sign block indicates the sign of the input:
 • The output is 1 when the input is greater than zero.
 • The output is 0 when the input is equal to zero.
 • The output is -1 when the input is less than zero.
 Data Type Support
 A Sign block accepts and outputs real signals of type double.
 Dialog Box
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion N/A
 Dimensionalized Yes
 Zero Crossing Yes, to detect when the input crosses through zero
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 9Signal GeneratorPurpose Generate various waveforms.
 Library Sources
 Description The Signal Generator block can produce one of three different waveforms: sinewave, square wave, and sawtooth wave. The signal parameters can beexpressed in Hertz (the default) or radians per second. This figure shows eachsignal displayed on a Scope using default parameter values.
 A negative Amplitude parameter value causes a 180-degree phase shift. Youcan generate a phase-shifted wave at other than 180 degrees in a variety ofways, including inputting a Clock block signal to a MATLAB Fcn block andwriting the equation for the particular wave.
 Sine Wave Square Wave
 Sawtooth Wave
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 You can vary the output settings of the Signal Generator block while asimulation is in progress. This is useful to determine quickly the response of asystem to different types of inputs.
 The block’s Amplitude and Frequency parameters determine the amplitudeand frequency of the output signal. The parameters must be of the samedimensions after scalar expansion. If the Interpret vector parameters as 1-Doption is off, the block outputs a signal of the same dimensions as theAmplitude and Frequency parameters (after scalar expansion). If theInterpret vector parameters as 1-D option is on, the block outputs a vector(1-D) signal if the Amplitude and Frequency parameters are row or columnvectors, i.e. single row or column 2-D arrays. Otherwise, the block outputs asignal of the same dimensions as the parameters.
 Data Type Support
 A Signal Generator block outputs a scalar or array of real signals of typedouble.
 Parameters and Dialog Box
 Wave formThe wave form: a sine wave, square wave, or sawtooth wave. The default isa sine wave.
 AmplitudeThe signal amplitude. The default is 1.
 FrequencyThe signal frequency. The default is 1.
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 UnitsThe signal units, hertz or radians/sec. The default is hertz.
 Interpret vector parameters as 1-DIf selected, column or row matrix values for the Amplitude and Frequencyparameters result in a vector output signal.
 Characteristics Sample Time Continuous
 Scalar Expansion Of parameters
 Dimensionalized Yes
 Zero Crossing No
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 9Signal SpecificationPurpose Verify that the input signal has specified dimensions, sample time, data type,and numeric type of a signal.
 Library Signals & Systems
 Description This block checks that the input signal has specified attributes. If so, the blockoutputs the input signal unchanged. Otherwise, it halts the simulation anddisplays an error message.
 The Signal Specification block can be uses as an assert mechanism to ensurethat the attributes of a signal meet the desired attributes for certain sectionsof your model. For example, consider two people working on different parts ofa model, the signal specification block is useful for indicating what attributesvarious signals are needed by the different sections of the model. If there is amiscommunication and say data types are changed unexpectedly, theattributes will not match up and Simulink will report an appropriate error.Using the signal specification block will help ensure you don't introduceunexpected problems in your models. If you are familiar with the assertmechanism in languages such as C, you will see that the signal specificationblock servers a similar purpose.
 The Signal Specification block can also be used to assure correct propagation ofsignal attributes throughout a model. Simulink's capability of allowing manyattributes to propagate from block to block is very powerful. However, it ispossible to create models (when using user written S-functions) that don't haveenough information to correctly propagate attributes around the model. Forthese cases, the signal specification block is a good way of providing theinformation Simulink needs when propagating attributes from block to block.The use of the signal specification block also helps speed up model compilation(update diagram) when blocks are missing signal attributes.
 Data Type Support
 Accepts signals of any data type that matches the data type specified by theData Type parameter
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 Parameters and Dialog Box
 DimensionsDimensions that input signal must match. Valid values are -1 (don’t care),n (vector signal of width n), [m n] (matrix signal having m rows and ncolumns.
 Sample TimeSample time that input signal must match. Valid values are -1 (don’t care),period >= 0, [offset, period], [0, -1], [-1, -1], where period is thesample rate and offset is the offset of the sample period from time zero(see “Sample Time” on page 3-23).
 Data TypeData type that input signal must match. Choices include auto (don’t care),double, single, int8, uint8, int16, uint16, int32, uint32, and boolean.
 Signal TypeNumeric type that input signal must match. Choices include auto (don’tcare), real, or complex.
 Characteristics Direct Feedthrough Yes
 Sample Time Continuous
 Scalar Expansion No
 States 0
 Dimensionalized Yes
 Zero Crossing No
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 9Sine WavePurpose Generate a sine wave.
 Library Sources
 Description The Sine Wave block provides a sinusoid. The block can operate in eithercontinuous or discrete mode.
 The output of the Sine Wave block is determined by
 The value of the Sample time parameter determines whether the blockoperates in continuous mode or discrete mode:
 • 0 (the default) causes the block to operate in continuous mode.
 • >0 causes the block to operate in discrete mode.
 • -1 causes the block to operate in the same mode as the block receiving thesignal.
 Using the Sine Wave Block in Discrete ModeA Sample time parameter value greater than zero causes the block to behaveas if it were driving a Zero-Order Hold block whose sample time is set to thatvalue.
 Using the Sine Wave block in this way allows you to build models with sinewave sources that are purely discrete, rather than models that are hybridcontinuous/discrete systems. Hybrid systems are inherently more complex and,as a result, take longer to simulate.
 The Sine Wave block in discrete mode uses an incremental algorithm ratherthan one based on absolute time. As a result, the block can be useful in modelsintended to run for an indefinite length of time, such as in vibration or fatiguetesting.
 The incremental algorithm computes the sine based on the value computed atthe previous sample time. This method makes use of the following identities.
 These identities can be written in matrix form.
 y Amplitude frequency time× phase+( )sin×=
 t ∆t+( )sin t( ) ∆t( )cossin ∆t( ) t( )cossin+=
 t ∆t+( )cos t( ) ∆t( )coscos t( ) ∆t( )sinsin–=
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 Since ∆t is constant, the following expression is a constant.
 Therefore the problem becomes one of a matrix multiply of the value of sin(t)by a constant matrix to obtain sin(t+∆t).
 Using the Sine Wave Block in Continuous ModeA Sample time parameter value of zero causes the block to behave incontinuous mode. When operating in continuous mode, the Sine Wave blockcan become inaccurate due to loss of precision as time becomes very large.
 The block’s numeric parameters must be of the same dimensions after scalarexpansion. If the Interpret vector parameters as 1-D option is off, the blockoutputs a signal of the same dimensions and dimensionlity as the parameters.If the Interpret vector parameters as 1-D option is on and the numericparameters are row or column vectors (i.e., single row or column 2-D arrays),the block outputs a vector (1-D array) signal; otherwise, the block outputs asignal of the same dimensionality and dimensions as the parameters.
 Data Type Support
 A Sine Wave block accepts and outputs real signals of type double.
 t ∆t+( )sint ∆t+( )cos
 ∆t( )cos ∆t( )sin∆t( )sin– ∆t( )cos
 t( )sint( )cos
 =
 ∆t( )cos ∆t( )sin∆t( )sin– ∆t( )cos
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 Parameters and Dialog Box
 AmplitudeThe amplitude of the signal. The default is 1.
 FrequencyThe frequency, in radians/second. The default is 1 rad/sec.
 PhaseThe phase shift, in radians. The default is 0 radians.
 Sample timeThe sample period. The default is 0.
 Interpret vector parameters as 1-DIf selected, column or row matrix values for the Sine Wave block’s numericparameters result in a vector output signal; otherwise, the block outputs asignal of the same dimensionality as the parameters. If this option is notselected, the block always outputs a signal of the same dimensionality as theblock’s numeric parameters.
 Characteristics Sample Time Continuous, discrete, or inherited
 Scalar Expansion Of parameters
 Dimensionalized Yes
 Zero Crossing No
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 9Slider GainPurpose Vary a scalar gain using a slider.
 Library Math
 Description The Slider Gain block allows you to vary a scalar gain during a simulationusing a slider. The block accepts one input and generates one output.
 Data Type Support
 Data type support for the Slider Gain block is the same as that for the Gainblock (see “Gain” on page 9-108).
 Dialog Box
 LowThe lower limit of the slider range. The default is 0.
 HighThe upper limit of the slider range. The default is 2.
 The edit fields indicate (from left to right) the lower limit, the current value,and the upper limit. You can change the gain in two ways: by manipulating theslider, or by entering a new value in the current value field. You can change therange of gain values by changing the lower and upper limits. Close the dialogbox by clicking on the Close button.
 If you click on the slider’s left or right arrow, the current value changes byabout 1% of the slider’s range. If you click on the rectangular area to either sideof the slider’s indicator, the current value changes by about 10% of the slider’srange.
 To apply a vector or matrix gain to the block input, consider using the Gainblock.
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 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Of the gain
 States 0
 Dimensionalized Yes
 Zero Crossing No
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 9State-SpacePurpose Implement a linear state-space system.
 Library Continuous
 Description The State-Space block implements a system whose behavior is defined by:
 where x is the state vector, u is the input vector, and y is the output vector. Thematrix coefficients must have these characteristics, as illustrated in thediagram below:
 • A must be an n-by-n matrix, where n is the number of states.
 • B must be an n-by-m matrix, where m is the number of inputs.
 • C must be an r-by-n matrix, where r is the number of outputs.
 • D must be an r-by-m matrix.
 The block accepts one input and generates one output. The input vector widthis determined by the number of columns in the B and D matrices. The outputvector width is determined by the number of rows in the C and D matrices.
 Simulink converts a matrix containing zeros to a sparse matrix for efficientmultiplication.
 Data Type Support
 A State-Space block accepts and outputs real signals of type double.
 x· Ax Bu+=y Cx Du+=
 A B
 C D
 n
 n
 m
 r
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 Parameters and Dialog Box
 A, B, C, DThe matrix coefficients.
 Initial conditionsThe initial state vector.
 Characteristics Direct Feedthrough Only if D ≠ 0
 Sample Time Continuous
 Scalar Expansion Of the initial conditions
 States Depends on the size of A
 Dimensionalized Yes
 Zero Crossing No
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 9StepPurpose Generate a step function.
 Library Sources
 Description The Step block provides a step between two definable levels at a specified time.If the simulation time is less than the Step time parameter value, the block’soutput is the Initial value parameter value. For simulation time greater thanor equal to the Step time, the output is the Final value parameter value.
 The block’s numeric parameters must be of the same dimensions after scalarexpansion. If the Interpret vector parameters as 1-D option is off, the blockoutputs a signal of the same dimensions and dimensionlity as the parameters.If the Interpret vector parameters as 1-D option is on and the numericparameters are row or column vectors (i.e., single row or column 2-D arrays),the block outputs a vector (1-D array) signal; otherwise, the block outputs asignal of the same dimensionality and dimensions as the parameters.
 Data Type Support
 A Step block outputs real signals of type double.
 Parameters and Dialog Box
 Step timeThe time, in seconds, when the output jumps from the Initial valueparameter to the Final value parameter. The default is 1 second.
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 Initial valueThe block output until the simulation time reaches the Step timeparameter. The default is 0.
 Final valueThe block output when the simulation time reaches and exceeds the Steptime parameter. The default is 1.
 Sample timeSample rate of step.
 Interpret vector parameters as 1-DIf selected, column or row matrix values for the Step block’s numericparameters result in a vector output signal; otherwise, the block outputs asignal of the same dimensionality as the parameters. If this option is notselected, the block always outputs a signal of the same dimensionality as theblock’s numeric parameters.
 Characteristics Sample Time Inherited from driven block
 Scalar Expansion Of parameters
 Dimensionalized Yes
 Zero Crossing Yes, to detect step times
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 9Stop SimulationPurpose Stop the simulation when the input is nonzero.
 Library Sinks
 Description The Stop Simulation block stops the simulation when the input is nonzero.
 The simulation completes the current time step before terminating. If the blockinput is a vector, any nonzero vector element causes the simulation to stop.
 You can use this block in conjunction with the Relational Operator block tocontrol when the simulation stops. For example, this model stops thesimulation when the input signal reaches 10.
 Data Type Support
 A Stop Simulation block accepts real signals of type double or boolean.
 Dialog Box
 Characteristics Sample Time Inherited from driving block
 Dimensionalized Yes
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 9SubsystemPurpose Represent a system within another system.
 Library Signals & Systems
 Description A Subsystem block represents a system within another system. You create asubsystem in these ways:
 • Copy the Subsystem block from the Signals & Systems library into yourmodel. You can then add blocks to the subsystem by opening the Subsystemblock and copying blocks into its window.
 • Select the blocks and lines that are to make up the subsystem using abounding box, then choose Create Subsystem from the Edit menu. Simulinkreplaces the blocks with a Subsystem block. When you open the block, thewindow displays the blocks you selected, adding Inport and Outport blocksto reflect signals entering and leaving the subsystem.
 The number of input ports drawn on the Subsystem block’s icon corresponds tothe number of Inport blocks in the subsystem. Similarly, the number of outputports drawn on the block corresponds to the number of Outport blocks in thesubsystem.
 For more information about subsystems, see “Creating Subsystems” inChapter 3.
 Data Type Support
 A subsystem’s enable and trigger ports accept any data type. See “Inport” onpage 9-119 for information on the data types accepted by a subsystem’s inputports. See “Outport” on page 9-169 for information on the data types ouput bya subsystem’s output ports.
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 Parameters and Dialog Box
 Show port labelsCauses Simulink to display the labels of the subsystem’s ports in thesubsystem’s icon.
 Treat as atomic unitCauses Simulink to treat the subsystem as a unit when determining blockexecution order. When it comes time to execute the subsystem, Simulinkexecutes all blocks within the subsystem before executing any other blockat the same level as the subsystem block. If this option is not selected,Simulink treats all blocks in the subsystem as being at the same level inthe model hierarchy as the subsystem when determining block executionorder. This can cause execution of blocks within the subsystem to beinterleaved with execution of blocks outside the subsystem. See “AtomicVersus Virtual Subsystems” on page 3-13 for more information.
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 AccessControls user access to the contents of the subsystem. You can select anyof the following values.
 Name of error callback functionName of a function to be called if an error occurs while executing thesubsystem. Simulink passes two arguments to the function: the handle ofthe subsystem and a string that specifies the error type. If no function isspecified, Simulink displays a generic error message if executing thesubsystem causes an error.
 Note Parameters whose names begin with RTW are used by the Real-TimeWorkshop for code generation. See the Real-Time Workshop documentationfor more information.
 Access Description
 ReadWrite User can open and modify the contents of thesubsystem.
 ReadOnly User can open but not modify the subsystem. If thesubsystem resides in a block library, a user cancreate and open links to the subsystem and canmake and modify local copies of the subsystem butcannot change the permissions or modify thecontents of the original library instance.
 NoReadOrWrite User cannot open or modify the subsystem. If thesubsystem resides in a library, a user can createlinks to the subsystem in a model but cannot open,modify, change permissions, or create local copies ofthe subsystem.
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 Characteristics Sample Time Depends on the blocks in the subsystem
 Dimensionalized Depends on the blocks in the subsystem
 Zero Crossing Yes, for enable and trigger ports if present
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 9SumPurpose Output the sum of inputs.
 Library Math
 Description The Sum block adds scalar, vector, or matrix inputs or the elements of a singlevector input. The following rules determine the block’s output:
 • If the block has more than one input, all nonscalar inputs must be of thesame dimensionality and dimensions, that is, either all vectors or allmatrices of the same dimensions. For example, if any input is a 2-by-2matrix, any other input must be a 2-by-2 matrix or a scalar.
 • If any input is a scalar, it is expanded to have the same dimensions as thenonscalar inputs. For example, if the nonscalar inputs are 2-by-2 matrices,the scalar inputs are expanded to be 2-by-2 matrices.
 • The output has the same dimensions as the inputs (after scalar expansion)and each element is the sum of the corresponding elements of the inputs. Inother words, the output is the element-wise sum of the inputs.
 • If the block has only one input, it must be either a scalar or a vector. If theinput is a vector, the output is a scalar equal to the sum of the elements ofthe input vector.
 Note Simulink hides the name of a Sum block when you copy it from theSimulink block library to a model.
 Data Type Support
 The Sum block accepts real- or complex-valued signals of any data type. All theinputs must be of the same data type. The output data type is the same as theinput data type.
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 Parameters and Dialog Box
 Icon shapeYou can choose a circular or rectangular shape for the Sum block in theIcon shape drop box. If the Sum block has multiple inputs, it may be moreconvenient to have a circular shape than a rectangular shape.
 List of signsThe List of signs parameter can have a constant or a combination of +, -,and | symbols. Specifying a constant causes Simulink to redraw the blockwith that number of ports, all with positive polarity. A combination of plusand minus signs specifies the polarity of each port, where the number ofports equals the number of symbols used.
 The Sum block draws plus and minus signs beside the appropriate portsand redraws its ports to match the number of signs specified in the List ofsigns parameter. If the number of signs is changed, ports are added ordeleted from the icon. If necessary, Simulink resizes the block to show allinput ports. You can also manipulate the position of the input ports byinserting spacers (|) between the signs in the List of signs parameter. Thespacers create extra space between the ports. For example, ++|-- willcreate an extra space between the second + port and the first - port:
 Saturate on integer overflowIf selected, this option causes the output of the Sum block to saturate oninteger overflow. In particular, if the output data type is an integer type,the block output is the maximum value representable by the output type orthe computed output, whichever is smaller in the absolute sense. If theoption is not selected, Simulink takes the action specified by Data
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 overflow event option on the Diagnostics page of the SimulationParameters dialog (see “The Diagnostics Pane” on page 5-26).
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving blocks
 Scalar Expansion Yes
 States 0
 Dimensionalized Yes
 Zero Crossing No

Page 538
                        
                        

Switch
 9-246
 9SwitchPurpose Switch between two inputs.
 Library Nonlinear
 Description The Switch block propagates one of two inputs to its output depending on thevalue of a third input, called the control input. If the signal on the control(second) input is greater than or equal to the Threshold parameter, the blockpropagates the first input; otherwise, it propagates the third input. This figureshows the use of the block ports.
 To drive the switch with a logic input (i.e., 0 or 1), set the threshold to 0.5.
 Data Type Support
 A Switch block accepts real- or complex-valued signals of any data type asswitched inputs (inputs 1 and 3). Both switched inputs must be of the sametype. The block output signal has the data type of the selected input. The datatype of the threshhold input must be boolean or double.
 Parameters and Dialog Box
 ThresholdThe value of the control (the second input) at which the switch flips to itsother state. You can specify this parameter as either a scalar or a vectorequal in width to the input vectors.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Yes
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 Dimensionalized Yes
 Zero Crossing Yes, to detect when the switch condition occurs
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 9TerminatorPurpose Terminate an unconnected output port.
 Library Signals & Systems
 Description The Terminator block can be used to cap blocks whose output ports are notconnected to other blocks. If you run a simulation with blocks havingunconnected output ports, Simulink issues warning messages. UsingTerminator blocks to cap those blocks avoids warning messages.
 Data Type Support
 A Terminator block accepts signals of any numeric type or data type.
 Parameters and Dialog Box
 Characteristics Sample Time Inherited from driving block
 Dimensionalized Yes
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 9To FilePurpose Write data to a file.
 Library Sinks
 Description The To File block writes its input to a matrix in a MAT-file. The block writesone column for each time step: the first row is the simulation time; theremainder of the column is the input data, one data point for each element inthe input vector. The matrix has this form.
 The From File block can use data written by a To File block without anymodifications. However, the form of the matrix expected by the FromWorkspace block is the transpose of the data written by the To File block.
 The block writes the data as well as the simulation time after the simulation iscompleted. The block icon shows the name of the specified output file.
 The amount of data written and the time steps at which the data is written aredetermined by block parameters:
 • The Decimation parameter allows you to write data at every nth sample,where n is the decimation factor. The default decimation, 1, writes data atevery time step.
 • The Sample time parameter allows you to specify a sampling interval atwhich to collect points. This parameter is useful when using a variable-stepsolver where the interval between time steps may not be the same. Thedefault value of -1 causes the block to inherit the sample time from thedriving block when determining which points to write.
 If the file exists at the time the simulation starts, the block overwrites itscontents.
 Data Type Support
 A To File block accepts real signals of type double.
 t1 t2 …tfinal
 u11 u12 …u1final
 …un1 un2 …unfinal
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 Parameters and Dialog Box
 FilenameThe name of the MAT-file that holds the matrix.
 Variable nameThe name of the matrix contained in the named file.
 DecimationA decimation factor. The default value is 1.
 Sample timeThe sample time at which to collect points.
 Characteristics Sample Time Inherited from driving block
 Dimensionalized Yes
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 9To WorkspacePurpose Write data to the workspace.
 Library Sinks
 Description The To Workspace block writes its input to the workspace. The block writes itsoutput to an array or structure that has the name specified by the block’sVariable name parameter. The Save format parameter determines the outputformat.
 ArraySelecting this option causes the To Workspace block to save the input as anN-dimensional array where N is one more than the number of dimensions ofthe input signal. For example, if the input signal is a 1-D array (i.e., a vector),the resulting workspace array is two-dimensional. If the input signal is a 2-Darray (i.e., a matrix), the array is three-dimensional.
 The way samples are stored in the array depends on whether the input signalis a scalar or vector or a matrix. If the input is a scalar or a vector, each inputsample is output as a row of the array. For example, suppose that the name ofthe output array is simout. Then, simout(1,:) corresponds to the first sample,simout(2,:) corresponds to the second sample, etc. If the input signal is amatrix, the third dimension of the workspace array corresponds to the valuesof the input signal at specified sampling point. For example, suppose again thatsimout is the name of the resulting workspace array. Then, simout(:,:,1) isthe value of the input signal at the first sample point; simout(:,:,2) is thevalue of the input signal at the second sample point; etc.
 The amount of data written and the time steps at which the data is written aredetermined by block parameters:
 • The Limit data points to last parameter indicates how many sample pointsto save. If the simulation generates more data points than the specifiedmaximum, the simulation saves only the most recently generated samples.To capture all the data, set this value to inf.
 • The Decimation parameter allows you to write data at every nth sample,where n is the decimation factor. The default decimation, 1, writes data atevery time step.
 • The Sample time parameter allows you to specify a sampling interval atwhich to collect points. This parameter is useful when using a variable-step
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 solver where the interval between time steps may not be the same. Thedefault value of -1 causes the block to inherit the sample time from thedriving block when determining which points to write.
 During the simulation, the block writes data to an internal buffer. When thesimulation is completed or paused, that data is written to the workspace. Theblock icon shows the name of the array to which the data is written.
 StructureThis format consists of a structure with three fields: time, signals, andblockName. The time field is empty. The blockName field contains the name ofthe To Workspace block. The signals field contains a structure with threefields: values, dimensions, and label. The values field contains the array ofsignal values. The dimensions field specifies the dimensions of the valuesarray. The label field contains the label of the input line.
 Structure with TimeThis format is the same as Structure except that the time field contains avector of simulation time steps.
 Using Saved Data with a From Workspace BlockIf the data written using a To Workspace block is intended to be “played back”in another simulation using a From Workspace block, use the Structure with Time format to save the data.
 ExamplesIn a simulation where the start time is 0, the Maximum number of samplepoints is 100, the Decimation is 1, and the Sample time is 0.5. The ToWorkspace block collects a maximum of 100 points, at time values of 0, 0.5, 1.0,1.5, … seconds. Specifying a Decimation of 1 directs the block to write data ateach step.
 In a similar example, the Maximum number of sample points is 100 and theSample time is 0.5, but the Decimation is 5. In this example, the block collectsup to 100 points, at time values of 0, 2.5, 5.0, 7.5, … seconds. Specifying aDecimation of 5 directs the block to write data at every fifth sample. Thesample time ensures that data is written at these points.
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 In another example, all parameters are as defined in the first example exceptthat the Limit data points to last is 3. In this case, only the last three samplepoints collected are written to the workspace. If the simulation stop time is 100,data corresponds to times 99.0, 99.5, and 100.0 seconds (three points).
 Data Type Support
 A To Workspace block can save input of any real or complex data type to theMATLAB workspace.
 Parameters and Dialog Box
 Variable nameThe name of the array that holds the data.
 Limit data points to lastThe maximum number of input samples to be saved. The default is 1000samples.
 DecimationA decimation factor. The default is 1.
 Sample timeThe sample time at which to collect points.
 Save formatFormat in which to save simulation output to the workspace. The defaultis structure.
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 Characteristics Sample Time Inherited
 Dimensionalized Yes
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 9Transfer FcnPurpose Implement a linear transfer function.
 Library Continuous
 Description The Transfer Fcn block implements a transfer function where the input (u) andoutput (y) can be expressed in transfer function form as the following equation
 where nn and nd are the number of numerator and denominator coefficients,respectively. num and den contain the coefficients of the numerator anddenominator in descending powers of s. num can be a vector or matrix, denmust be a vector, and both are specified as parameters on the block dialog box.The order of the denominator must be greater than or equal to the order of thenumerator.
 A Transfer Fcn block takes a scalar input. If the numerator of the block’stransfer function is a vector, the block’s output is also scalar. However, if thenumerator is a matrix, the transfer function expands the input into an outputvector equal in width to the number of rows in the numerator. For example, atwo-row numerator results in a block with scalar input and vector output. Thewidth of the output vector is two.
 Initial conditions are preset to zero. If you need to specify initial conditions,convert to state-space form using tf2ss and use the State-Space block. Thetf2ss utility provides the A, B, C, and D matrices for the system. For moreinformation, type help tf2ss or consult the Control System Toolboxdocumentation.
 The Transfer Fcn Block IconThe numerator and denominator are displayed on the Transfer Fcn block icondepending on how they are specified:
 • If each is specified as an expression, a vector, or a variable enclosed inparentheses, the icon shows the transfer function with the specifiedcoefficients and powers of s. If you specify a variable in parentheses, thevariable is evaluated. For example, if you specify Numerator as [3,2,1] and
 H s( ) y s( )u s( )----------- num s( )
 den s( )--------------------- num 1( )snn 1– num 2( )snn 2– … num nn( )+ + +
 den 1( )snd 1– den 2( )snd 2– … den nd( )+ + +---------------------------------------------------------------------------------------------------------------------------------= = =
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 Denominator as (den) where den is [7,5,3,1], the block icon looks likethis:
 • If each is specified as a variable, the icon shows the variable name followedby “(s)”. For example, if you specify Numerator as num and Denominator asden, the block icon looks like this:
 Data Type Support
 A Transfer Fcn block accepts and outputs signals of type double.
 Parameters and Dialog Box
 NumeratorThe row vector of numerator coefficients. A matrix with multiple rows canbe specified to generate multiple output. The default is [1].
 DenominatorThe row vector of denominator coefficients. The default is [1 1].
 Characteristics Direct Feedthrough Only if the lengths of the Numerator andDenominator parameters are equal
 Sample Time Continuous
 Scalar Expansion No
 States Length of Denominator -1
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 Dimensionalized Yes, in the sense that the block expands scalar inputinto vector output when the transfer functionnumerator is a matrix. See block description above.
 Zero Crossing No

Page 550
                        
                        

Transport Delay
 9-258
 9Transport DelayPurpose Delay the input by a given amount of time.
 Library Continuous
 Description The Transport Delay block delays the input by a specified amount of time. Itcan be used to simulate a time delay.
 At the start of the simulation, the block outputs the Initial input parameteruntil the simulation time exceeds the Time delay parameter, when the blockbegins generating the delayed input. The Time delay parameter must benonnegative.
 The block stores input points and simulation times during a simulation in abuffer whose initial size is defined by the Initial buffer size parameter. If thenumber of points exceeds the buffer size, the block allocates additional memoryand Simulink displays a message after the simulation that indicates the totalbuffer size needed. Because allocating memory slows down the simulation,define this parameter value carefully if simulation speed is an issue. For longtime delays, this block might use a large amount of memory, particularly for adimensionalized input.
 When output is required at a time that does not correspond to the times of thestored input values, the block interpolates linearly between points. When thedelay is smaller than the step size, the block extrapolates from the last outputpoint, which may produce inaccurate results. Because the block does not havedirect feedthrough, it cannot use the current input to calculate its output value.To illustrate this point, consider a fixed-step simulation with a step size of 1and the current time at t = 5. If the delay is 0.5, the block needs to generate apoint at t = 4.5. Because the most recent stored time value is at t = 4, the blockperforms forward extrapolation.
 The Transport Delay block does not interpolate discrete signals. Instead, itreturns the discrete value at t - tdelay.
 This block differs from the Unit Delay block, which delays and holds the outputon sample hits only.
 Using linmod to linearize a model that contains a Transport Delay block can betroublesome. For more information about ways to avoid the problem, see“Linearization” in Chapter 5.
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 Data Type Support
 A Transport Delay block accepts and outputs real signals of type double.
 Parameters and Dialog Box
 Time delayThe amount of simulation time that the input signal is delayed beforepropagating it to the output. The value must be nonnegative.
 Initial inputThe output generated by the block between the start of the simulation andthe Time delay.
 Initial buffer sizeThe initial memory allocation for the number of points to store.
 Pade order (for linearization)The order of the Pade approximation for linearization routines. The defaultvalue is 0, which results in a unity gain with no dynamic states. Setting theorder to a positive integer n adds n states states to your model, but resultsin a more accurate linear model of the transport delay.
 Characteristics Direct Feedthrough No
 Sample Time Continuous
 Scalar Expansion Of input and all parameters except Initial buffer size
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 Dimensionalized Yes
 Zero Crossing No
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 9TriggerPurpose Add a trigger port to a subsystem.
 Library Signals & Systems
 Description Adding a Trigger block to a subsystem makes it a triggered subsystem. Atriggered subsystem executes once on each integration step when the value ofthe signal that passes through the trigger port changes in a specifiable way(described below). A subsystem can contain no more than one Trigger block.For more information about triggered subsystems, see Chapter 7.
 The Trigger type parameter allows you to choose the type of event thattriggers execution of the subsystem:
 • rising triggers execution of the subsystem when the control signal risesfrom a negative or zero value to a positive value (or zero if the initial valueis negative).
 • falling triggers execution of the subsystem when the control signal fallsfrom a positive or a zero value to a negative value (or zero if the initial valueis positive).
 • either triggers execution of the subsystem when the signal is either risingor falling.
 • function-call causes execution of the subsystem to be controlled by logicinternal to an S-function (for more information, see “Function-CallSubsystems” in Chapter 7).
 You can output the trigger signal by selecting the Show output port check box.Selecting this option allows the system to determine what caused the trigger.The width of the signal is the width of the triggering signal. The signal value is:
 • 1 for a signal that causes a rising trigger
 • -1 for a signal that causes a falling trigger
 • 0 otherwise
 Data Type Support
 A Trigger block accepts signals of any data type.
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 Parameters and Dialog Box
 Trigger typeThe type of event that triggers execution of the subsystem
 Show output portIf checked, Simulink draws the Trigger block output port and outputs thetrigger signal.
 Output data typeSpecifies the data type (double or int8) of the trigger output. If you selectauto, Simulink sets the data type to be the same as that of the port to whichthe output is connected.If the port’s data type is not double or int8,Simulink signals an error.
 Characteristics Sample Time Determined by the signal at the trigger port
 Dimensionalized Yes
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 9Trigonometric FunctionPurpose Perform a trigonometric function.
 Library Math
 Description The Trigonometric Function block performs numerous common trigonometricfunctions.
 You can select one of these functions from the Function list: sin, cos, tan,asin, acos, atan, atan2, sinh, cosh, and tanh. The block output is the result ofthe function operating on the input or inputs.
 The name of the function appears on the block icon. Simulink automaticallydraws the appropriate number of input ports. The block accepts and outputsreal or complex signals of type double.
 Use the Trigonometric Function block instead of the Fcn block when you wantdimensionalized output because the Fcn block can produce only scalar output.
 Data Type Support
 A Trigonometric Function block accepts and outputs real or complex signals oftype double.
 Parameters and Dialog Box
 FunctionThe trigonometric function.
 Output signal typeType of signal (complex or real) to output.
 Characteristics Direct Feedthrough Yes
 Sample Time Inherited from driving block
 Scalar Expansion Of the input when the function requires two inputs
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 Dimensionalized Yes
 Zero Crossing No
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 9Uniform Random NumberPurpose Generate uniformly distributed random numbers.
 Library Sources
 Description The Uniform Random Number block generates uniformly distributed randomnumbers over a specifiable interval with a specifiable starting seed. The seedis reset each time a simulation starts. The generated sequence is repeatableand can be produced by any Uniform Random Number block with the sameseed and parameters. To generate normally distributed random numbers, usethe Random Number block.
 Avoid integrating a random signal because solvers are meant to integraterelatively smooth signals. Instead, use the Band-Limited White Noise block.
 The block’s numeric parameters must be of the same dimensions after scalarexpansion. If the Interpret vector parameters as 1-D option is off, the blockoutputs a signal of the same dimensions and dimensionlity as the parameters.If the Interpret vector parameters as 1-D option is on and the numericparameters are row or column vectors (i.e., single row or column 2-D arrays),the block outputs a vector (1-D array) signal; otherwise, the block outputs asignal of the same dimensions as the parameters.
 Data Type Support
 A Uniform Random Number block outputs a real signal of type double.
 Parameters and Dialog Box
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 MinimumThe minimum of the interval. The default is -1.
 MaximumThe maximum of the interval. The default is 1.
 Initial seedThe starting seed for the random number generator. The default is 0.
 Sample timeThe sample period. The default is 0.
 Interpret vector parameters as 1-DIf selected, column or row matrix values for the Step block’s numericparameters result in a vector output signal; otherwise, the block outputs asignal of the same dimensionality as the parameters. If this option is notselected, the block always outputs a signal of the same dimensionality as theblock’s numeric parameters.
 Characteristics Sample Time Continuous, discrete, or inherited
 Scalar Expansion No
 Dimensionalized Yes
 Zero Crossing No
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 9Unit DelayPurpose Delay a signal one sample period.
 Library Discrete
 Description The Unit Delay block delays and holds its input signal by one samplinginterval. If the input to the block is a vector, all elements of the vector aredelayed by the same sample delay. This block is equivalent to the z-1
 discrete-time operator.
 If an undelayed sample-and-hold function is desired, use a Zero-Order Holdblock, or if a delay of greater than one unit is desired, use a Discrete TransferFcn block. (See the description of the Transport Delay block for an examplethat uses the Unit Delay block.)
 Data Type Support
 A Unit block accepts real or complex signals of any data type, includinguser-defined types. If the data type of the input signal is user-defined, theinitial condition must be 0.
 Parameters and Dialog Box
 Initial conditionThe block output for the first simulation period, during which the output ofthe Unit Delay block is undefined. Careful selection of this parameter canminimize unwanted output behavior during this time. The default is 0.
 Sample timeThe time interval between samples. The default is 1.
 Characteristics Direct Feedthrough No
 Sample Time Discrete
 Scalar Expansion Of the Initial condition parameter or the input
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 States Inherited from driving block or parameters
 Dimensionalized Yes
 Zero Crossing No
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 9Variable Transport DelayPurpose Delay the input by a variable amount of time.
 Library Continuous
 Description The Variable Transport Delay block can be used to simulate a variable timedelay. The block might be used to model a system with a pipe where the speedof a motor pumping fluid in the pipe is variable.
 The block accepts two inputs: the first input is the signal that passes throughthe block; the second input is the time delay, as show in this icon.
 The Maximum delay parameter defines the largest value the time delay inputcan have. The block clips values of the delay that exceed this value. TheMaximum delay must be greater than or equal to zero. If the time delaybecomes negative, the block clips it to zero and issues a warning message.
 During the simulation, the block stores time and input value pairs in aninternal buffer. At the start of the simulation, the block outputs the Initialinput parameter until the simulation time exceeds the time delay input. Then,at each simulation step the block outputs the signal at the time thatcorresponds to the current simulation time minus the delay time.
 When output is required at a time that does not correspond to the times of thestored input values, the block interpolates linearly between points. If the timedelay is smaller than the step size, the block extrapolates an output point. Thismay result in less accurate results. The block cannot use the current input tocalculate its output value because the block does not have direct feedthroughat this port. To illustrate this point, consider a fixed-step simulation with a stepsize of 1 and the current time at t = 5. If the delay is 0.5, the block needs togenerate a point at t = 4.5. Because the most recent stored time value is at t = 4,the block performs forward extrapolation.
 The Variable Transport Delay block does not interpolate discrete signals.Instead, it returns the discrete value at t - tdelay.
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 Data Type Support
 A Variable Transport Delay block accepts and outputs real signals of typedouble.
 Parameters and Dialog Box
 Maximum delayThe maximum value of the time delay input. The value cannot be negative.The default is 10.
 Initial inputThe output generated by the block until the simulation time first exceedsthe time delay input. The default is 0.
 Buffer sizeThe number of points the block can store. The default is 1024.
 Pade order (for linearization)The order of the Pade approximation for linearization routines. The defaultvalue is 0, which results in a unity gain with no dynamic states. Setting theorder to a positive integer n adds n states states to your model, but results in amore accurate linear model of the transport delay.
 Characteristics Direct Feedthrough Yes, of the time delay (second) input
 Sample Time Continuous
 Scalar Expansion Of input and all parameters except Buffer size
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 Dimensionalized Yes
 Zero Crossing No
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 9WidthPurpose Output the width of the input vector.
 Library Signals & Systems
 Description The Width block generates as output the width of its input vector.
 Data Type Support
 The Width block accepts real- or complex-valued signals of any data type,including mixed-type signal vectors. A Width block outputs real signals of typedouble.
 Parameters and Dialog Box
 Characteristics Sample Time Constant
 Dimensionalized Yes
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 9XY GraphPurpose Display an X-Y plot of signals using a MATLAB figure window.
 Library Sinks
 Description The XY Graph block displays an X-Y plot of its inputs in a MATLAB figurewindow.
 The block has two scalar inputs. The block plots data in the first input (the xdirection) against data in the second input (the y direction). This block is usefulfor examining limit cycles and other two-state data. Data outside the specifiedrange is not displayed.
 Simulink opens a figure window for each XY Graph block in the model at thestart of the simulation.
 For a demo that illustrates the use of the XY Graph block, enter lorenzs in thecommand window.
 Data Type Support
 An XY Graph block accepts real signals of type double.
 Parameters and Dialog Box
 x-minThe minimum x-axis value. The default is -1.
 x-maxThe maximum x-axis value. The default is 1.
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 y-minThe minimum y-axis value. The default is -1.
 y-maxThe maximum y-axis value. The default is 1.
 Sample timeThe time interval between samples. The default is -1, which means thatthe sample time is determined by the driving block.
 Characteristics Sample Time Inherited from driving block
 States 0
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 9Zero-Order HoldPurpose Implement zero-order hold of one sample period.
 Library Discrete
 Description The Zero-Order Hold block implements a sample-and-hold function operatingat the specified sampling rate. The block accepts one input and generates oneoutput, both of which can be scalar or vector..
 This block provides a mechanism for discretizing one or more signals orresampling the signal at a different rate. You can use it in instances where youneed to model sampling without requiring one of the other more complexdiscrete function blocks. For example, it could be used in conjunction with aQuantizer block to model an A/D converter with an input amplifier.
 Data Type Support
 A Zero-Order Hold block accepts real- or complex-valued signals of any datatype.
 Parameters and Dialog Box
 Sample timeThe time interval between samples. The default is 1.
 Characteristics Direct Feedthrough Yes
 Sample Time Discrete
 Scalar Expansion Yes
 States 0
 Dimensionalized Yes
 Zero Crossing No
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 9Zero-PolePurpose Implement a transfer function specified in terms of poles and zeros.
 Library Continuous
 Description The Zero-Pole block implements a system with the specified zeros, poles, andgain in terms of the Laplace operator s.
 A transfer function can be expressed in factored or zero-pole-gain form, which,for a single-input single-output system in MATLAB, is
 where Z represents the zeros vector, P the poles vector, and K the gain. Z canbe a vector or matrix, P must be a vector, K can be a scalar or vector whoselength equals the number of rows in Z. The number of poles must be greaterthan or equal to the number of zeros. If the poles and zeros are complex, theymust be complex conjugate pairs.
 Block input and output widths are equal to the number of rows in the zerosmatrix.
 The Zero-Pole Block IconThe Zero-Pole block displays the transfer function in its icon depending on howthe parameters are specified:
 • If each is specified as an expression or a vector, the icon shows the transferfunction with the specified zeros, poles, and gain. If you specify a variable inparentheses, the variable is evaluated.
 For example, if you specify Zeros as [3,2,1], Poles as (poles), where polesis defined in the workspace as [7,5,3,1], and Gain as gain, the icon lookslike this:
 H s( ) KZ s( )P x( )------------ K s Z 1( )–( ) s Z 2( )–( )… s Z m( )–( )
 s P 1( )–( ) s P 2( )–( )… s P n( )–( )---------------------------------------------------------------------------------------= =
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 • If each is specified as a variable, the icon shows the variable name followedby “(s)” if appropriate. For example, if you specify Zeros as zeros, Poles aspoles, and Gain as gain, the icon looks like this.
 Data Type Support
 A Zero-Pole block accepts real signals of type double.
 Parameters and Dialog Box
 ZerosThe matrix of zeros. The default is [1].
 PolesThe vector of poles. The default is [0 -1].
 GainThe vector of gains. The default is [1].
 Characteristics Direct Feedthrough Only if the lengths of the Poles and Zerosparameters are equal
 Sample Time Continuous
 Scalar Expansion No
 States Length of Poles vector
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 Dimensionalized No
 Zero Crossing No
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 IntroductionThis table indicates the tasks performed by the commands described in thischapter. The reference section of this chapter lists the commands inalphabetical order.
 Task Command
 Create a new Simulink system. new_system
 Open an existing system. open_system
 Close a system window. close_system, bdclose
 Save a system. save_system
 Find a system, block, line, or annotation. find_system
 Add a new block to a system. add_block
 Delete a block from a system. delete_block
 Replace a block in a system. replace_block
 Add a line to a system. add_line
 Delete a line from a system. delete_line
 Get a parameter value. get_param
 Set parameter values. set_param
 Get the pathname of the current block. gcb
 Get the pathname of the current system. gcs
 Get the handle of the current block. gcbh
 Get the name of the root-level system. bdroot
 Open the Simulink block library. simulink
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 How to Specify Parameters for the CommandsThe commands described in this chapter require that you specify argumentsthat describe a system, block, or block parameter. Appendix A, “Model andBlock Parameters” provides comprehensive tables of model and blockparameters.
 How to Specify a Path for a Simulink ObjectMany of the commands described in this chapter require that you identify aSimulink system or block. Identify systems and blocks by specifying theirpaths:
 • To identify a system, specify its name, which is the name of the file thatcontains the system description, without the mdl extension.system
 • To identify a subsystem, specify the system and the hierarchy of subsystemsin which the subsystem resides.system/subsystem1/.../subsystem
 • To identify a block, specify the path of the system that contains the block andspecify the block name.system/subsystem1/.../subsystem/block
 If the block name includes a newline or carriage return, specify the block nameas a string vector and use sprintf('\n') as the newline character. Forexample, these lines assign the newline character to cr, then get the value forthe Signal Generator block’s Amplitude parameter.
 cr = sprintf('\n');get_param(['untitled/Signal',cr,'Generator'],'Amplitude')ans =
 1
 If the block name includes a slash character (/), you repeat the slash when youspecify the block name. For example, to get the value of the Locationparameter for the block named Signal/Noise in the mymodel system.
 get_param('mymodel/Signal//Noise','Location')
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 10add_block
 10
 Purpose Add a block to a Simulink system.
 Syntax add_block('src', 'dest')add_block('src', 'dest', 'parameter1', value1, ...)
 Description add_block('src', 'dest') copies the block with the full pathname 'src' toa new block with the full path name 'dest'. The block parameters of the newblock are identical to those of the original. The name 'built–in' can be usedas a source system name for all Simulink built-in blocks (blocks available inSimulink block libraries that are not masked blocks).
 add_block('src', 'dest_obj', 'parameter1', value1, ...) creates a copyas above, in which the named parameters have the specified values. Anyadditional arguments must occur in parameter-value pairs.
 Examples This command copies the Scope block from the Sinks subsystem of thesimulink system to a block named Scope1 in the timing subsystem of theengine system.
 add_block('simulink/Sinks/Scope', 'engine/timing/Scope1')
 This command creates a new subsystem named controller in the F14 system.
 add_block('built-in/SubSystem', 'F14/controller')
 This command copies the built-in Gain block to a block named Volume in themymodel system and assigns the Gain parameter a value of 4.
 add_block('built-in/Gain', 'mymodel/Volume', 'Gain', '4')
 See Also delete_block, set_param
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 10add_linePurpose Add a line to a Simulink system.
 Syntax h = add_line('sys', 'oport', 'iport')h = add_line('sys', points)
 Description The add_line command adds a line to the specified system and returns ahandle to the new line. The line can be defined in two ways:
 • By naming the block ports that are to be connected by the line
 • By specifying the location of the points that define the line segments
 add_line('sys', 'oport', 'iport') adds a straight line to a system from thespecified block output port 'oport' to the specified block input port 'iport'.'oport' and 'iport' are strings consisting of a block name and a portidentifier in the form 'block/port'. Most block ports are identified bynumbering the ports from top to bottom or from left to right, such as 'Gain/1'or 'Sum/2'. Enable, Trigger, and State ports are identified by name, such as'subsystem_name/Enable', 'subsystem_name/Trigger', or'Integrator/State'.
 add_line(system, points) adds a segmented line to a system. Each row of thepoints array specifies the x and y coordinates of a point on a line segment. Theorigin is the top left corner of the window. The signal flows from the pointdefined in the first row to the point defined in the last row. If the start of thenew line is close to the output of an existing block or line, a connection is made.Likewise, if the end of the line is close to an existing input, a connection ismade.
 Examples This command adds a line to the mymodel system connecting the output of theSine Wave block to the first input of the Mux block.
 add_line('mymodel','Sine Wave/1','Mux/1')
 This command adds a line to the mymodel system extending from (20,55) to(40,10) to (60,60).
 add_line('mymodel',[20 55; 40 10; 60 60])
 See Also delete_line
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 10bdclose
 10Purpose Close any or all Simulink system windows unconditionally.
 Syntax bdclosebdclose('sys')bdclose('all')
 Description bdclose with no arguments closes the current system window unconditionallyand without confirmation. Any changes made to the system since it was lastsaved are lost.
 bdclose('sys') closes the specified system window.
 bdclose('all') closes all system windows.
 Examples This command closes the vdp system.
 bdclose('vdp')
 See Also close_system, new_system, open_system, save_system
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 10bdrootPurpose Return the name of the top-level Simulink system.
 Syntax bdrootbdroot('obj')
 Description bdroot with no arguments returns the top-level system name.
 bdroot('obj') where 'obj' is a system or block pathname, returns the nameof the top-level system containing the specified object name.
 Examples This command returns the name of the top-level system that contains thecurrent block.
 bdroot(gcb)
 See Also find_system, gcb
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 10close_systemPurpose Close a Simulink system window or a block dialog box.
 Syntax close_systemclose_system('sys')close_system('sys', saveflag)close_system('sys', 'newname')close_system('blk')
 Description close_system with no arguments closes the current system or subsystemwindow. If the current system is the top-level system and it has been modified,then close_system asks if the changed system should be saved to a file beforeremoving the system from memory. The current system is defined in thedescription of the gcs command.
 close_system('sys') closes the specified system or subsystem window.
 close_system('sys', saveflag) closes the specified top-level system windowand removes it from memory:
 • If saveflag is 0, the system is not saved.
 • If saveflag is 1, the system is saved with its current name.
 close_system('sys', 'newname') saves the specified top-level system to a filewith the specified new name, then closes the system.
 close_system('blk') where 'blk' is a full block pathname, closes the dialogbox associated with the specified block or calls the block’s CloseFcn callbackparameter if one is defined. Any additional arguments are ignored.
 Examples This command closes the current system.
 close_system
 This command closes the vdp system.
 close_system('vdp')
 This command saves the engine system with its current name, then closes it.
 close_system('engine', 1)
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 This command saves the mymdl12 system under the new name testsys, thencloses it.
 close_system('mymdl12', 'testsys')
 This command closes the dialog box of the Unit Delay block in the Combustionsubsystem of the engine system.
 close_system('engine/Combustion/Unit Delay')
 See Also bdclose, gcs, new_system, open_system, save_system
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 10delete_blockPurpose Delete a block from a Simulink system.
 Syntax delete_block('blk')
 Description delete_block('blk') where 'blk' is a full block pathname, deletes thespecified block from a system.
 Example This command removes the Out1 block from the vdp system.
 delete_block('vdp/Out1')
 See Also add_block
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 10delete_linePurpose Delete a line from a Simulink system.
 Syntax delete_line('sys', 'oport', 'iport')
 Description delete_line('sys', 'oport', 'iport') deletes the line extending from thespecified block output port 'oport' to the specified block input port 'iport'.'oport' and 'iport' are strings consisting of a block name and a portidentifier in the form 'block/port'. Most block ports are identified bynumbering the ports from top to bottom or from left to right, such as 'Gain/1'or 'Sum/2'. Enable, Trigger, and State ports are identified by name, such as'subsystem_name/Enable', 'subsystem_name/Trigger' , or'Integrator/State'.
 delete_line('sys', [x y]) deletes one of the lines in the system thatcontains the specified point (x,y), if any such line exists.
 Example This command removes the line from the mymodel system connecting the Sumblock to the second input of the Mux block.
 delete_line('mymodel','Sum/1','Mux/2')
 See Also add_line
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 10find_systemPurpose Find systems, blocks, lines, ports, and annotations.
 Syntax find_system(sys, 'c1', cv1, 'c2', cv2,...'p1', v1, 'p2', v2,...)
 Description find_system(sys, 'c1', cv1, 'c2', cv2,...'p1', v1, 'p2', v2,...)searches the system(s) or subsystems specified by sys, using the constraint(s)specified by c1, c2, etc., and returns handles or paths to the objects having thespecified parameter values v1, v2, etc. sys can be a pathname (or cell array ofpathnames), a handle (or vector of handles), or omitted. If sys is a pathnameor cell array of pathnames , find_system returns a cell array of pathnames ofthe objects it finds. If sys is a handle or a vector of handles, find_systemreturns a vector of handles to the objects that it finds. If sys is omitted,find_system searches all open systems and returns a cell array of pathnames.
 Case is ignored for parameter names. Value strings are case sensitive bydefault (see the 'CaseSensitive' search constraint for more information). Anyparameters that correspond to dialog box entries have string values. SeeAppendix A, “Model and Block Parameters,” for a list of model and blockparameters.
 You can specify any of the following search constraints.
 Name Value Type Description
 'SearchDepth' scalar Restricts the search depth to thespecified level (0 for open systemsonly, 1 for blocks and subsystemsof the top-level system , 2 for thetop-level system and its children,etc.) Default is all levels.
 'LookUnderMasks' 'none' Search skips masked blocks.
 {'graphical'} Search includes masked blocksthat have no workspace and nodialog. This is the default
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 The table encloses default constraint values in brackets. If a 'constraint' isomitted, find_system uses the default constraint value.
 Examples This command returns a cell array containing the names of all open systemsand blocks.
 find_system
 This command returns the names of all open block diagrams.
 open_bd = find_system('type', 'block_diagram')
 This command returns the names of all Goto blocks that are children of theUnlocked subsystem in the clutch system.
 'functional' Search includes masked blocksthat do not have a dialog.
 'all' Search includes all masked blocks.
 'FollowLinks' 'on'| {'off'} If 'on', search follows links intolibrary blocks. Default is 'off'.
 'FindAll' 'on'| {'off'} If 'on', search extends to lines,ports, and annotations withinsystems. Default is 'off'. Notethat find_system returns a vectorof handles when this option is'on', regardless of the array typeof sys.
 'CaseSensitive' {'on'}| 'off' If 'on', search considers casewhen matching search strings.Default is 'on'.
 'RegExp' 'on'| {'off'} If 'on', search treats searchexpressions as regularexpressions. Default is 'off'.
 Name Value Type Description
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 find_system('clutch/Unlocked','SearchDepth',1,'BlockType','Goto')
 These commands return the names of all Gain blocks in the vdp system havinga Gain parameter value of 1.
 gb = find_system('vdp', 'BlockType', 'Gain')find_system(gb, 'Gain', '1')
 The above commands are equivalent to this command.
 find_system('vdp', 'BlockType', 'Gain', 'Gain', '1')
 These commands obtain the handles of all lines and annotations in the vdpsystem.
 sys = get_param('vdp', 'Handle');l = find_system(sys, 'FindAll', 'on', 'type', 'line');a = find_system(sys, 'FindAll', 'on', 'type', 'annotation');
 Searching with Regular Expressions
 If you specify the 'RegExp'constraint as 'on', find_system treats search valuestrings as regular expressions. A regular expression is a string of characters inwhich some characters have special pattern-matching significance. Forexample, a period (.) in a regular expression matches not only itself but anyother character.
 Regular expressions greatly expand the types of searches you can perform withfind_system. For example, regular expressions allow you to do partial wordsearches. You can search for all objects that have a specified parameter thatcontains or begins or ends with a specified string of characters.
 To use regular expressions effectively, you need to learn the meanings of thespecial characters that regular expressions can contain. The following tablelists the special characters supported by find_subystem and explains theirusage.
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 Expression Usage
 . Matches any character. For example, the string 'a.'matches 'aa', 'ab', 'ac', etc.
 * Matches zero or more of preceding character. For example,'ab*' matches 'a', 'ab', 'abb', etc. The expression '.*'matches any string, including the empty string.
 + Matches one or more of preceding character. For example,'ab+' matches 'ab', 'abb', etc.
 ^ Matches start of string. For example, '^a.*' matches anystring that starts with 'a'.
 $ Matches end of string. For example, '.*a$' matches anystring that ends with 'a'.
 \ Causes the next character to be treated as an ordinarycharacter. This “escape” character lets regular expressionsmatch expressions that contain special characters. Forexample, the search string '\\' matches any stringcontaining a \ character.
 [] Matches any one of a specified set of characters. Forexample, 'f[oa]r' matches 'for' and 'far'. Somecharacters have special meaning within brackets. A hyphen(-) indicates a range of characters to match. For example,'[a-zA-Z1-9]' matches any alphanumeric character. Acircumflex (^) indicates characters that should not producea match. For example, 'f[^i]r' matches 'far' and 'for'but not 'fir'.
 \w Matches a word character. (This is a shorthand expressionfor [a-z_A-Z0-9].) For example, '^\w' matches 'mu' butnot '&mu'.
 \d Matches any digit (shorthand for [0-9]). For example,'\d+’ matches any integer.
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 To use regular expressions to search Simulink systems, specify the 'regexp'search constraint as 'on' in a find_system command and use a regularexpression anywhere you would use an ordinary search value string.
 For example, the following command finds all the inport and outport blocks inthe clutch model demo provided with Simulink.
 find_system('clutch', 'regexp', 'on', 'blocktype', 'port')
 See Also get_param, set_param
 \D Matches any non-digit (shorthand for [^0-9]).
 \s Matches a white space (shorthand for [ \t\r\n\f]).
 \S Matches a non-white-space (shorthand for[^ \t\r\n\f]).
 \<WORD\> Matches WORD exactly, where WORD is a string of charactersseparated by white space from other words. For example,'\<to\>' matches 'to' but not 'today'.
 Expression Usage
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 10gcbPurpose Get the pathname of the current block.
 Syntax gcbgcb('sys')
 Description gcb returns the full block path name of the current block in the current system.
 gcb('sys') returns the full block path name of the current block in thespecified system.
 The current block is one of these:
 • During editing, the current block is the block most recently clicked on.
 • During simulation of a system that contains S-Function blocks, the currentblock is the S-Function block currently executing its corresponding MATLABfunction.
 • During callbacks, the current block is the block whose callback routine isbeing executed.
 • During evaluation of the MaskInitialization string, the current block isthe block whose mask is being evaluated.
 Examples This command returns the path of the most recently selected block.
 gcbans =
 clutch/Locked/Inertia
 This command gets the value of the Gain parameter of the current block.
 get_param(gcb,'Gain')ans =
 1/(Iv+Ie)
 See Also gcbh, gcs
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 10gcbhPurpose Get the handle of the current block.
 Syntax gcbh
 Description gcbh returns the handle of the current block in the current system.
 You can use this command to identify or address blocks that have no parentsystem. The command should be most useful to blockset authors.
 Examples This command returns the handle of the most recently selected block.
 gcbh
 ans =
 281.0001
 See Also gcb
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 10gcsPurpose Get the pathname of the current system.
 Syntax gcs
 Description gcs returns the full path name of the current system.
 The current system is:
 • During editing, the current system is the system or subsystem most recentlyclicked in.
 • During simulation of a system that contains S-Function blocks, the currentsystem is the system or subsystem containing the S-Function block that iscurrently being evaluated.
 • During callbacks, the current system is the system containing any blockwhose callback routine is being executed.
 • During evaluation of the MaskInitialization string, the current system isthe system containing the block whose mask is being evaluated.
 The current system is always the current model or a subsystem of the currentmodel. Use bdroot to get the current model.
 Examples This example returns the path of the system that contains the most recentlyselected block.
 gcsans =
 clutch/Locked
 See Also gcb, bdroot
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 10get_paramPurpose Get system and block parameter values.
 Syntax get_param('obj', 'parameter')get_param( { objects }, 'parameter')get_param(handle, 'parameter')get_param('obj', ‘ObjectParameters’)get_param('obj', 'DialogParameters')
 Description get_param('obj', 'parameter'), where 'obj' is a system or block pathname, returns the value of the specified parameter. Case is ignored forparameter names.
 get_param( { objects }, 'parameter') accepts a cell array of full pathspecifiers, enabling you to get the values of a parameter common to all objectsspecified in the cell array.
 get_param(handle, 'parameter') returns the specified parameter of theobject whose handle is handle.
 get_param('obj', 'ObjectParameters') returns a structure that describesobj’s parameters. Each field of the returned structure corresponds to aparticular parameter and has the parameter’s name. For example, the Namefield corresponds to the object’s Name parameter. Each parameter field itselfcontains three fields, Name, Type, and Attributes, that specify the parameter’sname (for example, “Gain”), data type (for example, string), and attributes (forexample, read-only), respectively.
 get_param('obj', 'DialogParameters') returns a cell array containing thenames of the dialog parameters of the specified block.
 Appendix A, “Model and Block Parameters,” contains lists of model and blockparameters.
 Examples This command returns the value of the Gain parameter for the Inertia block inthe Requisite Friction subsystem of the clutch system.
 get_param('clutch/Requisite Friction/Inertia','Gain')ans =
 1/(Iv+Ie)
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 These commands display the block types of all blocks in the mx+b system (thecurrent system), described in “A Sample Masked Subsystem” on page 7–3.
 blks = find_system(gcs, 'Type', 'block');listblks = get_param(blks, 'BlockType')
 listblks =
 'SubSystem''Inport''Constant''Gain''Sum''Outport'
 This command returns the name of the currently selected block.
 get_param(gcb, 'Name')
 The following commands gets the attributes of the currently selected block’sName parameter.
 p = get_param(gcb, 'ObjectParameters');a = p.Name.Attributes
 ans = 'read-write' 'always-save'
 The following command gets the dialog parameters of a Sine Wave block.
 p = get_param('untitled/Sine Wave', 'DialogParameters')p = 'Amplitude' 'Frequency' 'Phase' 'SampleTime'
 See Also find_system, set_param
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 10new_systemPurpose Create an empty Simulink system.
 Syntax new_system('sys')
 Description new_system('sys')creates a new empty system with the specified name. If 'sys'specifies a path, the new system will be a subsystem of the system specified inthe path. new_system does not open the system window.
 See Appendix A, “Model and Block Parameters,” for a list of the defaultparameter values for the new system.
 Example This command creates a new system named 'mysys'.
 new_system('mysys')
 This command creates a new subsystem named 'mysys' in the vdp system.
 new_system('vdp/mysys')
 See Also close_system, open_system, save_system
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 10open_systemPurpose Open a Simulink system window or a block dialog box.
 Syntax open_system('sys')open_system('blk')open_system('blk', 'force')
 Description open_system('sys') opens the specified system or subsystem window.
 open_system('blk'), where 'blk' is a full block pathname, opens the dialogbox associated with the specified block. If the block’s OpenFcn callbackparameter is defined, the routine is evaluated.
 open_system('blk', 'force'), where 'blk' is a full pathname or a maskedsystem, looks under the mask of the specified system. This command isequivalent to using the Look Under Mask menu item.
 Example This command opens the controller system in its default screen location.
 open_system('controller')
 This command opens the block dialog box for the Gain block in the controllersystem.
 open_system('controller/Gain')
 See Also close_system, new_system, save_system
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 10replace_blockPurpose Replace blocks in a Simulink model.
 Syntax replace_block('sys', 'blk1', 'blk2', 'noprompt')replace_block('sys', 'Parameter', 'value', 'blk', ...)
 Description replace_block('sys', 'blk1', 'blk2') replaces all blocks in 'sys' havingthe block or mask type 'blk1' with 'blk2'. If 'blk2' is a Simulink built-inblock, only the block name is necessary. If 'blk' is in another system, its fullblock pathname is required. If 'noprompt' is omitted, Simulink displays adialog box that asks you to select matching blocks before making thereplacement. Specifying the 'noprompt' argument suppresses the dialog boxfrom being displayed. If a return variable is specified, the paths of the replacedblocks are stored in that variable.
 replace_block('sys', 'Parameter', 'value', ..., 'blk') replaces allblocks in 'sys' having the specified values for the specified parameters with'blk'. You can specify any number of parameter name/value pairs.
 Note Because it may be difficult to undo the changes this command makes, itis a good idea to save your system first.
 Example This command replaces all Gain blocks in the f14 system with Integratorblocks and stores the paths of the replaced blocks in RepNames. Simulink liststhe matching blocks in a dialog box before making the replacement.
 RepNames = replace_block('f14','Gain','Integrator')
 This command replaces all blocks in the Unlocked subsystem in the clutchsystem having a Gain of 'bv' with the Integrator block. Simulink displays adialog box listing the matching blocks before making the replacement.
 replace_block('clutch/Unlocked','Gain','bv','Integrator')
 This command replaces the Gain blocks in the f14 system with Integratorblocks but does not display the dialog box.
 replace_block('f14','Gain','Integrator','noprompt')
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 See Also find_system, set_param
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 10save_systemPurpose Save a Simulink system.
 Syntax save_systemsave_system('sys')save_system('sys', 'newname')
 Description save_system saves the current top-level system to a file with its current name.
 save_system('sys') saves the specified top-level system to a file with itscurrent name. The system must be open.
 save_system('sys', 'newname') saves the specified top-level system to a filewith the specified new name. The system must be open.
 Example This command saves the current system.
 save_system
 This command saves the vdp system.
 save_system('vdp')
 This command saves the vdp system to a file with the name 'myvdp'.
 save_system('vdp', 'myvdp')
 See Also close_system, new_system, open_system
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 10set_paramPurpose Set Simulink system and block parameters.
 Syntax set_param('obj', 'parameter1', value1, 'parameter2', value2, ...)
 Description set_param('obj', 'parameter1', value1, 'parameter2', value2, ...),where 'obj' is a system or block path, sets the specified parameters to thespecified values. Case is ignored for parameter names. Value strings are casesensitive. Any parameters that correspond to dialog box entries have stringvalues. Model and block parameters are listed in Appendix A.
 You can change block parameter values in the workspace during a simulationand update the block diagram with these changes. To do this, make thechanges in the command window, then make the model window the activewindow, then choose Update Diagram from the Edit menu.
 Note Most block parameter values must be specified as strings. Twoexceptions are the Position and UserData parameters, common to all blocks.
 Examples This command sets the Solver and StopTime parameters of the vdp system.
 set_param('vdp', 'Solver', 'ode15s', 'StopTime', '3000')
 This command sets the Gain parameter of block Mu in the vdp system to 1000(stiff).
 set_param('vdp/Mu', 'Gain', '1000')
 This command sets the position of the Fcn block in the vdp system.
 set_param('vdp/Fcn', 'Position', [50 100 110 120])
 This command sets the Zeros and Poles parameters for the Zero-Pole block inthe mymodel system.
 set_param('mymodel/Zero-Pole','Zeros','[2 4]','Poles','[1 2 3]')
 This command sets the Gain parameter for a block in a masked subsystem. Thevariable k is associated with the Gain parameter.
 set_param('mymodel/Subsystem', 'k', '10')
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 This command sets the OpenFcn callback parameter of the block namedCompute in system mymodel. The function 'my_open_fcn' executes when theuser double-clicks on the Compute block. For more information, see “UsingCallback Routines” on page 4–70.
 set_param('mymodel/Compute', 'OpenFcn', 'my_open_fcn')
 See Also get_param, find_system
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 10simulinkPurpose Open the Simulink block library.
 Syntax simulink
 Description On Microsoft Windows, the simulink command opens (or activates) theSimulink block library browser. On UNIX, the command opens the Simulinklibrary window.
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11 Simulink Debugger
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 The Simulink debugger is a tool for locating and diagnosing bugs in a Simulinkmodel. It enables you to pinpoint problems by running simulations step-by-stepand displaying intermediate block states and input and outputs. The Simulinkdebugger has both a graphical and a command-line user interface. Thegraphical interface allows you to access the debugger’s most commonly usedfeatures. The command-line interface gives you access to all the debugger’scapabilities. Wherever you can use either interface to perform a task, thedocumentation shows you first how to use the graphical interface and then thecommand-line interface to perform the task.
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 Starting the DebuggerTo start the debugger, open the model you want to debug and select Debuggerfrom the Simulink Tools menu. The debugger window appears.
 You can also start the debugger from the MATLAB command line, using thesldebug command or the debug option of the sim command to start a modelunder debugger control. (See sim on page 5-37 for information on specifying simoptions.) For example, either the command
 sim('vdp',[0,10],simset('debug','on'))
 or the command
 sldebug 'vdp’
 loads the Simulink demo model, vdp, into memory, starts the simulation, andstops the simulation at the first block in the model’s execution list.
 Note When running the debugger in Graphical User Interface (GUI) mode,you must explicitly start the simulation. See “Starting the Simulation” onpage 11–4 for more information.
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 Starting the SimulationTo start the simulation, select the Start/Continue button in the debugger’stoolbar.
 The simulation starts and stops at the first block to be executed. The debuggeropens the model window’s browser pane and highlights the block at whichmodel execution has stopped.
 The debugger displays the simulation start time and a debug command promptin the MATLAB command window when the debugger is running in
 Start/Continue button
 First block to be executed.
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 command-line mode or in the debugger’s output pane when the debugger isrunning in GUI mode.
 The command prompt displays the block index (see “About Block Indexes” onpage 11–6) and name of the first block to be executed.
 Note When you start the debugger in GUI mode, the debugger’scommand-line interface is also active in the MATLAB command window.However, you should avoid using the command-line interface to preventsynchronization errors between the graphical and command line interfaces.
 At this point, you can set breakpoints, run the simulation step-by-step,continue the simulation to the next breakpoint or end, examine data, orperform other debugging tasks. The following sections explain how to use thedebugger’s graphical controls to perform these debugging tasks.
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 Using the Debugger’s Command-Line InterfaceIn command-line mode, you control the debugger by entering commands at thedebugger command line in the MATLAB command window. The debuggeraccepts abbreviations for debugger commands. See “Debugger CommandReference” on page 11-23 for a list of command abbreviations and repeatablecommands. You can repeat some commands by entering an empty command(i.e., by pressing the Return key) at the MATLAB command line.
 About Block IndexesMany Simulink debugger commands and messages use block indexes to referto blocks. A block index has the form s:b where s is an integer identifying asystem in the model being debugged and b is an integer identifying a blockwithin that system. For example, the block index 0:1 refers to block 1 in themodel’s 0 system. The slist command shows the block index for each block inthe model being debugged (see slist on page 11-41).
 Accessing the MATLAB WorkspaceYou can type any MATLAB expression at the sldebug prompt. For example,suppose you are at a breakpoint and you are logging time and output of yourmodel as tout and yout. Then, the following command
 (sldebug ...) plot(tout, yout)
 creates a plot. Suppose you would like to access a variable whose name is thesame as the complete or incomplete name of an sldebug command, forexample, s, which is a partial completion for the step command. Typing an sat the sldebug prompt steps the model However,
 (sldebug...) eval(‘s’)
 displays the value of the variable s.
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 Getting Online HelpYou can get online help on using the debugger’s by selecting the Help buttonon the debugger’s toolbar or by pressing the F1 key when the text cursor is ina debugger panel or text field. Pressing the Help button
 displays help for the debugger in the MATLAB Help browser. Pressing the F1key displays help for the debugger panel or text field that currently has thekeyboard input focus. In command-line mode, you can get a brief description ofthe debugger commands by typing help at the debug prompt.
 Help button
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 Running a SimulationThe Simulink debugger lets you run a simulation from the point at which it iscurrently suspended to the:
 • End of the simulation
 • Next breakpoint (see “Setting Breakpoints” on page 11–11)
 • Next block
 • Next time step
 You select the amount to advance by selecting the appropriate button on thedebugger toolbar in GUI mode
 or by entering the appropriate debugger command in command-line mode.
 Continuing a SimulationIn GUI mode, the debugger colors the Run/Continue button red when it hassuspended the simulation for any reason. To continue the simulation, select theRun/Continue button. In command-line mode, enter continue to continue thesimulation. The debugger continues the simulation to the next breakpoint (see“Setting Breakpoints” on page 11–11) or to the end of the simulation,whichever comes first.
 Command Advances a Simulation...
 step One block
 next One time step
 continue To next breakpoint
 run To end of simulation, ignoring breakpoints
 StopStart/Continue
 Next Block Next Time Step
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 Running a Simulation NonstopThe run command lets you run a program from the current point in thesimulation to the end, skipping any intervening breakpoints. At the end of thesimulation, the debugger returns you to the MATLAB command line. Tocontinue debugging a model, you must restart the debugger.
 Advancing to the Next BlockTo advance a simulation one block, click on the debugger toolbar or, if thedebugger is running in command-line mode, enter step at the debuggerprompt. The debugger executes the current block, stops, and highlights thenext block in the model’s block execution order (see “Displaying a Model’s BlockExecution Order” on page 11-19). For example, the following figure shows thevdp block diagram after execution of the model’s first block.
 If the next block to be executed occurs in a subsystem block, the debugger opensthe subsystem’s block diagram and highlights the next block.
 After executing a block, the debugger prints the block’s inputs (U) and outputs(Y) and redisplays the debug command prompt in the debugger output panel (inGUI mode) or in the MATLAB command window (in command-line mode). Thedebugger prompt shows the next block to be evaluated.
 (sldebug @0:0 'vdp/Integrator1'): step U1 = [0] Y1 = [2](sldebug @0:1 'vdp/Out1'):
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 Crossing a Time Step BoundaryAfter executing the last block in the model’s block execution list, the debuggeradvances the simulation to the next time step and halts the simulation. Tosignal that you have crossed a time step boundary, the debugger prints thecurrent time in the debugger output panel in GUI mode or in the MATLABcommand window in command-line mode. For example, stepping through thelast block of the first time step of the vdp model results in the following outputin the debugger output panel or the MATLAB command window.
 (sldebug @0:8 'vdp/Sum'): step U1 = [2] U2 = [0] Y1 = [-2][Tm=0.0001004754572603832 ] **Start** of system 'vdp' outputs
 Stepping by Minor Time StepsYou can step by blocks within minor time steps, as well as within major steps.To step by blocks within minor time steps, check the Minor time steps optionon the debugger’s Break on conditions panel or enter minor at the debuggercommand prompt.
 Advancing to the Next Time StepTo advance to the next time step, click or enter the next command at thedebugger command line. The debugger executes the remaining blocks in thecurrent time step and advances the simulation to the beginning of the nexttime step. For example, entering next after starting the vdp model in debugmode causes the following message to appear in the MATLAB commandwindow.
 [Tm=0.0001004754572603832 ] **Start** of system 'vdp' outputs
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 Setting BreakpointsThe Simulink debugger allows you to define stopping points in a simulationcalled breakpoints. You can then run a simulation from breakpoint tobreakpoint, using the debugger’s continue command. The debugger lets youdefine two types of breakpoints: unconditional and conditional. Anunconditional breakpoint occurs whenever a simulation reaches a block or timestep that you specified previously. A conditional breakpoint occurs when acondition that you specified in advance arises in the simulation.
 Breakpoints come in handy when you know that a problem occurs at a certainpoint in your program or when a certain condition occurs. By defining anappropriate breakpoint and running the simulation via the continuecommand, you can skip immediately to the point in the simulation where theproblem occurs.
 You set a breakpoint by clicking the breakpoint button on the debugger toolbar
 or checking the appropriate breakpoint conditions (GUI mode)
 or entering the appropriate breakpoint command (command-line mode).
 Command Causes Simulation to Stop...
 break <gcb | s:b> At the beginning of a block
 bafter <gcb | s:b> At the end of a block
 tbreak [t] At a simulation time step
 Breakpoint
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 Setting Breakpoints at BlocksThe debugger lets you specify a breakpoint at the beginning of the execution ofa block or at the end of the execution of a block (command-line mode only).
 Specifying a Breakpoint at the Start of a Block’s ExecutionSetting a breakpoint at the beginning of a block causes the debugger to stop thesimulation when it reaches the block on each time step. You can specify theblock on which to set the breakpoint graphically or via a block index incommand-line mode. To set a breakpoint graphically at the beginning of ablock’s execution, select the block in the model window and click on thedebugger’s toolbar or enter
 break gcb
 at the debugger command line. To specify the block via its block index(command-line mode only), enter
 break s:b
 where s:b is the block’s index (see “About Block Indexes” on page 11-6).
 Note You cannot set a breakpoint on a virtual block. A virtual block is a blockwhose function is purely graphical: it indicates a grouping or relationshipamong a model’s computational blocks. The debugger warns you if youattempt to set a breakpoint on a virtual block. You can obtain a listing of amodel’s nonvirtual blocks, using the slist command (see “Displaying aModel’s Nonvirtual Blocks” on page 11–20).
 nanbreak At the occurrence of an underflow or overflow(NaN) or infinite (Inf) value
 xbreak When the simulation reaches the state thatdetermines the simulation step size.
 zcbreak When a zero-crossing occurs betweensimulation time steps.
 Command Causes Simulation to Stop...
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 In GUI mode, the debugger’s Watch points panel displays the blocks wherebreakpoints exist.
 Setting a Breakpoint at the End of a Block’s ExecutionIn command-line mode, the debugger allows you to set a breakpoint at the endof a block’s execution, using the bafter command. As with break, you canspecify the block graphically or via its block index.
 Clearing Breakpoints from BlocksTo clear a breakpoint temporarily, uncheck the first checkbox next to thebreakpoint in the Watch points panel (GUI mode only). To clear a breakpointpermanently in GUI mode, select the breakpoint in the Watch points paneland click the Remove watch point button. In command-line mode use theclear command to clear breakpoints. You can specify the block by entering itsblock index or by selecting the block in the model diagram and entering gcb asthe argument of the clear command.
 Setting Breakpoints at Time StepsTo set a breakpoint at a time step, enter a time in the debugger’s Stop at timefield (GUI mode) or enter the time, using the tbreak command. The debuggerto stop the simulation at the beginning of the first time step that follows thespecified time. For example, starting vdp in debug mode and entering thecommands
 tbreak 9continue
 causes the debugger to halt the simulation at the beginning of time step 9.0785as indicated by the output of the continue command.
 [Tm=9.07847133212036 ] **Start** of system 'vdp' outputs
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 Breaking on Nonfinite ValuesChecking the debugger’s NaN values option or entering the nanbreakcommand causes the simulation to stop when a computed value is infinite oroutside the range of values that can be represented by the machine running thesimulation. This option is useful for pinpointing computational errors in aSimulink model.
 Breaking on Step-Size Limiting StepsChecking the Step size limited by state option or entering the xbreakcommand causes the debugger to stop the simulation when the model uses avariable-step solver and the solver encounters a state that limits the size of thesteps that it can take. This command is useful in debugging models that appearto require an excessive number of simulation time steps to solve.
 Breaking at Zero-CrossingsChecking the Zero crossings option or entering the zcbreak command causesthe simulation to halt when Simulink detects a non-sampled zero crossing in amodel that includes blocks where zero-crossings can arise. After halting,Simulink prints the location in the model, the time, and the type (rising orfalling) of the zero-crossing. For example, setting a zero-crossing break at thestart of execution of the zeroxing demo model
 sldebug zeroxing[Tm=0 ] **Start** of system 'zeroxing' outputs(sldebug @0:0 'zeroxing/Sine Wave'): zcbreakBreak at zero crossing events is enabled.
 and continuing the simulation
 (sldebug @0:0 'zeroxing/Sine Wave'): continue
 results in a rising zero-crossing break at
 [Tm=0.34350110879329 ] Breaking at block 0:2
 [Tm=0.34350110879329 ] Rising zero crossing on 3rd zcsignal in block 0:2 'zeroxing/Saturation'
 If a model does not include blocks capable of producing nonsampledzero-crossings, the command prints a message advising you of this fact.
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 Displaying Information About the SimulationThe Simulink debugger provides a set of commands that allow you to displayblock states, block inputs and outputs, and other information while running amodel.
 Displaying Block I/OThe debugger allows you to display block I/O by selecting the appropriatebuttons on the debugger toolbar
 or by entering the appropirate debugger command.
 Displaying I/O of Selected BlockTo display the I/O of a block, select the block and click in GUI mode or enterthe probe command in command-line mode.
 Command Displays a Block’s I/O...
 probe Immediately
 disp At every breakpoint
 trace Whenever the block executes
 Command Description
 probe Enter or exit probe mode. In probe mode, the debuggerdisplays the current inputs and outputs of any block thatyou select in the model’s block diagram. Typing anycommand causes the debugger to exit probe mode.
 Watch Block I/O Display Block I/O
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 The debugger prints the current inputs and outputs of the selected block in thedebugger output pane (GUI mode) or the MATLAB command window.
 The probe command comes in handy when you need to examine the I/O of ablock whose I/O is not otherwise displayed. For example, suppose you are usingthe step command to run a model block by block. Each time you step the model,the debugger displays the inputs and outputs of the current block. The probecommand lets you examine the I/O of other blocks as well. Similarly, supposeyou are using the next command to step through a model by time steps. Thenext command does not display block I/O. However, if you need to examine ablock’s I/O after entering a next command, you can do so, using the probecommand.
 Displaying Block I/O Automatically at BreakpointsThe disp command causes the debugger to display a specified block’s inputsand outputs whenever it halts the simulation. You can specify a block either byentering its block index or by selecting it in the block diagram and entering gcbas the disp command argument. You can remove any block from the debugger’slist of display points, using the undisp command. For example, to removeblock 0:0, either select the block in the model diagram and enter undisp gcbor simply enter undisp 0:0.
 Note Automatic display of block I/O at breakpoints is not available in thedebugger’s GUI mode.
 The disp command is useful when you need to monitor the I/O of a specificblock or set of blocks as you step through a simulation. Using the dispcommand, you can specify the blocks you want to monitor and the debugger willthen redisplay the I/O of those blocks on every step. Note that the debuggeralways displays the I/O of the current block when you step through a model
 probe gcb Displays I/O of selected block.
 probe s:b Prints the I/O of the block specified by system number sand block number b.
 Command Description
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 block by block, using the step command. So, you do not need to use the dispcommand if you are interested in watching only the I/O of the current block.
 Watching Block I/OTo watch a block, select the block and click in the debugger toolbar or enterthe trace command. In GUI mode, if a breakpoint exists on the block, you canset a watch on it as well by checking the watch checkbox for the block in theWatch points pane. In command-line mode, you can also specify the block byspecifying its block index in the trace command. You can remove a block fromthe debugger’s list of trace points, using the untrace command.
 The debugger displays a watched block’s I/O whenever the block executes.Watching a block allows you obtain a complete record of the block’s I/O withouthaving to stop the simulation.
 Displaying Algebraic Loop InformationThe atrace command causes the debugger to display information about amodel’s algebraic loops (see “Algebraic Loops” on page 3-18) each time they aresolved. The command takes a single argument that specifies the amount ofinformation to display.
 Displaying System StatesThe states debug command lists the current values of the system’s states inthe MATLAB command window. For example, the following sequence ofcommands shows the states of the Simulink bouncing ball demo (bounce) afterits first and second time-steps.
 Command Displays for Each Algebraic Loop
 atrace 0 No information
 atrace 1 The loop variable solution, the number of iterationsrequired to solve the loop, and the estimated solution error
 atrace 2 Same as level 1
 atrace 3 Level 2 plus the Jacobian matrix used to solve loop
 atrace 4 Level 3 plus intermediate solutions of the loop variable
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 sldebug bounce[Tm=0 ] **Start** of system 'bounce' outputs(sldebug @0:0 'bounce/Position'): statesContinuous state vector (value,index,name): 10 0 (0:0 'bounce/Position') 15 1 (0:5 'bounce/Velocity')(sldebug @0:0 'bounce/Position'): next[Tm=0.01 ] **Start** of system 'bounce' outputs(sldebug @0:0 'bounce/Position'): statesContinuous state vector (value,index,name): 10.1495095 0 (0:0 'bounce/Position') 14.9019 1 (0:5 'bounce/Velocity')
 Displaying Integration InformationThe ishow command toggles display of integration information. When enabled,this option causes the debugger to print a message each time that thesimulation takes a time step or encounters a state that limits the size of a timestep. In the first case, the debugger prints the size of the time step, for example,
 [Tm=9.996264188473381 ] Step of 0.01 was taken by integrator
 In the second case, the debugger displays the state that currently determinesthe size of time steps, for example,
 [Ts=9.676264188473388 ] Integration limited by 1st state of block 0:0 'bounce/Position'
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 Displaying Information About the ModelIn addition to providing information about a simulation, the debugger canprovide you with information about the model that underlies the simulation.
 Displaying a Model’s Block Execution OrderSimulink determines the order in which to execute blocks at the beginning of asimulation run, during model initialization. During simulation, Simulinkmaintains a list of blocks sorted by execution order. This list is called the sortedlist. In GUI mode, the debugger displays the sorted list in its Execution Orderpanel. In command-line mode, the slist command displays the model’s blockexecution order in the MATLAB command window. The list includes the blockindex for each command.
 ---- Sorted list for 'vdp' [12 blocks, 9 nonvirtual blocks, directFeed=0] 0:0 'vdp/Integrator1' (Integrator) 0:1 'vdp/Out1' (Outport) 0:2 'vdp/Integrator2' (Integrator) 0:3 'vdp/Out2' (Outport) 0:4 'vdp/Fcn' (Fcn) 0:5 'vdp/Product' (Product) 0:6 'vdp/Mu' (Gain) 0:7 'vdp/Scope' (Scope) 0:8 'vdp/Sum' (Sum)
 Displaying a BlockTo determine which block in a model’s diagram corresponds to a particularindex, type bshow s:b at the command prompt, where s:b is the block index.The bshow command opens the system containing the block (if necessary) andselects the block in the system’s window.
 Displaying a Model’s Nonvirtual SystemsThe systems command prints a list of the nonvirtual systems in the modelbeing debugged. For example, the Simulink clutch demo (clutch) contains thefollowing systems.
 sldebug clutch[Tm=0 ] **Start** of system 'clutch' outputs
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 (sldebug @0:0 'clutch/Clutch Pedal'): systems 0 'clutch' 1 'clutch/Locked' 2 'clutch/Unlocked'
 Note The systems command does not list subsystems that are purelygraphical in nature, that is, subsystems that the model diagram represents asSubsystem blocks but which Simulink solves as part of a parent system. InSimulink models, the root system and triggered or enabled subsystems aretrue systems. All other subsystems are virtual (that is, graphical) and hencedo not appear in the listing produced by the systems command.
 Displaying a Model’s Nonvirtual BlocksThe slist command displays a list of the nonvirtual blocks in a model. Thelisting groups the blocks by system. For example, the following sequence ofcommands produces a list of the nonvirtual blocks in the Van der Pol (vdp)demo model.
 sldebug vdp[Tm=0 ] **Start** of system 'vdp' outputs(sldebug @0:0 'vdp/Integrator1'): slist---- Sorted list for 'vdp' [12 blocks, 9 nonvirtual blocks, directFeed=0] 0:0 'vdp/Integrator1' (Integrator) 0:1 'vdp/Out1' (Outport) 0:2 'vdp/Integrator2' (Integrator) 0:3 'vdp/Out2' (Outport) 0:4 'vdp/Fcn' (Fcn) 0:5 'vdp/Product' (Product) 0:6 'vdp/Mu' (Gain) 0:7 'vdp/Scope' (Scope) 0:8 'vdp/Sum' (Sum)
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 Note The slist command does not list blocks that are purely graphical innature, that is, blocks that indicate relationships or groupings amongcomputational blocks.
 Displaying Blocks with Potential Zero-CrossingsThe zclist prints a list of blocks in which nonsampled zero-crossings can occurduring a simulation. For example, zclist prints the following list for the clutchsample model.
 (sldebug @0:0 'clutch/Clutch Pedal'): zclist 2:3 'clutch/Unlocked/Sign' (Signum) 0:4 'clutch/Lockup Detection/Velocities Match' (HitCross) 0:10 'clutch/Lockup Detection/Required Friction for Lockup/Abs' (Abs) 0:11 'clutch/Lockup Detection/Required Friction for Lockup/ Relational Operator' (RelationalOperator) 0:18 'clutch/Break Apart Detection/Abs' (Abs) 0:20 'clutch/Break Apart Detection/Relational Operator' (RelationalOperator) 0:24 'clutch/Unlocked' (SubSystem) 0:27 'clutch/Locked' (SubSystem)
 Displaying Algebraic LoopsThe ashow command highlights a specified algebraic loop or the algebraic loopthat contains a specified block. To highlight a specified algebraic loop, typeashow s#n, where s is the index of the system (see “Displaying a Model’s BlockExecution Order” on page 11-19) that contains the loop and n is the index of theloop in the system. To display the loop that contains the currently selectedblock, enter ashow gcb. To show a loop that contains a specified block, typeashow s:b, where s:b is the block’s index. To clear algebraic-loop highlightingfrom the model diagram, enter ashow clear.
 Displaying Debugger StatusIn GUI mode, the debugger displays the settings of various debug options, suchas conditional breakpoints, in its Status panel. In command-line mode, the
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 status command displays debuggers settings. For example, the followingsequence of commands displays the initial debug settings for the vdp model.
 sim('vdp',[0,10],simset('debug','on'))[Tm=0 ] **Start** of system 'vdp' outputs(sldebug @0:0 'vdp/Integrator1'): status Current simulation time: 0 (MajorTimeStep) Last command: "" Stop in minor times steps is disabled. Break at zero crossing events is disabled. Break when step size is limiting by a state is disabled. Break on non-finite (NaN,Inf) values is disabled. Display of integration information is disabled. Algebraic loop tracing level is at 0.
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 Debugger Command ReferenceThe following table lists the debugger commands. The table’s Repeat columnspecifies whether pressing the Return key at the command line repeats thecommand. Detailed descriptions of the commands follow the table.
 CommandShortForm Repeat Description
 ashow as No Show an algebraic loop.
 atrace at No Set algebraic loop trace level.
 bafter ba No Insert a breakpoint after execution of ablock.
 break b No Insert a breakpoint before execution of ablock.
 bshow bs No Show a specified block.
 clear cl No Clear a breakpoint from a block.
 continue c Yes Continue the simulation.
 disp d Yes Display a block’s I/O when thesimulation stops.
 help ? or h No Display help for debugger commands.
 ishow i No Enable or disable display of integrationinformation.
 minor m No Enable or disable minor step mode.
 nanbreak na No Set or clear break on nonfinite value.
 next n Yes Go to start of the next time step.
 probe p No Display a block’s I/O.
 quit q No Abort simulation.
 run r No Run the simulation to completion.
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 slist sli No List a model’s nonvirtual blocks.
 states state No Display current state values.
 status stat No Display debugging options in effect.
 step s Yes Step to next block.
 stop sto No Stop the simulation.
 systems sys No List a model’s nonvirtual systems.
 tbreak tb No Set or clear a time breakpoint.
 trace tr Yes Display a block’s I/O each time itexecutes.
 undisp und Yes Remove a block from the debugger’s listof display points.
 untrace unt Yes Remove a block from the debugger’s listof trace point.
 xbreak x No Break when the debugger encounters astep-size-limiting state.
 zcbreak zcb No Break at nonsampled zero-crossingevents.
 zclist zcl No List blocks containing nonsampled zerocrossings.
 CommandShortForm Repeat Description
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 11ashowPurpose Show an algebraic loop.
 Syntax ashow <gcb | s:b | s#n | clear>
 Arguments
 Description ashow gcb or ashow s:b highlights the algebraic loop that contains thespecified block. ashow s#n highlights the nth algebraic loop in system s.ashow clear removes algebraic loop highlights from the model diagram.
 See Also atrace, slist
 s:b The block whose system index is s and block index is b.
 gcb Current block.
 s#n The algebraic loop numbered n in system s.
 clear Switch that clears loop coloring.
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 11atracePurpose Set algebraic loop trace level.
 Syntax atrace level
 Arguments
 Description The atrace command sets the algebraic loop trace level for a simulation.
 See Also systems, states
 level Trace level (0 = none, 4 = everything).
 Command Displays for Each Algebraic Loop
 atrace 0 No information
 atrace 1 The loop variable solution, the number of iterationsrequired to solve the loop, and the estimated solution error
 atrace 2 Same as level 1
 atrace 3 Level 2 plus Jacobian matrix used to solve loop
 atrace 4 Level 3 plus intermediate solutions of the loop variable
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 11bafterPurpose Insert a break point after a block is executed.
 Syntax bafter gcbbafter s:b
 Arguments
 Description The bafter command inserts a breakpoint after execution of the specifiedblock.
 See Also break, xbreak, tbreak, nanbreak, zcbreak, slist
 s:b The block whose system index is s and block index is b.
 gcb Current block.
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 11breakPurpose Insert a break point before a block is executed.
 Syntax break gcbbreak s:b
 Arguments
 Description The break command inserts a breakpoint before execution of the specifiedblock.
 See Also bafter, tbreak, xbreak, nanbreak, zcbreak, slist
 s:b The block whose system index is s and block index is b.
 gcb Current block.
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 11bshowPurpose Show a specified block.
 Syntax bshow s:b
 Arguments
 Description This command opens the model window containing the specified block andselects the block.
 See Also slist
 s:b The block whose system index is s and block index is b.
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 11clearPurpose Clear a breakpoint from a block.
 Syntax clear gcbclear s:b
 Arguments
 Description The clear command clears a breakpoint from the specified block.
 See Also bafter, slist
 s:b The block whose system index is s and block index is b.
 gcb Current block.
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 11continuePurpose Continue the simulation.
 Syntax continue
 Description The continue command continues the simulation from the current breakpoint.The simulation continues until it reaches another breakpoint or its final timestep.
 See Also run, stop, quit
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 11dispPurpose Display a block’s I/O when the simulation stops.
 Syntax disp gcbdisp s:bdisp
 Arguments
 Description The disp command registers a block as a display point. The debugger displaysthe inputs and outputs of all display points in the MATLAB command windowwhenever the simulation halts. Invoking disp without arguments shows a listof display points. Use undisp to unregister a block.
 See Also undisp, slist, probe, trace
 s:b The block whose system index is s and block index is b.
 gcb Current block.
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 11helpPurpose Display help for debugger commands.
 Syntax help
 Description The help command displays a list of debugger commands in the commandwindow. The list includes the syntax and a brief description of each command.
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 11ishowPurpose Enable or disable display of integration information.
 Syntax ishow
 Description The ishow command toggles display of integration information during asimulation.
 See Also atrace
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 11minorPurpose Enable or disable minor step mode.
 Syntax minor
 Description The minor command causes the debugger to enter or exit minor step mode. Inminor step mode, the step command advances the simulation by blocks withina minor step. In minor step mode, after executing the last block in the model’ssorted block list, the step command advances the simulation to the next minortime step, if any minor time steps remain in the current major time step;otherwise, the step command advances the simulation to the first minor timestep in the next major time step.
 See Also step
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 11nanbreakPurpose Set or clear nonfinite value break mode.
 Syntax nanbreak
 Description The nanbreak command causes the debugger to break whenever the simulationencounters a nonfinite (NaN or Inf) value. If nonfinite break mode is set,nanbreak clears it.
 See Also break, bafter, xbreak, tbreak, zcbreak
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 11nextPurpose Go to start of the next time step.
 Syntax next
 Description The next command evaluates all of the blocks remaining to be evaluated in thecurrent time step, stopping at the start of the next time step. After executingthe next command, the debugger highlights the first block to be evaluated onthe next time step and displays the time of the next step.
 See Also step
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 11probePurpose Displays a block’s state.
 Syntax probe [<s:b | gcb>] [level io | (all)]
 Arguments
 Description probe causes the debugger to enter or exit probe mode. In probe mode, thedebugger displays the I/O of any block you select. To exit probe mode, type anycommand. probe gcb displays the I/O of the currently selected block. probe s:b displays the I/O of the block whose index is s:b.
 See Also disp, trace
 s:b The block whose system index is s and block index is b.
 gcb Current block.
 level io Display block’s I/O.
 level all Display all information regarding a block’s current state,including inputs and outputs, states, and zero crossings.
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 11quitPurpose Abort simulation.
 Syntax quit
 Description The quit command terminates the current simulation.
 See Also stop
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 11runPurpose Run the simulation to completion.
 Syntax run
 Description The run command runs the simulation from the current breakpoint to its finaltime step. It ignores breakpoints and display points.
 See Also continue, stop, quit
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 11slistPurpose List a model’s nonvirtual blocks.
 Syntax slist
 Description The slist command lists the nonvirtual blocks in the model being debugged.The list shows the block index and name of each listed block.
 See Also systems
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 11statesPurpose Display current state values.
 Syntax states
 Description The states command displays a list of the current states of the model. Thedisplay lists the value, index, and name of each state.
 See Also ishow
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 11systemsPurpose List a model’s nonvirtual systems.
 Syntax systems
 Description The systems command lists a model’s nonvirtual systems in the MATLABcommand window.
 See Also slist
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 11statusPurpose Display debugging options in effect.
 Syntax status
 Description The status command displays a list of the debugging options in effect.
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 11stepPurpose Step to next block.
 Syntax step
 Description The step command evaluates the next block to be evaluated in the current timestep. After executing the step command, the debugger highlights the next blockto be evaluated and its output signal lines. It also displays the name of the nextblock as part of the debugger command-line prompt.
 See Also next
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 11stopPurpose Stop the simulation.
 Syntax stop
 Description The stop command stops the simulation.
 See Also continue, run, quit
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 11tbreakPurpose Set or clear a time breakpoint.
 Syntax tbreak ttbreak
 Description The tbreak command sets a breakpoint at the specified time step. If abreakpoint already exists at the specified time, tbreak clears the breakpoint.If you do not specify a time, tbreak toggles a breakpoint at the current timestep.
 See Also break, bafter, xbreak, nanbreak, zcbreak
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 11tracePurpose Display a block’s I/O each time the block executes.
 Syntax trace gcbtrace s:b
 Arguments
 Description The trace command registers a block as a trace point. The debugger displaysthe I/O of each registered block each time the block executes.
 See Also disp, probe, untrace, slist
 s:b The block whose system index is s and block index is b.
 gcb Current block.
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 11undispPurpose Remove a block from the debugger’s list of display points.
 Syntax undisp gcbundisp s:b
 Arguments
 Description The undisp command removes the specified block from the debugger’s list ofdisplay points.
 See Also disp, slist
 s:b The block whose system index is s and block index is b.
 gcb Current block.
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 11untracePurpose Remove a block from the debugger’s list of trace points.
 Syntax untrace gcbuntrace s:b
 Arguments
 Description The untrace command removes the specified block from the debugger’s list oftrace points.
 See Also trace, slist
 s:b The block whose system index is s and block index is b.
 gcb Current block.
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 11xbreakPurpose Break when the debugger encounters a step-size-limiting state.
 Syntax xbreak
 Description The xbreak command pauses execution of the model when the debuggerencounters a state that limits the size of the steps that the solver takes. Ifxbreak mode is already on, xbreak turns the mode off.
 See Also break, bafter, zcbreak, tbreak, nanbreak
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 11zcbreakPurpose Toggle breaking at nonsampled zero-crossing events.
 Syntax zcbreak
 Description The zcbreak command causes the debugger to break when a nonsampledzero-crossing event occurs. If zero-crossing break mode is already on, zcbreakturns the mode off.
 See Also break, bafter, xbreak, tbreak, nanbreak, zclist
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 11zclistPurpose List blocks containing nonsampled zero crossings.
 Syntax zclist
 Description The zclist command prints a list of blocks in which nonsampled zero crossingscan occur. The command prints the list in the MATLAB command window.
 See Also zcbreak
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 About the Simulink Performance Tools OptionThe Simulink Performance Tools product includes the following tools:
 • Simulink Accelerator
 • Model Differencing Tool
 • Profiler
 • Model Coverage Tool
 Note You must have the Performance Tools option installed on your systemto use these tools.
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 The Simulink AcceleratorThe Simulink Accelerator speeds up the execution of Simulink models. TheAccelerator uses portions of the Real-Time Workshop, a MathWorks productthat automatically generates C code from Simulink models, and your Ccompiler to create an executable. Note that although the Simulink Acceleratortakes advantage of Real-Time Workshop technology, the Real-Time Workshopis not required to run it. Also, if you do not have a C compiler installed on yourWindows PC, you can use the lcc compiler provided by The MathWorks.
 Note You must have the Simulink Performance Tools option installed onyour system to use the accelerator.
 How Does It Work?The Simulink Accelerator works by creating and compiling C code that takesthe place of the interpretive code that Simulink uses when in Normal mode(that is, when Simulink is not in Accelerator mode). The Accelerator generatesthe C code from your Simulink model, and MATLAB’s mex function invokesyour compiler and dynamically links the generated code to Simulink.
 The Simulink Accelerator removes much of the computational overheadrequired by Simulink models when in Normal mode. It works by replacingblocks that are designed to handle any possible configuration in Simulink withcompiled versions customized to your particular model’s configuration.Through this method, the Accelerator is able to achieve substantialimprovements in performance for larger Simulink models. The performancegains are tied to the size and complexity of your model. In general, as size andcomplexity grow, so do gains in performance. Typically, you can expect a2X-to-6X gain in performance for models that use built-in Simulink blocks.
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 How to Run the Simulink AcceleratorTo activate the Simulink Accelerator, select Accelerator under theSimulation menu for your model. This picture shows the procedure using theF14 flight control model.
 Figure 12-1: Selecting Accelerator Mode in Simulink
 Alternatively, you can select Accelerator from the menu located on theright-hand side of the toolbar.
 To begin the simulation, select Start from the Simulation menu. When youstart the simulation, the Accelerator generates the C code and compiles it. TheAccelerator then does the following:
 • Places the generated code in a subdirectory called modelname_accel_rtw (inthis case, f14_accel_rtw)
 • Places a compiled MEX-file in the current working directory
 • Runs the compiled model
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 Note If your code does not compile, the most likely reason is that you havenot set up the mex command correctly. Run mex -setup at the MATLABprompt and select your C compiler from the list shown during the setup.
 The Accelerator uses Real-Time Workshop technology to generate the codeused to accelerate the model. However, the generated code is suitable only foracceleration of the model. If you want to generate code for other purposes, youmust use the Real-Time Workshop.
 Handling Changes in Model StructureAfter you have used the Simulink Accelerator to simulate a model, theMEX-file containing the compiled version of the model remains available foruse in later simulations. Even if you exit MATLAB, you can reuse the MEX-filein later MATLAB or Simulink sessions.
 If you alter the structure of your Simulink model, for example, by adding ordeleting blocks, the Accelerator automatically regenerates the C code andupdates (overwrites) the existing MEX-file.
 Examples of model structure changes that require the Accelerator to rebuildinclude:
 • Changing the method of integration
 • Adding or deleting blocks or connections between blocks
 • Changing the number of inputs or outputs of blocks, even if the connectivityis vectorized
 • Changing the number of states in the model
 • Changing function in the Trigonometric Function block
 • Changing the signs used in a Sum block
 • Adding a Target Language Compiler™ (TLC) file to inline an S-function
 The Simulink Accelerator displays a warning when you attempt anyimpermissible model changes during simulation. The warning will not stop thecurrent simulation. To make the model alterations, stop the simulation, makethe changes, and restart.
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 Some changes are permitted in the middle of simulation. Simple changes likeadjusting the value of a Gain block do not cause a warning. When in doubt, tryto make the change. If you do not see a warning, the Accelerator accepted thechange.
 Note that the Accelerator does not display warnings that blocks generateduring simulation. Examples include divide-by-zero and integer overflow. Thisis a different set of warnings that those discussed above.
 Increasing Performance of Accelerator ModeIn general, the Simulink Accelerator creates code optimized for speed withmost blocks available in Simulink. There are situations, however, where youcan further improve performance by adjusting your simulation or being awareof Accelerator behavior. These include:
 • Simulation Parameters Pane — The options in the SimulationParameters Diagnostics and Advanced panes can affect Acceleratorperformance. To increase the performance:
 - Disable Consistency checking and Bounds checking on the Diagnosticspane
 - Set Signal storage reuse on in the Advanced pane
 • Stateflow — The Accelerator is fully compatible with Stateflow, but it doesnot improve the performance of the Stateflow portions of models. DisableStateflow debugging and animation to increase performance of models thatinclude Stateflow blocks.
 • User-written S-functions — The Accelerator cannot improve simulationspeed for S-functions unless you inline them using the Target LanguageCompiler. Inlining refers to the process of creating TLC files that directReal-Time Workshop to create C code for the S-function. This eliminatesunnecessary calls to the Simulink application program interface (API).
 For information on how to inline S-functions, consult the Target LanguageCompiler Reference Guide, which is available on the MathWorks Web site,www.mathworks.com. It is also available on the documentation CD providedwith MATLAB.
 • S-functions supplied by Simulink and blocksets — Although the SimulinkAccelerator is compatible with all the blocks provided with Simulink and
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 blocksets, it does not improve the simulation speed for M-file or C-MEXS-Function blocks that do not have an associated inlining TLC file.
 • Logging large amounts of data — If you use Workspace I/O, To Workspace,To File, or Scope blocks, large amounts of data will slow the Acceleratordown. Try using decimation or limiting outputs to the last N data points.
 • Large models — In both Accelerator and Normal mode, Simulink can takesignificant time to initialize large models. Accelerator speed up can beminimal if run times (from start to finish of a single simulation) are small.
 Blocks That Do Not Show Speed ImprovementsThe Simulink Accelerator is compatible with all MathWorks blocksets, but onlytwo, the Fixed Point Blockset and the DSP Blockset, achieve significantlyimproved performance with the Accelerator.
 Although you can greatly improve simulation performance of your models thatuse Simulink, Fixed Point Blockset, and DSP Blockset blocks, there is a subsetof Simulink and DSP Blockset blocks that are currently not sped up by theAccelerator. The following table lists these blocks.
 Table 12-1: Blocks That Do Not Achieve Performance Increases
 Simulink Blocks DSP Blockset Blocks
 Display Biquadratic Filter
 From File Convolution
 From Workspace Direct-Form II Transpose Filter
 Inport (root level only) Dyadic Analysis Filter Bank/Dyadic Synthesis Filter Bank
 MATLAB Fcn FIR Decimation/FIR Interpolation/FIR Rate Conversion
 Outport (root level only) From Wave Device/From Wave File
 Scope Integer Delay/Variable Integer Delay
 To File Matrix Multiply/Matrix To Workspace
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 In addition, the Accelerator does not speed up user-written S-Function blocksunless you inline them using the Target Language Compiler and have setSS_OPTION_USE_TLC_WITH_ACCELERATOR in the S-function itself. See“Controlling S-Function Execution” on page 12-11 for more information.
 Using the Simulink Accelerator with the Simulink DebuggerIf you have large and complex models that you need to debug, the SimulinkAccelerator can shorten the length of your debugging sessions. For example, ifyou need to set a time break that is very large, you can use the Accelerator toreach the breakpoint more quickly.
 To run the Simulink debugger while in Accelerator mode:
 • Select Accelerator from the Simulation menu, then typesldebug modelname
 at the MATLAB prompt.
 • At the debugger prompt, set a time break,tbreak 10000continue
 • Once you reach the breakpoint, use the debugger command emode (executionmode) to toggle between Accelerator and Normal mode. Note that when theexecution is set to Accelerator, block stepping is not permitted.
 To Workspace Triggered Signal To Workspace/Triggered Signal From Workspace
 Transport Delay Time-Varying Direct-Form II TransposeFilter
 Variable Transport Delay To Wave File/To Wave Device
 XY Graph Wavelet Analysis/Wavelet Synthesis
 Zero Pad
 Table 12-1: Blocks That Do Not Achieve Performance Increases (Continued)
 Simulink Blocks DSP Blockset Blocks
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 For more information on the Simulink debugger, see Chapter 11, “SimulinkDebugger.”
 Interacting with the Simulink Accelerator ProgrammaticallyUsing three commands, set_param, sim, and accelbuild, you can control theexecution of your model from the MATLAB prompt or from M-files. This sectiondescribes the syntax for these commands and the options available.
 Controlling the Simulation ModeYou can control the simulation mode from the MATLAB prompt using
 set_param(gcs,'simulationmode','mode')
 or
 set_param(modelname,'simulationmode','mode')
 You can use gcs (“get current system”) to set parameters for the currentlyactive model (i.e., the active model window) and modelname if you want tospecify the model name explicitly. The simulation mode can be either normalor accelerator.
 Simulating an Accelerated Model You can also simulate an accelerated model using
 sim(gcs); % Blocks the MATLAB prompt until simulation complete
 or
 set_param(gcs,'simulationcommand','start'); % Returns to the % MATLAB prompt % immediately
 Again, you can substitute the modelname for gcs if you prefer to specify themodel explicitly.
 Building Simulink Accelerator MEX-Files Independent of SimulationYou can build the Simulink Accelerator MEX-file without actually simulatingthe model by using the accelbuild command, for example,
 accelbuild f14
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 Creating the Accelerator MEX-files in batch mode using accelbuild allows youto build the C code and executables prior to running your simulations. Whenyou use the Accelerator interactively at a later time, it does not need togenerate or compile MEX-files at the start of the accelerated simulations.
 You can use the accelbuild command to specify build options such as turningon debugging symbols in the generated MEX-file.
 accelbuild f14 OPT_OPTS=-g
 Comparing PerformanceIf you want to compare the performance of the Simulink Accelerator toSimulink in Normal mode, use tic, toc, and the sim command. To run the F14example, use this code (make sure you’re in Normal mode).
 tic,[t,x,y]=sim('f14',1000);toc
 elapsed_time =
 14.1080
 In Accelerator mode, this is the result.
 elapsed_time =
 6.5880
 The results above were achieved on a Windows PC with a 233 MHz Pentiumprocessor.
 Note that for models with very short run times, the Normal mode simulationmay be faster, since the Accelerator checks at the beginning of any run to seeif it must regenerate the MEX-file. This adds a small overhead to the run-time.
 Customizing the Simulink Accelerator Build ProcessTypically no customization is necessary for the Simulink Accelerator buildprocess. Since, however, the Accelerator uses the same underlying mechanismsas the Real-Time Workshop to generate code and build the MEX-file, you canuse three parameters to control the build process.
 AccelMakeCommandAccelSystemTargetFile
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 AccelTemplateMakeFile
 The three options allow you to specify custom Make command, System target,and Template makefiles. Each of these parameters governs a portion of thecode generation process. Using these options requires an understanding of howthe Real-Time Workshop generates code. For a description of the Makecommand, the System target file, and Template makefile, see the Real-TimeWorkshop User’s Guide, which is available on the MathWorks Web site,www.mathworks.com, and on the documentation CD provided with MATLAB.
 The syntax for setting these parameters is
 set_param(gcs, 'parameter', 'string')
 or
 set_param(modelname, 'parameter', 'string’)
 where gcs (“get current system”) is the currently active model and'parameter’ is one of the three parameters listed above. Replace string withyour string that defines a custom value for that parameter.
 Controlling S-Function ExecutionInlining S-functions using the Target Language Compiler increasesperformance when used with the Simulink Accelerator. By default, however,the Accelerator ignores an inlining TLC file for an S-function, even though thefile exists.
 One example of why this default was chosen is a device driver S-Function blockfor an I/O board. The S-function TLC file is typically written to access specifichardware registers of the I/O board. Since the Accelerator is not running on atarget system, but rather is a simulation on the host system, it must avoidusing the inlined TLC file for the S-function.
 Another example is when the TLC file and MEX-file versions of an S-functionare not compatible in their use of work vectors, parameters, and/orinitialization.
 If your inlined S-function is not complicated by these issues, you can direct theAccelerator to use the TLC file instead of the S-function MEX-file by specifyingSS_OPTION_USE_TLC_WITH_ACCELERATOR in the mdlInitializeSizes functionof the S-function. When set, the Accelerator uses the inlining TLC file and fullperformance increases are realized.
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 For example,
 static void mdlInitializeSizes(SimStruct *S){/* Code deleted */ssSetOptions(S, SS_OPTION_USE_TLC_WITH_ACCELERATOR);}
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 Model Differencing ToolThe Model Differencing Tool finds and displays differences between twoSimulink models. This allows you to determine quickly the differencesbetween, for example, versions of the same model.
 Note You must have the Simulink Performance Tools option installed onyour system to use this tool.
 To use the tool, open one of two models to be compared and select Modeldifferences from the Simulink Tools menu. The Model Differencing Toolappears along with a Select Second Model dialog box.
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 Use the Select Second Model dialog box to select the other model to becompared. The Model Differences Tool opens the second model, if necessary,and arranges itself alongside the two models.
 The Model Differences Tool contains three panes. The top left pane displaysthe contents of the first model as an expandable list. The top right panedisplays the contents of the second model. Colors indicate differences betweenthe two models.
 • Blue marks the blocks that appear in only one of the two models.
 • Red marks the blocks that appear in both models but with differentparameter values or content (in the case of subsystems).
 • Green marks blocks that are identical in both models.
 Clicking on a block in either pane highlights the corresponding block icon(s) inthe model view(s). The bottom pane displays parameter differences betweenversions of a selected block that exists in both models.

Page 669
                        
                        

Model Differencing Tool
 12-15
 Display OptionsThe tool offers some display options. Select Show items with differences onlyfrom the Options menu to omit blocks that do not differ in the two models.Select Include only non-graphical differences to display only blocks thatdiffer in parameter values or content. This option omits subsystem blocks thatcontain only graphical differences, such as block location or background color.
 Model Differences ReportSelect HTML Report from the View menu to display an HTML reportsummarizing the differences between the two models.
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 The report starts by listing all the blocks that differ between the two models.This summary is followed by difference reports for each block that has differentinstances in the two models.

Page 671
                        
                        

Profiler
 12-17
 ProfilerThe Simulink simulation profiler collects performance data while simulatingyour model and generates a report, called a simulation profile, based on thedata. The simulation profile generated by the profiler shows you how muchtime Simulink spends executing each function required to simulate yourmodel. The profile enables you to determine which parts of your model requirethe most time to simulate and hence where to focus your model optimizationefforts.
 Note You must have the Simulink Performance Tools option installed onyour system to use the profiler.
 How the Profiler WorksThe following pseudocode summarizes the execution model on which theprofiler is based.
 Sim() ModelInitialize(). ModelExecute()
 for t = tStart to tEndOutput()Update()Integrate()
 Compute states from derivs by repeatedly calling: MinorOutput() MinorDeriv()
 Locate any zero crossings by repeatedly calling: MinorOutput() MinorZeroCrossings()
 EndIntegrate Set time t = tNew.
 EndModelExecuteModelTerminate
 EndSim
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 According to this conceptual model, Simulink executes a Simulink model byinvoking the following functions zero, one, or more times, depending on thefunction and the model.
 Function Purpose Level
 sim Simulate the model. This top-levelfunction invokes the other functionsrequired to simulate the model. Thetime spent in this function is thetotal time required to simulate themodel.
 System
 ModelInitialize Set up the model for simulation. System
 ModelExecute Execute the model by invoking theoutput, update, integrate, etc.,functions for each block at eachtime step from the start to the endof simulation.
 System
 Output Compute the outputs of a block atthe current time step.
 Block
 Update Update a block’s state at thecurrent time step.
 Block
 Integrate Compute a block’s continuous statesby integrating the state derivativesat the current time step.
 Block
 MinorOutput Compute a block’s output at aminor time step.
 Block
 MinorDeriv Compute a block’s state derivativesat a minor time step.
 Block
 MinorZeroCrossings Compute a block’s zero crossingvalues at a minor time step.
 Block
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 The profiler measures the time required to execute each invocation of thesefunctions and generates a report at the end of the model that details how muchtime was spent in each function.
 Enabling the ProfilerTo profile a model, open the model and select Profiler from the Simulink Toolsmenu. Then start the simulation. When the simulation finishes, Simulinkgenerates and displays the simulation profile for the model in the MATLABhelp browser.
 ModelTerminate Free memory and perform anyother end-of-simulation cleanup.
 System
 Nonvirtual Subsystem Compute the output of a nonvirtualsubsystem (see “Atomic VersusVirtual Subsystems” on page 3-13)at the current time step by invokingthe output, update, integrate, etc.,functions for each block that itcontains. The time spent in thisfunction is the time required toexecute the nonvirtual subsystem.
 Block
 Function Purpose Level
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 The Simulation ProfileSimulink stores the simulation profile in the MATLAB working directory.
 The report has two sections: a summary and a detailed report.
 Summary SectionThe summary file displays the following performance totals.
 Item Description
 Total Recorded Time Total time required to simulate the model.
 Number of Block Methods Total number of invocations of block-levelfunctions (e.g., Output())
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 The summary section then shows summary profiles for each function invokedto simulate the model. For each function listed, the summary profile specifiesthe following information.
 Number of InternalMethods
 Total number of invocations of system-levelfunctions (e.g., ModelExecute)
 Number of NonvirtualSubsystem Methods
 Total number of invocations of nonvirtualsubsystem functions
 Clock Precision Precision of the profiler’s timemeasurement
 Item Description
 Name Name of function. This item is a hyperlink. Clicking itdisplays a detailed profile of this function.
 Time Total time spent executing all invocations of this functionas an absolute value and as a percentage of the totalsimulation time
 Calls Number of times this function was invoked
 Time/Call Average time required for each invocation of this function,including the time spent in functions invoked by thisfunction
 Self Time Average time required to execute this function, excludingtime spent in functions called by this function
 Location Specifies the block or model executed for which thisfunction is invoked. This item is a hyperlink. Clicking ithighlights the corresponding icon in the model diagram.Note that the link works only if you are viewing the profilein the MATLAB help browser.
 Item Description
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 Detailed Profile SectionThis section contains detailed profiles for each function invoked to simulate themodel. Each detailed profile contains all the information shown in thesummary profile for the function. In addition, the detailed profile displays thefunction (parent function) that invoked the profiled function and the functions(child functions) invoked by the profiled function. Clicking on the name of theparent or a child function takes you to the detailed profile for that function.
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 Model Coverage ToolThe Model Coverage Tool determines the extent to which a model test caseexercises simulation pathways through a model. The percentage of pathwaysthat a test case exercises is called its model coverage. Model coverage is ameasure of how thoroughly a test tests a model. The Model Coverage Tooltherefore helps you to validate your model tests.
 Note You must have the Simulink Performance Tools option installed onyour system to use the Model Coverage Tool.
 How the Model Coverage Tool WorksThe Model Coverage Tool works by analyzing the execution of blocks that serveas decision points in your model. The block types that represent decision pointsinclude
 • Switch
 • Multiport Switch
 • Triggered subsystem (Subsystem containing a Trigger block)
 • Enabled subsystem (Subsystem containing an Enable block)
 • Absolute Value
 • Saturation
 If a model includes Stateflow charts, the tool also analyzes the states andtransitions of those charts. During a simulation run, the tool records changesof state of the branch blocks and of states and transitions. At the end of thesimulation, the tool computes for each decision point block and for each stateand transition, the ratio of actual branches versus potential branches.
 Using the Model Coverage ToolTo develop effective tests with the Model Coverage Tool,
 1 Develop one or more test cases for your model (see “Creating and RunningTest Cases” on page 12-24).
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 2 Run the test cases to verify that the model behavior is correct.
 3 Analyze the coverage reports produced by Simulink.
 4 Using the information in the coverage reports, modify the test cases toincrease their coverage or add new test cases that cover areas not covered bythe current set of test cases.
 5 Repeat the preceding steps until you are satisfied with the coverage of yourtest set.
 Note Simulink comes with an online demonstration of the use of the ModelCoverage Tool to validate model tests. To run the demo, type simcovdemo atthe MATLAB command prompt.
 Creating and Running Test CasesThe Test Coverage Tool provides two MATLAB commands, cvtest and cvsim,for creating and running test cases. The cvtest command creates test cases tobe run by the cvsim command (see “cvsim” on page 12-33 and “cvtest” onpage 12-33).
 You can also run the coverage tool interactively. To do so, select CoverageSettings from the Simulink Tools menu. Simulink displays the CoverageSettings dialog box (see “Coverage Settings Dialog Box” on page 12-29). CheckEnable Coverage Reporting and select OK to dismiss the dialog. Then selectStart from the Simulation menu or the start button on the Simulink toolbar.
 By default, Simulink saves the data as a workspace object named covdata anddisplays the data as an HTML report at the end of the simulation run. You canselect other options for generating, saving, and reporting coverage data. Seethe “Coverage Settings Dialog Box” on page 12-29 for more information.
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 Note You cannot run simulations with both model coverage reporting andacceleration options enabled. Simulink disables coverage reporting if theaccelerator is enabled. If a model includes links to Stateflow library chartsand you want the Model Coverage Tool to include the charts in its coveragereport, you must open the library charts before starting the simulation. If areferenced library chart is not open, the tool omits the chart from its report.
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 The Coverage ReportThe coverage report generated by the Model Coverage Tool contains thefollowing sections.
 Coverage SummaryThe coverage summary sections has three subsections.
 • The “Summary” section gives the total coverage of all test cases for the entiremodel.
 • The “Tests” section lists the simulation start and stop time of each test caseand any setup commands that preceded the simulation. The heading for the
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 each test case includes the test case label, e.g., “Test throttle,” specified usingthe cvtest command.
 • The “Model Systems” section summarizes the results for each subsystem.Clicking on the name of the subsystem takes you to a detailed report for thatsubsystem.
 Details SectionThe “Details” section reports the model coverage results in detail.
 The “Details” section starts with a summary of results for the model as a wholefollowed by a list of subsystems and charts that the model contains.Subsections on each subsystem and chart follow. Clicking on the name of a
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 subsystem or chart in the model summary takes you to a detailed report on thatsubsystem or chart.
 Subsystem ReportThe section for each subsystem starts with a summary of the test coverageresults for the subsystem and a list of the subsystems that it contains. Theoverview is followed by block reports, one for each block that represents adecision point in the subsystem.
 Block ReportThe section for each block has a table that lists possible decision outcomes andthe number of times that an outcome occurred in each test simulation. Thereport highlights outcomes that did not occur in red. Clicking on the blockname causes Simulink to display the block diagram containing the block.Simulink also highlights the block to help you find it in the diagram.
 Note The hyperlinks to the model are valid only for the current MATLABsession. To restore the hyperlinks in a subsequent session, regenerate thereport.
 The section for each block contains a backward and a forward arrow. Clickingthe forward arrow takes you to the next section in the report that lists anuncovered outcome. Clicking the back arrow takes you back to the previousuncovered outcome in the report.
 Chart ReportThe detailed report for each Stateflow chart has a similar format, with decisiontables for each state and transition in the chart.
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 Coverage Settings Dialog BoxThe Coverage Settings dialog box allows you to select model coveragereporting options.
 The dialog box includes the following options.
 Enable Coverage ReportingCauses Simulink to gather and report model coverage data during simulation.
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 Coverage Instrumentation PathPath of the subsystem for which Simulink gathers and reports coverage data.By default, Simulink generates coverage data for the entire model. To restrictcoverage reporting to a particular subsystem, select Browse.
 Simulink displays a System Selector dialog.
 Select the subsystem for which you want coverage reporting to be enabled.Click OK to dismiss the dialog.
 Save to workspaceName of workspace object containing coverage data generated by Simulink.
 Increment variable name with each simulationIf selected, this option causes Simulink to increment the name of the coveragedata object with each simulation. This prevents the current simulation runfrom overwriting the results of the previous run.
 Generate HTML reportCauses Simulink to create an HTML report containing the coverage data.Simulink displays the report in the MATLAB help browser at the end of thesimulation.
 Additional data to include in reportNames of coverage data from previous runs to include in the current reportalong with the current coverage data. This option and the previous option allow
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 you to generate a single report containing the results of multiple simulationruns.
 Model Coverage Commands
 cvhtmlProduce an HTML report of cvdata object(s).
 cvhtml(file,data)
 Create an HTML report of the coverage results in the cvdata object data. Thereport will be written to file.
 cvhtml(file,data1,data2,...)
 Create a combined report of several data objects. The results from each objectwill be displayed in a separate column. Each data object must correspond to thesame root subsystem or the function will produce errors.
 cvhtml(file,data,data2,...,detail)
 Specify the detail level of the report with the value of detail, an integerbetween 0 and 3. Greater numbers indicate greater detail. The default value is2.
 cvloadLoad coverage tests and results from file.
 [TESTS, DATA] = CVLOAD(FILENAME)
 Load the tests and data stored in the text file FILENAME.CVT. The tests that aresuccessfully loaded are returned in TESTS, a cell array of cvtest objects. DATA isa cell array of cvdata objects that were successfully loaded. DATA has the samesize as TESTS but may contain empty elements if a particular test has noresults.
 Special considerations:
 • If a model with the same name exists in the coverage database, only thecompatible results will be loaded from file and they will reference theexisting model to prevent duplication.
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 • If the Simulink models referenced from the file are open but do not exist inthe coverage database, the coverage tool resolves the links to the existingmodels.
 • When loading several files that reference the same model, only the resultsthat are consistent with the earlier files will be loaded.
 cvreportReport the information in a cvdata object. This command has the followingforms.
 cvreport(file,data)
 Create a text report of the coverage results in the cvdata object data. Thereport will be written to file. If file is empty the report will be displayed atthe command prompt.
 cvreport(file,data1,data2,...)
 Create a combined report of several test objects. The results from each objectwill be displayed in a separate column. Each data object must correspond to thesame root subsystem or the function will produce errors.
 cvreport(file,data1,data2,...,detail)
 Specify the detail level of the report with the value of detail, an integerbetween 0 and 3. Greater numbers indicate greater detail. The default value is2.
 cvsaveSave coverage tests and results to file.
 cvsave(filename,model)
 Save all the tests and results related to model in the text file filename.cvt.
 cvsave(filename, test1, test2, ...)
 Save the specified tests in the text file filename.cvt. Information about thereferenced model(s) is also saved.
 cvsave(filename, data1, data2, ...)
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 Save the specified data objects, the tests that created them, and the referencedmodel(s) structure in the text file filename.cvt.
 cvsimRun a test case.
 Note You do not have to enable model coverage reporting (see “Creating andRunning Test Cases” on page 12-24) to use this command.
 This command can take the following forms.
 data = cvsim(test)
 Execute the cvtest object test by starting a simulation run for thecorresponding model. The results are returned in a cvdata object.
 [data,t,x,y] = cvsim(test)
 Returns the simulation time vector, t, state values, x, and output values, y.
 [data,t,x,y] = cvsim( test, timespan, options)
 Override the default simulation values. For more information see the simcommand.
 [data1, data2, ...] = cvsim( test1, test2, ... )
 Execute a set of tests and return the results in cvdata objects.
 [data1,t,x,y] = cvsim(root, label, setupcmd)
 Create and execute a cvtest object.
 cvtestCreates a test case. This command has the following syntax.
 test = cvtest(root, label, setupcmd)
 where root is the name or handle to the model or subsystem to be tested, labelis a string that identifies the test case, and setupcmd is a MATLAB commandthat cvsim executes in the base workspace before running the instrumented
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 model. The second two arguments are optional. The cvtest command returnsa handle to the registered test case.
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 IntroductionThis appendix lists model, block, and mask parameters. The tables that list theparameters provide enough information to enable you to modify models fromthe command line, using the set_param command. See set_param onpage 10-27 for more information on this command.
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 Model ParametersThis table lists and describes parameters that describe a model. Theparameters appear in the order they are defined in the model file, described inAppendix B. The table also includes model callback parameters, described in“Using Callback Routines” on page 4–70. The Description column indicateswhere you can set the value on the Simulation Parameters dialog box. Modelparameters that are simulation parameters are described in more detail in“The Simulation Parameters Dialog Box” on page 5-8. Examples showing howto change parameters follow the table.
 Parameter values must be specified as quoted strings. The string contentsdepend on the parameter and can be numeric (scalar, vector, or matrix), avariable name, a filename, or a particular value. The Values column shows thetype of value required, the possible values (separated with a vertical line), andthe default value, enclosed in braces.
 Table A-1: Model Parameters
 Parameter Description Values
 AbsTol Absolute error tolerance scalar {1e–6}
 AlgebraicLoopMsg Algebraic loop diagnostic none | {warning} | error
 ArrayBoundsChecking Enable array bounds checking 'none' | 'warning' | 'error'
 BooleanDataType Enable Boolean mode on | {off}
 BufferReuse Enable reuse of block I/O buffers {on} | off
 CloseFcn Close callback command or variable
 ConfigurationManager Configuration manager for this model. text
 ConsistencyChecking Consistency checking on | {off}
 Created Date and time model was created. text
 Creator Name of model creator. text
 Decimation Decimation factor scalar {1}
 Description Description of this model. text
 ExternalInput Time and input variable names scalar or vector [t, u]
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 FinalStateName Final state name variable {xFinal}
 FixedStep Fixed step size scalar {auto}
 InitialState Initial state name or values variable or vector {xInitial}
 InitialStep Initial step size scalar {auto}
 InvariantConstants Invariant constant setting on | {off}
 LimitDataPoints Limit output on | {off}
 LoadExternalInput Load input from workspace on | {off}
 LoadInitialState Load initial state on | {off}
 MaxDataPoints Maximum number of output data pointsto save
 scalar {1000}
 MaxOrder Maximum order for ode15s 1 | 2 | 3 | 4 | {5}
 MaxStep Maximum step size scalar {auto}
 MinStepSizeMsg Minimum step size diagnostic {warning} | error
 ModelVersionFormat Format of model’s version number. text
 ModifiedBy Last modifier of this model. text
 ModifiedDateFormat Format of modified date. text
 Name Model name text
 ObjectParameters Names/attributes of model parameters. structure
 OutputOption Output option AdditionalOutputTimes | {RefineOutputTimes} | SpecifiedOutputTimes
 OutputSaveName Simulation output name variable {yout}
 OutputTimes Values for chosen OutputOption vector {[]}
 PaperOrientation Printing paper orientation portrait | {landscape}
 PaperPosition Position of diagram on paper [left, bottom, width, height]
 Table A-1: Model Parameters (Continued)
 Parameter Description Values
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 PaperPositionMode Paper position mode auto | {manual}
 PaperSize Size of PaperType in PaperUnits [width height] (read only)
 PaperType Printing paper type {usletter} | uslegal | a0 | a1 | a2 | a3 | a4 | a5 | b0 | b1 | b2 | b3 | b4 | b5 | arch-A | arch-B | arch-C | arch-D | arch-E | A | B | C | D | E | tabloid
 PaperUnits Printing paper size units normalized | {inches} | centimeters | points
 PostLoadFcn Post-load callback command or variable
 PreLoadFcn Pre-load callback command or variable
 Refine Refine factor scalar {1}
 RelTol Relative error tolerance scalar {1e–3}
 SampleTimeColors Sample Time Colors menu option on | {off}
 SaveFcn Save callback command or variable
 SaveFinalState Save final state on | {off}
 SaveFormat Format used to save data to the MATLABworkspace
 Array | Structure | StructureWithTime
 SaveOutput Save simulation output {on} | off
 SaveState Save states on | {off}
 SaveTime Save simulation time {on} | off
 ShowLineWidths Show Line Widths menu option on | {off}
 SimParamPage Simulation Parameters dialog box pageto display (page last displayed)
 {Solver} | WorkspaceI/O | Diagnostics
 Table A-1: Model Parameters (Continued)
 Parameter Description Values
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 These examples show how to set model parameters for the mymodel system.
 This command sets the simulation start and stop times.
 set_param('mymodel','StartTime','5','StopTime','100')
 This command sets the solver to ode15s and changes the maximum order.
 set_param('mymodel','Solver','ode15s','MaxOrder','3')
 This command associates a SaveFcn callback.
 set_param('mymodel','SaveFcn','my_save_cb')
 Solver Solver {ode45} | ode23 | ode113 | ode15s | ode23s | ode5 | ode4 | ode3 | ode2 | ode1 | FixedStepDiscrete | VariableStepDiscrete
 StartFcn Start simulation callback command or variable
 StartTime Simulation start time scalar {0.0}
 StateSaveName State output name variable {xout}
 StopFcn Stop simulation callback command or variable
 StopTime Simulation stop time scalar {10.0}
 TimeSaveName Simulation time name variable {tout}
 UnconnectedInputMsg Unconnected input ports diagnostic none | {warning} | error
 UnconnectedLineMsg Unconnected lines diagnostic none | {warning} | error
 UnconnectedOutputMsg Unconnected output ports diagnostic none | {warning} | error
 Version Simulink version used to modify themodel (read-only)
 (release)
 WideVectorLines Wide Vector Lines menu option on | {off}
 ZeroCross Intrinsic zero crossing detection (see “ZeroCrossing Detection” on page 3–14)
 {on} | off
 Table A-1: Model Parameters (Continued)
 Parameter Description Values
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 Common Block ParametersThis table lists the parameters common to all Simulink blocks, including blockcallback parameters, which are described in “Using Callback Routines” on page4–70. Examples of commands that change these parameters follow this table.
 Table A-2: Common Block Parameters
 Parameter Description Values
 AttributesFormatString
 Specifies parameters to be dis-played below block in a blockdiagram
 string
 BackgroundColor Block icon background black | {white} | red | green | blue | cyan | magenta | yellow | gray | lightBlue | orange | darkGreen
 BlockDescription Block description text
 BlockType Block type text
 CloseFcn Close callback MATLAB expression
 CompiledPortWidths Structure of port widths scalar and vector
 CopyFcn Copy callback MATLAB expression
 DeleteFcn Delete callback MATLAB expression
 Description User-specifiable description text
 DialogParameters Names/attributes of parame-ters in blocks parameterdialog,
 structure
 DropShadow Display drop shadow {off} | on
 FontAngle Font angle (system-dependent) {normal} | italic | oblique
 FontName Font {Helvetica}
 FontSize Font size {10}
 FontWeight Font weight (system-dependent) light | {normal} | demi | bold
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 ForegroundColor Block name, icon, outline,output signals, and signallabel
 {black} | white | red | green | blue | cyan | magenta | yellow | gray | lightBlue | orange | darkGreen
 InitFcn Initialization callback MATLAB expression
 InputPorts Array of input port locations [h1,v1; h2,v2; ...]
 LinkStatus Link status of block. none |resolved | unresolved | implicit
 LoadFcn Load callback MATLAB expression
 ModelCloseFcn Model close callback MATLAB expression
 Name Block’s name string
 NameChangeFcn Block name change callback MATLAB expression
 NamePlacement Position of block name {normal} | alternate
 ObjectParameters Names/attributes of block’sparameters
 structure
 OpenFcn Open callback MATLAB expression
 Orientation Where block faces {right} | left | down | up
 OutputPorts Array of output port locations [h1,v1; h2,v2; ...]
 Parent Name of the system that ownsthe block
 string
 ParentCloseFcn Parent subsystem close call-back
 MATLAB expression
 Position Position of block in modelwindow
 vector [left top right bottom]not enclosed in quotes
 PostSaveFcn Post-save callback MATLAB expression
 PreSaveFcn Pre-save callback MATLAB expression
 Selected Block selected state on | {off}
 ShowName Display block name {on} | off
 Table A-2: Common Block Parameters (Continued)
 Parameter Description Values
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 These examples illustrate how to change these parameters.
 This command changes the orientation of the Gain block in the mymodel systemso it faces the opposite direction (right to left).
 set_param('mymodel/Gain','Orientation','left')
 This command associates an OpenFcn callback with the Gain block in themymodel system.
 set_param('mymodel/Gain','OpenFcn','my_open_cb')
 This command sets the Position parameter of the Gain block in the mymodelsystem. The block is 75 pixels wide by 25 pixels high. The position vector is notenclosed in quotes.
 set_param('mymodel/Gain','Position',[50 250 125 275])
 StartFcn Start simulation callback MATLAB expression
 StopFcn Termination of simulationcallback
 MATLAB expression
 Tag User-defined string ' '
 Type Simulink object type(read-only)
 'block'
 UndoDeleteFcn Undo block delete callback MATLAB expression
 UserData Any MATLAB data type (notsaved in the mdl file)
 [ ]
 Table A-2: Common Block Parameters (Continued)
 Parameter Description Values
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 Block-Specific ParametersThese tables list block-specific parameters for all Simulink blocks. The type ofthe block appears in parentheses after the block name. Some Simulink blocksare implemented as masked subsystems. The tables indicate masked blocks byadding the designation “masked” after the block type.
 Note The type listed for nonmasked blocks is the value of the block’sBlockType parameter; the type listed for masked blocks is the value of theblock’s MaskType parameter. For more information, see “Mask Parameters” onpage A-25.
 The Dialog Box Prompt column indicates the text of the prompt for theparameter on the block’s dialog box. The Values column shows the type ofvalue required (scalar, vector, variable), the possible values (separated with avertical line), and the default value (enclosed in braces).
 Table A-3: Sources Library Block Parameters
 Block (Type)/Parameter Dialog Box Prompt Values
 Band-Limited White Noise (Continuous White Noise) (masked)
 Chirp Signal (chirp) (masked)
 VectorParams1D Interpret vector parame-ters as 1-D
 off {on}
 Clock (Clock) (no block-specific parameters)
 Constant (Constant)
 Value Constant value scalar or vector {1}
 VectorParams1D Interpret vector parame-ters as 1-D
 off {on}
 Digital Clock (DigitalClock)
 SampleTime Sample time scalar (sample period) {1}or vector [period offset]
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 Digital Pulse Generator
 VectorParams1D Interpret vector parame-ters as 1-D
 off {on}
 From File (FromFile)
 FileName Filename filename {untitled.mat}
 From Workspace (FromWorkspace)
 VariableName Matrix table matrix {[T,U]}
 Pulse Generator (Pulse Generator) (masked)
 VectorParams1D Interpret vector parame-ters as 1-D
 off {on}
 Ramp (Ramp) (masked)
 VectorParams1D Interpret vector parame-ters as 1-D
 off {on}
 Random Number (RandomNumber)
 Seed Initial seed scalar or vector {0}
 VectorParams1D Interpret vector parame-ters as 1-D
 off {on}
 Repeating Sequence (Repeating table) (masked)
 Signal Generator (SignalGenerator)
 WaveForm Wave form {sine} | square | sawtooth | random
 Amplitude Amplitude scalar or vector {1}
 Frequency Frequency scalar or vector {1}
 Units Units {Hertz} | rad/sec
 VectorParams1D Interpret vector parame-ters as 1-D
 off {on}
 Table A-3: Sources Library Block Parameters (Continued)
 Block (Type)/Parameter Dialog Box Prompt Values
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 Sine Wave (Sin)
 Amplitude Amplitude scalar or vector {1}
 Frequency Frequency scalar or vector {1}
 Phase Phase scalar or vector {0}
 SampleTime Sample time scalar (sample period) {–1}or vector [period offset]
 VectorParams1D Interpret vector parame-ters as 1-D
 off {on}
 Step (Step)
 Time Step time scalar or vector {1}
 Before Initial value scalar or vector {0}
 After Final value scalar or vector {1}
 VectorParams1D Interpret vector parame-ters as 1-D
 off {on}
 Uniform Random Number (Uniform RandomNumber)
 Minimum Minimum scalar or vector {–1}
 Maximum Maximum scalar or vector {1}
 Seed Initial Seed scalar or vector {0}
 SampleTime Sample Time scalar or vector {0}
 VectorParams1D Interpret vector parame-ters as 1-D
 off {on}
 Table A-3: Sources Library Block Parameters (Continued)
 Block (Type)/Parameter Dialog Box Prompt Values
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 Table A-4: Sinks Library Block Parameters
 Block (Type)/Parameter Dialog Box Prompt Values
 Display (Display)
 Format Format {short} | long | short_e | long_e | bank
 Decimation Decimation scalar {1}
 Floating Floating display {off} on
 SampleTime Sample time scalar (sample period) {–1}or vector [period offset]
 Scope (Scope)
 Location Position of Scope windowon screen
 vector {[left top right bottom]}
 Open (If Scope open when themodel is opened. Cannotset from dialog box)
 {off} | on
 NumInputPorts Number of Axes positive integer > 0
 TickLabels Hide tick labels {on} | off
 ZoomMode (Zoom button initiallypressed)
 {on} | xonly | yonly
 AxesTitles Title (on right click axes) scalar {auto}
 Grid (for future use) {on} | off
 TimeRange Time range scalar {auto}
 YMin Y min scalar {–5}
 YMax Y max scalar {5}
 SaveToWorkspace Save data to workspace {off} | on
 SaveName Variable name variable {ScopeData}
 DataFormat Format {matrix | structure}
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 LimitMaxRows Limit rows to last {on} | off
 MaxRows (no label) scalar {5000}
 Decimation (Value if Decimationselected)
 scalar {1}
 SampleInput (Toggles with Decimation) {off} | on
 SampleTime (SampleInput value) scalar (sample period) {0}or vector [period offset]
 Stop Simulation (StopSimulation) (no block-specific parameters)
 To File (ToFile)
 Filename Filename filename {untitled.mat}
 MatrixName Variable name variable {ans}
 Decimation Decimation scalar {1}
 SampleTime Sample time scalar (sample period) {–1}or vector [period offset]
 To Workspace (ToWorkspace)
 VariableName Variable name variable {simout}
 Buffer Maximum number ofrows
 scalar {inf}
 Decimation Decimation scalar {1}
 SampleTime Sample time scalar (sample period) {–1}or vector [period offset]
 XY Graph (XY scope.) (masked)
 Table A-4: Sinks Library Block Parameters (Continued)
 Block (Type)/Parameter Dialog Box Prompt Values
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 Table A-5: Discrete Library Block Parameters
 Block (Type)/Parameter Dialog Box Prompt Values
 Discrete Filter (DiscreteFilter)
 Numerator Numerator vector {[1]}
 Denominator Denominator vector {[1 2]}
 SampleTime Sample time scalar (sample period) {1}or vector [period offset]
 Discrete State-Space (DiscreteStateSpace)
 A A matrix {1}
 B B matrix {1}
 C C matrix {1}
 D D matrix {1}
 X0 Initial conditions vector {0}
 SampleTime Sample time scalar (sample period) {1}or vector [period offset]
 Discrete-Time Integrator (DiscreteIntegrator)
 IntegratorMethod Integrator method {ForwardEuler} | BackwardEuler | Trapezoidal
 ExternalReset External reset {none} | rising | falling | either
 InitialConditionSource Initial condition source {internal} | external
 InitialCondition Initial condition scalar or vector {0}
 LimitOutput Limit output {off} | on
 UpperSaturationLimit Upper saturation limit scalar or vector {inf}
 LowerSaturationLimit Lower saturation limit scalar or vector {–inf}
 ShowSaturationPort Show saturation port {off} | on
 ShowStatePort Show state port {off} | on
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 SampleTime Sample time scalar (sample period) {1}or vector [period offset]
 Discrete Transfer Fcn (DiscreteTransferFcn)
 Numerator Numerator vector {[1]}
 Denominator Denominator vector {[1 0.5]}
 SampleTime Sample time scalar (sample period) {1}or vector [period offset]
 Discrete Zero-Pole (DiscreteZeroPole)
 Zeros Zeros vector {[1]}
 Poles Poles vector [0 0.5]
 Gain Gain scalar {1}
 SampleTime Sample time scalar (sample period) {1}or vector [period offset]
 First-Order Hold (First Order Hold) (masked)
 Unit Delay (UnitDelay)
 X0 Initial condition scalar or vector {0}
 SampleTime Sample time scalar (sample period) {1}or vector [period offset]
 Zero-Order Hold (ZeroOrderHold)
 SampleTime Sample time scalar (sample period) {1}or vector [period offset]
 Table A-5: Discrete Library Block Parameters (Continued)
 Block (Type)/Parameter Dialog Box Prompt Values
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 Table A-6: Continuous Library Block Parameters
 Block (Type)/Parameter Dialog Box Prompt Values
 Derivative (Derivative) (no block-specific parameters)
 Integrator (Integrator)
 ExternalReset External reset {none} | rising | falling | either
 InitialConditionSource Initial condition source {internal} | external
 InitialCondition Initial condition scalar or vector {0}
 LimitOutput Limit output {off} | on
 UpperSaturationLimit Upper saturation limit scalar or vector {inf}
 LowerSaturationLimit Lower saturation limit scalar or vector {–inf}
 ShowSaturationPort Show saturation port {off} | on
 ShowStatePort Show state port {off} | on
 AbsoluteTolerance Absolute tolerance scalar {auto}
 Memory (Memory)
 X0 Initial condition scalar or vector {0}
 InheritSampleTime Inherit sample time {off} | on
 State-Space (StateSpace)
 A A matrix {1}
 B B matrix {1}
 C C matrix {1}
 D D matrix {1}
 X0 Initial conditions vector {0}
 Transfer Fcn (TransferFcn)
 Numerator Numerator vector or matrix {[1]}
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 Denominator Denominator vector {[1 1]}
 Transport Delay (TransportDelay)
 DelayTime Time delay scalar or vector {1}
 InitialInput Initial input scalar or vector {0}
 BufferSize Initial buffer size scalar {1024}
 Variable Transport Delay (VariableTransportDelay)
 MaximumDelay Maximum delay scalar or vector {10}
 InitialInput Initial input scalar or vector {0}
 MaximumPoints Buffer size scalar {1024}
 Zero-Pole (ZeroPole)
 Zeros Zeros vector {[1]}
 Poles Poles vector {[0 –1]}
 Gain Gain vector {[1]}
 Table A-6: Continuous Library Block Parameters (Continued)
 Block (Type)/Parameter Dialog Box Prompt Values
 Table A-7: Math Library Block Parameters
 Block (Type)/Parameter Dialog Box Prompt Values
 Abs (Abs) (no block-specific parameters)
 Algebraic Constraint (Algebraic Constraint) (masked)
 Combinatorial Logic (CombinatorialLogic)
 TruthTable Truth table matrix {[0 0;0 1;0 1;1 0;0 1;1 0;1 0;1 1]}
 Complex to Magnitude-Angle
 Complex to Real-Imag
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 Dot Product (Dot Product) (masked)
 Gain (Gain)
 Gain Gain scalar or vector {1}
 Logical Operator (Logic)
 Operator Operator {AND} | OR | NAND | NOR | XOR | NOT
 Inputs Number of input ports scalar {2}
 Magnitude-Angle to Complex
 Math Function (Math)
 Operator Function {exp} | log | log10 | square | sqrt | pow | reciprocal | hypot | rem | mod
 Matrix Gain (Matrix Gain) (masked)
 MinMax (MinMax)
 Function Function {min} | max
 Inputs Number of input ports scalar {1}
 Product (Product)
 Inputs Number of inputs scalar {2}
 Relational Operator (RelationalOperator)
 Operator Operator == | != | < | {<=} | >= | >
 Relational Operator (RelationalOperator)
 Operator Operator == | != | < | {<=} | >= | >
 Rounding Function (Rounding)
 Operator Function {floor} | ceil | round | fix
 Sign (Signum) (no block-specific parameters)
 Slider Gain (SliderGain) (masked)
 Table A-7: Math Library Block Parameters (Continued)
 Block (Type)/Parameter Dialog Box Prompt Values
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 Sum (Sum)
 Inputs List of signs scalar or list of signs {++}
 Trigonometric Function (Trigonometry)
 Operator Function {sin} | cos | tan | asin | acos | atan | atan2 | sinh | cosh | tanh
 Table A-7: Math Library Block Parameters (Continued)
 Block (Type)/Parameter Dialog Box Prompt Values
 Table A-8: Functions and Tables Block Parameters
 Block (Type)/Parameter Dialog Box Prompt Values
 Fcn (Fcn)
 Expr Expression expression {sin(u(1)*exp(2.3*(–u(2))))}
 Look-up Table (Lookup)
 InputValues Vector of input values vector {[–5:5]}
 OutputValues Vector of output values vector {tanh([–5:5])}
 Look-Up Table (2-D) (Lookup Table (2-D)) (masked)
 RowIndex Row vector
 ColumnIndex Column vector
 OutputValues Table 2-D matrix
 MATLAB Fcn (MATLABFcn)
 MATLABFcn MATLAB function MATLAB function {sin}
 OutputWidth Output width scalar or vector {–1}
 S-Function (S-Function)
 FunctionName S-function name name {system}
 Parameters S-function parameters additional parameters if needed
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 Table A-9: Nonlinear Library Block Parameters
 Block (Type)/Parameter Dialog Box Prompt Values
 Backlash (Backlash)
 BacklashWidth Deadband width scalar or vector {1}
 InitialOutput Initial output scalar or vector {0}
 Coulomb & Viscous Friction (Coulombic and Viscous Friction) (masked)
 Dead Zone (DeadZone)
 LowerValue Start of dead zone scalar or vector {–0.5}
 UpperValue End of dead zone scalar or vector {0.5}
 Manual Switch (Manual Switch) (masked)
 Multiport Switch (MultiPortSwitch)
 Inputs Number of inputs scalar or vector {3}
 Quantizer (Quantizer)
 QuantizationInterval Quantization interval scalar or vector {0.5}
 Rate Limiter (RateLimiter)
 RisingSlewLimit Rising slew rate scalar or vector {1.}
 FallingSlewLimit Falling slew rate scalar or vector {–1.}
 Relay (Relay)
 OnSwitchValue Switch on point scalar or vector {eps}
 OffSwitchValue Switch off point scalar or vector {eps}
 OnOutputValue Output when on scalar or vector {1}
 OffOutputValue Output when off scalar or vector {0}
 Saturation (Saturate)
 UpperLimit Upper limit scalar or vector {0.5}
 LowerLimit Lower limit scalar or vector {–0.5}
 S-Function (S-Function)
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 FunctionName S-function name name {system}
 Parameters S-function parameters additional parameters if needed
 Sign (Signum) (no block-specific parameters)
 Switch (Switch)
 Threshold Threshold scalar or vector {0}
 Table A-9: Nonlinear Library Block Parameters (Continued)
 Block (Type)/Parameter Dialog Box Prompt Values
 Table A-10: Signals & Systems Library Block Parameters
 Block (Type)/Parameter Dialog Box Prompt Values
 Bus Selector (BusSelector)
 InputSignals cell array of the input signals nested toreflect the signal hierarchy
 Configurable Subsystem (mask)
 Choice Block choice string
 LibraryName Library name string
 Data Store Memory (DataStoreMemory)
 DataStoreName Data store name tag {A}
 InitialValue Initial value vector {0}
 Data Store Read (DataStoreRead)
 DataStoreName Data store name tag {A}
 SampleTime Sample time scalar (sample period) {–1}or vector [period offset]
 Data Store Write (DataStoreWrite)
 DataStoreName Data store name tag {A}
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 SampleTime Sample time scalar (sample period) {–1}or vector [period offset]
 Data Type Conversion
 Demux (Demux)
 Outputs Number of outputs scalar or vector {3}
 Enable (EnablePort)
 StatesWhenEnabling States when enabling {held} | reset
 ShowOutputPort Show output port {off} | on
 From (From)
 GotoTag Goto tag tag {A}
 Goto (Goto)
 GotoTag Tag tag {A}
 TagVisibility Tag visibility {local} | scoped | global
 Goto Tag Visibility (GotoTagVisibility)
 GotoTag Goto tag tag {A}
 Ground (Ground) (no block-specific parameters)
 Hit Crossing (HitCross)
 HitCrossingOffset Hit crossing offset scalar or vector {0}
 HitCrossingDirection Hit crossing direction rising | falling | {either}
 ShowOutputPort Show output port {on} | off
 IC (InitialCondition)
 Value Initial value scalar or vector {1}
 In (Inport)
 Port Port number scalar {1}
 Table A-10: Signals & Systems Library Block Parameters (Continued)
 Block (Type)/Parameter Dialog Box Prompt Values
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 PortWidth Port width scalar {–1}
 SampleTime Sample time scalar (sample period) {–1}or vector [period offset]
 Merge
 Model Info (CMBlock) (mask)
 Mux (Mux)
 Inputs Number of inputs scalar or vector {3}
 Out (Outport)
 Port Port number scalar {1}
 OutputWhenDisabled Output when disabled {held} | reset
 InitialOutput Initial output scalar or vector {0}
 Probe (Probe)
 ProbeWidth Probe width {on} | off
 ProbeSampleTime Probe sample time {on} | off
 ProbeCompexSignal Probe complex signal {on} | off
 Subsystem (SubSystem)
 ShowPortLabels Show/Hide Port LabelsFormat menu item
 {on} | off
 Terminator (Terminator) (no block-specific parameters)
 Trigger (TriggerPort)
 TriggerType Trigger type {rising} | falling | either | function-call
 ShowOutputPort Show output port {off} | on
 Width (Width) (no block-specific parameters)
 Table A-10: Signals & Systems Library Block Parameters (Continued)
 Block (Type)/Parameter Dialog Box Prompt Values
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 Mask ParametersThis section lists parameters that describe masked blocks. This table listsmasking parameters, which correspond to Mask Editor dialog box parameters.
 Table A-11: Mask Parameters
 Parameter Description/Prompt Values
 Mask Turns mask on or off. {on} | off
 MaskCallbackString Mask parameter callbacks delimited string
 MaskCallbacks Mask parameter callbacks cell array
 MaskDescription Block description string
 MaskDisplay Drawing commands display commands
 MaskEditorHandle Mask editor figure handle (forinternal use)
 handle
 MaskEnableString Mask parameter enable status delimited string
 MaskEnables Mask parameter enable status cell array of strings, each either 'on' or'off'
 MaskHelp Block help string
 MaskIconFrame Icon frame (Visible is on, Invisible isoff)
 {on} | off
 MaskIconOpaque Icon transparency (Opaque is on,Transparent is off)
 {on} | off
 MaskIconRotate Icon rotation (Rotates is on, Fixed isoff)
 on | {off}
 MaskIconUnits Drawing coordinates Pixel | {Autoscale} | Normalized
 MaskInitialization Initialization commands MATLAB command
 MaskNames
 MaskPrompts Prompt (see below) cell array of strings
 MaskPromptString Prompt (see below) delimited string
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 When you use the Mask Editor to create a dialog box parameter for a maskedblock, you provide this information:
 • The prompt, which you enter in the Prompt field
 • The variable that holds the parameter value, which you enter in theVariable field
 • The type of field created, which you specify by selecting a Control type
 • Whether the value entered in the field is to be evaluated or stored as a literal,which you specify by selecting an Assignment type
 The mask parameters, listed in the table on the previous page, store the valuesspecified for the dialog box parameters in these ways:
 • The Prompt field values for all dialog box parameters are stored in theMaskPromptString parameter as a string, with individual values separatedby a vertical bar (|), as shown in this example.
 MaskPropertyNameString
 MaskSelfModifiable Indicates that the block can modifyitself.
 on | {off}
 MaskStyles Control type (see below) cell array {Edit} | Checkbox | Popup
 MaskStyleString Control type (see below) {Edit} | Checkbox | Popup
 MaskTunableValues Tunable parameter attributes cell array of strings
 MaskTunableValueString
 Tunable parameter attributes delimited string
 MaskType Mask type string
 MaskValues Block parameter values (see below) cell array of strings
 MaskValueString Block parameter values (see below) delimited string
 MaskVariables Variable (see below) string
 MaskVisibilities Specifies visibility of parameters
 Table A-11: Mask Parameters (Continued)
 Parameter Description/Prompt Values
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 "Slope:|Intercept:"
 • The Variable field values for all dialog box parameters are stored in theMaskVariables parameter as a string, with individual assignmentsseparated by a semi-colon. A sequence number indicates which prompt isassociated with a variable. A special character preceding the sequencenumber indicates the Assignment type: @ indicates Evaluate, & indicatesLiteral.
 For example, "a=@1;b=&2;" indicates that the value entered in the firstparameter field is assigned to variable a and is evaluated in MATLAB beforeassignment, and the value entered in the second field is assigned to variableb and is stored as a literal, which means that its value is the string enteredin the dialog box.
 • The Control type field values for all dialog box parameters are stored in theMaskStyleString parameter as a string, with individual values separated bya comma. The Popup strings values appear after the popup type, as shownin this example:"edit,checkbox,popup(red|blue|green)"
 • The parameter values are stored in the MaskValueString mask parameteras a string, with individual values separated by a vertical bar. The order ofthe values is the same as the order the parameters appear on the dialog box.For example, these statements define values for the parameter field promptsand the values for those parameters.MaskPromptString "Slope:|Intercept:"MaskValueString "2|5"
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 Model File Format
 Model File Contents . . . . . . . . . . . . . . . . . B-2Model Section . . . . . . . . . . . . . . . . . . . . B-3BlockDefaults Section . . . . . . . . . . . . . . . . . B-3AnnotationDefaults Section . . . . . . . . . . . . . . B-3System Section . . . . . . . . . . . . . . . . . . . B-3
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 Model File ContentsA model file is a structured ASCII file that contains keywords andparameter-value pairs that describe the model. The file describes modelcomponents in hierarchical order.
 The structure of the model file is as follows.
 Model {<Model Parameter Name> <Model Parameter Value>...BlockDefaults {<Block Parameter Name> <Block Parameter Value>...
 }AnnotationDefaults {<Annotation Parameter Name> <Annotation Parameter Value>...
 }System {<System Parameter Name> <System Parameter Value>...Block {<Block Parameter Name> <Block Parameter Value>...
 }Line {<Line Parameter Name> <Line Parameter Value>...Branch {
 <Branch Parameter Name> <Branch Parameter Value>...
 }}Annotation {<Annotation Parameter Name> <Annotation Parameter Value>...
 }}
 }
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 The model file consists of sections that describe different model components:
 • The Model section defines model parameters.
 • The BlockDefaults section contains default settings for blocks in the model.
 • The AnnotationDefaults section contains default settings for annotations inthe model.
 • The System section contains parameters that describe each system(including the top-level system and each subsystem) in the model. EachSystem section contains block, line, and annotation descriptions.
 All model and block parameters are described in Appendix A.
 Model SectionThe Model section, located at the top of the model file, defines the values formodel-level parameters. These parameters include the model name, theversion of Simulink used to last modify the model, and simulation parameters.
 BlockDefaults SectionThe BlockDefaults section appears after the simulation parameters anddefines the default values for block parameters within this model. These valuescan be overridden by individual block parameters, defined in the Blocksections.
 AnnotationDefaults SectionThe AnnotationDefaults section appears after the BlockDefaults section.This section defines the default parameters for all annotations in the model.These parameter values cannot be modified using the set_param command.
 System SectionThe top-level system and each subsystem in the model are described in aseparate System section. Each System section defines system-level parametersand includes Block, Line, and Annotation sections for each block, line, andannotation in the system. Each Line that contains a branch point includes aBranch section that defines the branch line.
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I-1
 Index
 AAbs block 9-11
 zero crossings 3-17absolute tolerance
 definition of 5-14simset parameter 5-41simulation accuracy 5-35specifying for a block state 9-126
 absolute value, generating 9-11Adams-Bashforth-Moulton PECE solver 5-11add_block command 10-4add_line command 10-5adding
 block inputs 9-243blocks 10-4lines 10-5
 Algebraic Constraint block 9-12algebraic equations, modeling 9-12algebraic loops 3-18
 integrator block reset or IC port 9-77simulation speed 5-35
 aligning blocks 4-11analysis functions, perturbing model 9-120AND operator 9-20AnnotationDefaults section of mdl file B-3annotations
 annotation block, see Model Info block 9-162changing font 4-42creating 4-42definition 4-42deleting 4-42editing 4-42manipulating with mouse and keyboard 4-64moving 4-42using to document models 4-76
 Apply button on Mask Editor 7-8ashow debug command 11-25
 Assignment mask parameter 7-9atrace debug command 11-26attributes format string 4-18AttributesFormatString block parameter 4-15,
 4-18Autoscale icon drawing coordinates 7-24auto-scaling Scope axes 9-209
 BBacklash block 9-14
 zero crossings 3-17backpropagating sample time 3-26Backspace key
 deleting annotations 4-42deleting blocks 4-15deleting labels 4-38
 Backward Euler method 9-75Backward Rectangular method 9-75bafter debug command 11-27Band-Limited White Noise block 9-18, 9-189,
 9-265simulation speed 5-35
 bdclose command 10-6bdroot command 10-7Bitwise Logical Operator block 9-20block callback parameters 4-71Block data tips 4-9block descriptions
 creating 7-6entering 7-25
 block diagrams, printing 4-90block dialog boxes
 closing 10-8opening 10-23
 block icons
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 I-2
 displaying execution order on 4-19drawing coordinates 7-23font 4-17icon frame property 7-22icon rotation property 7-23icon transparency property 7-23properties 7-22question marks in 7-20, 7-22transfer functions on 7-20
 block indexes 11-6block libraries
 Blocksets and Toolboxes 9-3Demos 9-3Discrete 9-5Extras 9-3Linear 9-6Nonlinear 9-8Sinks 9-5Sources 9-3
 block nameschanging location 4-17copied blocks 4-11editing 4-17flipping location 4-18font 4-17generated for copied blocks 4-11hiding and showing 4-18location 4-17newline character in 10-3rules 4-17slash character in 10-3
 block parameters A-7, A-10-A-12about 4-12changing during simulation 10-27Continuous library A-17Discrete library A-15displaying beneath a block icon 4-18
 Functions and Tables library A-20Math library A-18modifying 5-2Nonlinear library A-21prompts 7-9scalar expansion 4-34setting 4-13Signals and Systems library A-22Sinks library A-13Sources library A-10
 block prioritiesassigning 4-18
 Block Properties dialog box 4-13block type of masked block 7-25BlockDefaults section of mdl file B-3blocks 4-9-4-21
 adding to model 10-4aligning 4-11callback routines 4-70connecting 2-11, 4-22connections, checking 3-9copying from Library Browser 4-84copying into models 4-10copying to other applications 4-12current 10-17deleting 4-15, 10-10disconnecting 4-18discrete 3-23drop shadows 4-20duplicating 4-12grouping to create subsystem 4-66handle of current 10-18library 4-77moving between windows 4-12moving in a model 2-10, 4-12orientation 4-15, 4-16path 10-3
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 I-3
 reference 4-77, 4-78replacing 10-24resizing 4-16reversing signal flow through 4-87signal flow through 4-15under mask 7-8updating 3-9
 Blocksets and Toolboxes library 9-3bode function 6-10Bogacki-Shampine formula 5-11, 5-12Boolean expressions, modeling 9-30boolean type checking 5-29bounding box
 grouping blocks for subsystem 4-66selecting objects 4-7
 branch lines 4-23, 4-87break debug command 11-28Break Library Link menu item 4-80breaking link to library block 4-80breakpoints
 clearing from blocks 11-13setting 11-11setting at beginning of a block 11-12setting at end of block 11-13setting at timesteps 11-13setting on nonfinite values 11-14setting on step-size limiting steps 11-14setting on zero crossings 11-14
 Browser 4-99bshow debug command 11-29building models
 exercise 2-6tips 4-76
 Ccallback routines 4-70
 callback tracing 4-70canceling a command 4-7capping unconnected blocks 9-248changing
 annotations, font 4-42block icons, font 4-17block names, font 4-17block names, location 4-17block size 4-16sample time during simulation 3-23signal labels, font 4-38
 check box control type 7-12Chirp Signal block 9-26clear debug command 11-30Clear menu item 4-15Clock block 9-28
 example 6-3Close Browser menu item 4-102Close button on Mask Editor 7-8Close menu item 2-3Close Model menu item 4-102close_system command 10-8CloseFcn block callback parameter 4-72, 4-74CloseFcn model callback parameter 4-71closing
 block dialog boxes 10-8model windows 10-6system windows 10-8
 clutch demo 9-116colors for sample times 3-27Combinatorial Logic block 9-30combining input lines into vector line 9-167Complex to Magnitude-Angle block 9-33Complex to Real-Imag block 9-34composite signals 4-30concatenating matrices 9-151conditionally executed subsystems 8-2
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 I-4
 Configurable Subsystem block 9-35configuration manager 4-107connecting blocks 2-11, 4-22connecting lines to input ports 2-12consistency checking 5-26Constant block 9-39constant sample time 3-27constant value, generating 9-39continue debug command 11-31Continue menu item 5-5Continuous block library
 block parameters A-17control input 8-2control signal 8-2Control System Toolbox
 linearization 6-5control type 7-11
 check box 7-12edit 7-11pop-up 7-12
 Copy menu item 4-11, 4-12copy, definition 4-77CopyFcn block callback parameter 4-72, 4-74copying
 blocks 4-10signal labels 4-38
 Coulomb and Viscous Friction block 9-41Create Mask menu item 7-8Create Subsystem menu item 4-66, 9-239Created model parameter 4-111creating
 annotations 4-42block libraries 4-77first mask prompt 7-10masked block descriptions 7-6masked block icons 7-6models 4-3, 10-22
 signal labels 4-37subsystems 4-65-4-76
 Creator model parameter 4-111current block 10-17
 handle 10-18current system 10-19Cut menu item 4-12, 4-15cvhtml 12-31cvload 12-31cvreport 12-32cvsave 12-32cvsim 12-31, 12-33cvtest 12-33
 DData Explorer 4-55data object classes 4-50data object properties, accessing 4-52data objects 3-7
 creating 4-51Data Store Memory block 9-43Data Store Read block 9-45Data Store Write block 9-47Data Type Conversion block 9-49data types 3-7, 4-44-4-48
 displaying 4-46propagation 4-46specifying 4-45
 data types, Simulink 3-7dbstop if error command 7-16dbstop if warning command 7-16Dead Zone block 9-51
 zero crossings 3-17deadband 9-14debug commands
 ashow 11-25
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 I-5
 atrace 11-26bafter 11-27break 11-28bshow 11-29clear 11-30continue 11-31disp 11-32help 11-33ishow 11-34minor 11-35nanbreak 11-36next 11-37probe 11-38quit 11-39run 11-40slist 11-41states 11-42status 11-44step 11-45stop 11-46systems 11-43tbreak 11-47trace 11-48undisp 11-49untrace 11-50xbreak 11-51zcbreak 11-52zclist 11-53
 debuggergetting command help 11-3starting 11-6
 debugging initialization commands 7-16decimation factor 5-41
 saving simulation output 5-25decision tables, modeling 9-30default
 solvers 5-10
 definingmask type 7-6, 7-25masked block descriptions 7-25masked block help text 7-6
 delayingand holding input signals 9-267input by specified sample time 9-275input by variable amount 9-269
 Delete key 4-15, 4-38, 4-42delete_block command 10-10delete_line command 10-11DeleteFcn block callback parameter 4-72, 4-74deleting
 annotations 4-42blocks 4-15, 10-10lines 10-11mask prompts 7-11signal labels 4-38
 demo model, running 2-2, 12-30Demos library 9-3Demux block 9-53Derivative block 9-59
 accuracy of 9-59linearization 6-5
 derivativescalculating 9-59limiting 9-191
 Description model parameter 4-112description of masked blocks 7-25Diagnostics page of Simulation Parameter dialog
 box 5-26diagonal line segments 4-23diagonal lines 4-22dialogs
 creating for masked blocks 7-28-7-30differential/algebraic systems, modeling 9-12Digital Clock block 9-61
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 I-6
 disabled subsystem, output 8-4disabling zero crossing detection 3-17, 5-30disconnecting blocks 4-18Discrete block library 9-5
 block parameters A-15discrete blocks 3-23
 in enabled subsystem 8-5in triggered systems 8-10
 Discrete Filter block 9-68Discrete Pulse Generator block 9-70discrete solver 5-10, 5-11, 5-12Discrete State-Space block 9-72discrete state-space model 6-10Discrete Transfer Fcn block 9-82, 9-267Discrete Zero-Pole block 9-84Discrete-Time Integrator block 9-74
 sample time colors 3-26discrete-time systems 3-23
 linearization 6-9disp command 7-17disp debug command 11-32Display Alphabetical List menu item 4-102Display block 9-86Display Hierarchical List menu item 4-102displaying
 output trajectories 6-2output values 9-86signals graphically 9-206transfer functions on masked block icons 7-20vector signals 9-207X-Y plot of signals 9-273
 dlinmod function 6-4, 6-9dlinmod2 function 6-9documentation page of Mask Editor 7-8Dormand-Prince
 formula 5-12pair 5-10
 Dot Product block 9-89dpoly command 7-21drawing coordinates 7-23
 Autoscale 7-24normalized 7-7, 7-24Pixel 7-24
 droots command 7-22drop shadows 4-20duplicating blocks 4-12
 Eedit control type 7-11editing
 annotations 4-42block names 4-17mask prompts 7-10models 4-3signal labels 4-38
 eigenvalues of linearized matrix 6-10either trigger type 8-9Elementary Math block
 algebraic loops 3-18Enable block 9-91
 creating enabled subsystems 8-3outputting enable signal 8-5states when enabling 8-4
 enabled subsystems 8-2, 8-3, 9-91setting states 8-4
 ending Simulink session 4-113equations, modeling 4-86equilibrium point determination 6-7error tolerance 5-13
 simulation accuracy 5-35simulation speed 5-34
 Euler’s method 5-12eval command and masked block help 7-26
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 I-7
 Evaluate Assignment type 7-9examples
 Clock block 6-3continuous system 4-87converting Celsius to Fahrenheit 4-86equilibrium point determination 6-7linearization 6-4masking 7-3multirate discrete model 3-24return variables 6-2Scope block 6-2To Workspace block 6-3Transfer Function block 4-88
 execution order, displaying 4-19Exit MATLAB menu item 2-14, 4-113Expand All menu item 4-102Expand Library Links menu item 4-102expressions, applying to block inputs 9-93, 9-149external inputs 5-38
 from workspace 9-120extracting linear models 6-4, 6-9Extras block library 9-3
 Ffalling trigger 8-9Fcn block 9-93
 compared to Math Function block 9-147compared to Rounding Function block 9-204compared to Trigonometric Function block
 9-263simulation speed 5-34
 filereading from 9-99writing to 5-5, 9-249
 final states, saving 5-25find_system command 10-12
 finding library block 4-81finding objects 10-12Finite Impulse Response filter 9-68finite-state machines, implementing 9-30First-Order Hold block 9-95
 compared to Zero-Order Hold block 9-95,9-106
 fixed icon rotation 7-23fixed step size 5-12, 5-42fixed-step solvers 5-9, 5-12Flip Block menu item 4-16, 4-87Flip Name menu item 4-18flip-flops, implementing 9-30floating Display block 5-2, 9-86floating Scope block 5-2, 9-213fohdemo demo 9-95, 9-106font
 annotations 4-42block icons 4-17block names 4-17signal labels 4-38
 Font menu item 4-17, 4-38Forward Euler method 9-74Forward Rectangular method 9-74fprintf command 7-18From block 9-97From File block 9-99From Workspace block 9-102Function-Call Generator block 9-106Functions and Tables block library
 block parameters A-20fundamental sample time 5-10
 GGain block 9-108
 and algebraic loops 3-18

Page 728
                        
                        

Index
 I-8
 gain, varying during simulation 9-232Gaussian number generator 9-189gcb command 10-17gcbh command 10-18gcs command 10-19get_param command 10-20
 checking simulation status 5-36, 12-11global Goto tag visibility 9-97, 9-111Go To Library Link menu item 4-81Goto block 9-111Goto Tag Visibility block 9-114Ground block 9-115grouping blocks 4-65
 Hhandle of current block 10-18handles on selected object 4-7hardstop demo 9-116held output of enabled subsystem 8-4held states of enabled subsystem 8-4Help button on Mask Editor 7-8help debug command 11-33help text for masked blocks 7-6, 7-26Heun’s method 5-12Hide Name menu item 4-18, 4-68, 9-170Hide Port Labels menu item 4-68hiding block names 4-18hierarchy of model 3-9, 4-76Hit Crossing block 9-116
 zero crossings 3-15, 3-17hybrid systems
 integrating 3-28linearization 6-9simulating 3-23
 IIC block 9-118icon frame mask property 7-22icon page of Mask Editor 7-8icon rotation mask property 7-23icon transparency mask property 7-23icons
 creating for masked blocks 7-6, 7-17displaying graphics on 7-19displaying images on 7-20displaying text on 7-17transfer functions on 7-20
 improved Euler formula 5-12inf values in mask plotting commands 7-20Infinite Impulse Response filter 9-68InitFcn block callback parameter 4-72, 4-74InitFcn model callback parameter 4-71initial conditions
 setting 9-118specifying 5-25
 initial states 5-42initial step size 5-12, 5-13, 5-42
 simulation accuracy 5-35initialization commands 7-14
 debugging 7-16initialization page of Mask Editor 7-8Inport block 9-119
 in subsystem 4-65, 4-67, 9-239linearization 6-4linmod function 6-9supplying input to model 5-19
 input ports, unconnected 9-115inputs
 adding 9-243applying expressions to 9-93applying MATLAB function to 9-93, 9-149choosing between 9-165
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 I-9
 combining into vector line 9-167delaying and holding 9-267delaying by specified time 9-275delaying by variable amount 9-269external 5-38from outside system 9-119from previous time step 9-155from workspace 9-120generating step between two levels 9-236loading from base workspace 5-19logical operations on 9-131mixing vector and scalar 4-35multiplying 9-108outputting minimum or maximum 9-160passing through stair-step function 9-185piecewise linear mapping 9-133, 9-136, 9-139plotting 9-273reading from file 9-99scalar expansion 4-34sign of 9-223width of 9-272
 inserting mask prompts 7-10integration
 block input 9-123discrete-time 9-74
 Integrator block 9-123algebraic loops 3-18example 4-87sample time colors 3-27simulation speed 5-35zero crossings 3-17
 invariant constants 3-27inverting signal bits 9-20invisible icon frame 7-22ishow debug command 11-34
 JJacobian matrices 5-11Jacobians 6-9
 Kkeyboard actions, summary 4-62keyboard command 7-16
 Llabeling signals 4-37labeling subsystem ports 4-68LastModificationDate model parameter 4-112left-hand approximation 9-74libinfo command 4-82libraries 4-22-4-85
 creating 4-77modifying 4-78searching 4-84
 library blockdefinition 4-77finding 4-81
 library blocks, getting information about 4-81Library Browser 4-83
 adding libraries to 4-85copying blocks from 4-84
 library linkcreating 4-78definition 4-77disabling 4-79displaying 4-82modifying 4-79propagating changes to 4-79showing in Model Browser 4-100status of 4-81unresolved 4-78
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 I-10
 library, definition 4-77limit rows to last check box 5-24limiting
 derivative of signal 9-191integral 9-124signals 9-205
 line segments 4-23creating 4-25diagonal 4-23moving 4-24
 line vertices, moving 4-26Linear block library 9-6linear models, extracting 6-4, 6-9linearization 6-4, 6-9
 discrete-time systems 6-9linearized matrix, eigenvalues 6-10lines ??-4-27
 adding 10-5branch 4-23, 4-87carrying the same signal 2-12connecting to input ports 2-12deleting 10-11diagonal 4-22dividing into segments 4-25manipulating with mouse and keyboard 4-63signals carried on 5-2
 linkbreaking 4-80to library block 4-78
 LinkStatus block parameter 4-81linmod function 6-4, 6-9, 9-120
 Transport Delay block 9-258Literal Assignment type 7-9load initial check box 5-25LoadFcn block callback parameter 4-72, 4-74loading from base workspace 5-19loading initial states 5-25
 local Goto tag visibility 9-97, 9-111location of block names 4-17logic circuits, modeling 9-30Logical Operator block 9-131Look Into System menu item 4-102Look Under Mask Dialog menu item 4-102Look Under Mask menu item 7-8Look-Up Table (2-D) block 9-136, 9-139Look-Up Table block 9-133loops, algebraic 3-18lorenzs demo 9-273
 MMagnitude-Angle to Complex block 9-144Manual Switch block 9-146manual, organization 1-3Mask Editor 7-8mask help text 7-6Mask Subsystem menu item 7-4, 7-8mask type 7-6, 7-25mask workspace 7-5, 7-14masked blocks
 block descriptions 7-6control types 7-11description 7-25dialogs
 creating dynamic 7-28-7-30setting parameters for 7-28
 documentation 7-25help text 7-26
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 I-11
 iconscreating 7-6, 7-17displaying a transfer function on 7-21displaying graphics on 7-19displaying images on 7-20displaying text on 7-17setting properties of 7-22
 initialization commands 7-14looking under 7-8parameters 7-3, A-25
 assigning values to 7-9default values 7-13predefined 7-29prompts for 7-9tunable 7-13undefined 7-22
 portsdisplaying labels of 7-19
 question marks in icon 7-20, 7-22self-modifying 7-27showing in Model Browser 4-101type 7-25unmasking 7-8
 masked subsystemsshowing in Model Browser 4-101
 masking signal bits 9-20MaskSelfModifiable parameter 7-27Math block library
 block parameters A-18Math Function block 9-147mathematical functions, performing 9-147, 9-201,
 9-204, 9-263MATLAB Fcn block 9-149
 simulation speed 5-34MATLAB function, applying to block input 9-93,
 9-149matrices
 concatenation 9-151Matrix Concatenation block 9-151Matrix Gain block 9-153matrix, writing to 9-251maximum number of output rows 5-42maximum order of ode15s solver 5-14, 5-42maximum step size 5-12, 5-42maximum step size parameter 5-12mdl file 4-89, B-2Memory block 9-155
 simulation speed 5-34memory issues 4-76memory region, shared 9-43, 9-45, 9-47menus 4-4Merge block 9-157M-file S-functions
 simulation speed 5-34MinMax block 9-160
 zero crossings 3-17minor debug command 11-35mixed continuous and discrete systems 3-28Model Browser 4-99
 showing library links in 4-100showing masked subsystems in 4-101
 model callback parameters 4-70model differencing tool 4-113model files 4-89, B-2
 names 4-89Model Info block 9-162model navigation commands 4-67model parameters for version control 4-111ModelCloseFcn block callback parameter 4-72,
 4-74modeling
 equations 4-86strategies 4-76
 models
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 I-12
 building 2-6callback routines 4-70closing 10-6comparing 4-113creating 4-3, 10-22creating change histories for 4-110editing 4-3name, getting 10-7navigating 4-67organizing and documenting 4-76parameters A-3printing 4-90properties of 4-106saving 2-14, 4-89selecting entire 4-8simulating 5-37tips for building 4-76version control properties of 4-111
 ModelVersion model parameter 4-112ModelVersionFormat model parameter 4-112ModifiedBy model parameter 4-111ModifiedByFormat model parameter 4-111ModifiedComment model parameter 4-112ModifiedDate model parameter 4-112ModifiedDateFormat model parameter 4-112ModifiedHistory> model parameter 4-112modifying libraries 4-78Monte Carlo analysis 5-36mouse actions, summary 4-62MoveFcn block callback parameter 4-72, 4-74moving
 annotations 4-42blocks and lines 4-12blocks between windows 4-12blocks in a model 2-10, 4-12line segments 4-24line vertices 4-26
 mask prompts 7-11signal labels 4-38
 multiplying block inputsby constant, variable, or expression 9-108by matrix 9-153during simulation 9-232together 9-178
 Multiport Switch block 9-165multirate systems 3-23, 3-24
 linearization 6-9Mux block 9-167
 changing number of input ports 2-11
 NNameChangeFcn block callback parameter 4-72,
 4-74names
 blocks 4-17copied blocks 4-11model files 4-89
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 example 4-88, 6-2properties 9-212
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 running a simulation 5-36setting breakpoints 11-11setting parameter values 10-27S-Function block 9-221Shampine, L. F. 5-11shared data store 9-43, 9-45, 9-47SHIFT_LEFT operator 9-20SHIFT_RIGHT operator 9-20
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 setting 5-4specifying 2-13, 5-4specifying using simset command 5-41
 Simulation Parameters dialog box 2-13, 5-4,5-8-??, A-3
 simulation timecompared to clock time 5-9generating at sampling interval 9-61outputting 9-28writing to workspace 5-22
 Simulinkending session 4-113icon 4-2menus 4-4starting 4-2windows and screen resolution 4-5
 Simulink block library 4-2opening 10-29
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 algebraic loops 3-18Status bar 4-6status debug command 11-44Step block 9-236
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 creating 12-33
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 4-75Uniform Random Number block 9-265uniformly distributed random numbers 9-265Unit Delay block 9-267
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 10-27updating states 3-23URL specification in block help 7-26user
 specifying current 4-104
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